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Introduction

A mobile robot can be defined as a mechanical system capable of moving in its environment in an autonomous
manner. For that purpose, it must be equipped with:

• sensors that will collect knowledge of its surroundings (which it is more or less aware of) and determine its
location ;

• actuators which will allow it to move ;

• an intelligence (or algorithm, regulator), which will allow it to compute, based on the data gathered by the
sensors, the commands to send to the actuators in order to perform a given task.

Finally, to this we must add the surroundings of the robot which correspond to the world in which it evolves and its
mission which is the task it has to accomplish. Mobile robots are constantly evolving, mainly from the beginning of
the 2000s, in military domains (airborne drones [BEA 12], underwater robots [CRE 14], etc.), and even in medical and
agricultural fields. They are in particularly high demand for performing tasks considered to be painful or dangerous
to humans. This is the case for instance in mine-clearing operations, the search for black boxes of damaged aircraft
on the ocean bed and planetary exploration. Artificial satellites, launchers (such as Ariane V), driverless subways and
elevators are examples of mobile robots. Airliners, trains and cars evolve in a continuous fashion towards more and
more autonomous systems and will very probably become mobile robots in the following decades.

Mobile robotics is the discipline which looks at the design of mobile robots [LAU 01]. It is based on other disciplines
such as automatic control, signal processing, mechanics, computing and electronics. The aim of this book is to give
an overview of the tools and methods of robotics which will aid in the design of mobile robots. The robots will be
modeled by state equations, i.e., first order (mostly non-linear) differential equations. These state equations can be
obtained by using the laws of mechanics. It is not in our objectives to teach, in detail, the methods of robot modeling
(refer to [JAU 05] and [JAU 13] for more information on the subject), merely to recall its principles. By modeling,
we mean obtaining the state equations. This step is essential for simulating robots as well as designing controllers.
We will however illustrate the principle of modeling in Chapter 1 on deliberately three-dimensional examples. This
choice was made in order to introduce important concepts in robotics such as Euler angles and rotation matrices. For
instance, we will be looking at the dynamics of a wheel and the kinematics of an underwater robot. Mobile robots
are strongly non-linear systems and only a non-linear approach allows the construction of efficient controllers. This
construction is the subject of Chapters 2 and 3. Chapter 2 is mainly based on control methods that rely on the
utilization of the robot model. This approach will make use of the concept of feedback linearization which will be
introduced and illustrated through numerous examples. Chapter 3 presents more pragmatic methods which do not
use the state model of the robot and which will be referred to as without model or mimetic. The approach uses a more
intuitive representation of the robot and is adapted to situations in which the robots are relatively simple to remotely
control, such as in the case of cars, sailing boats or airplanes. Chapter 4 looks at guidance, which is placed at a higher
level than control. In other words, it focuses on guiding and supervising the system which is already under control
by the tools presented in Chapters 2 and 3. There will therefore be an emphasis on finding the instruction to give to
the controller in order for the robot to accomplish its given task. The guidance will then have to take into account
the knowledge of the surroundings, the presence of obstacles and the roundness of the Earth. The non-linear control
and guidance methods require good knowledge of the state variables of the system, such as those which define the
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position of the robot. These position variables are the most difficult to find and Chapter 5 focuses on the problem of
positioning. It introduces the classical non-linear approaches that have been used for a very long time by humans for
positioning, such as observing beacons, stars, using the compass or counting steps. Although positing can be viewed
as a particular case of state observation, the specific methods derived from it warrant a separate chapter. Chapter
6 on identification focuses on finding, with a certain precision, non-measured quantities (parameters, position) from
other, measured ones. In order to perform this identification, we will mainly be looking at the so-called least squares
approach which consists of finding the vector of variables that minimizes the sum of the squares of the errors. Chapter
7 presents the Kalman filter. This filter can be seen as a state observer for dynamic linear systems with coefficients
that vary in time.

The Matlab and Python code related to some the exercises of this book together with explanatory videos can
be found at the following address:

www.ensta-bretagne.fr/jaulin/isterob.html
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Chapter 1

Three-dimensional modeling

This chapter looks at the three-dimensional modeling of a solid (non-articulated) robot. Such modeling is used to
represent an airplane, a quadcopter, a submarine, and so forth. Through this modeling we will introduce a number
of fundamental concepts in robotics such as state representation, rotation matrices and Euler angles. The robots,
whether mobile, manipulator or articulated, can generally be put into a state representation form:{

ẋ(t) = f(x(t),u(t))

y(t) = g(x(t),u(t))

where x is the state vector, u the input vector and y the vector of measurements [JAU 05]. We will call modeling the
step which consists of finding a more or less accurate state representation of the robot. In general, constant parameters
may appear in the state equations (such as the mass and the moment of inertia of a body, viscosity, etc.). In such
cases, an identification step might prove to be necessary. We will assume that all of the parameters are known. Of
course, there is no systematic methodology that can be applied for modeling a mobile robot. The aim of this chapter
is to present the tools which allow to reach a state representation of three-dimensional solid robots in order for the
reader to acquire a certain experience which will be helpful when modeling his/her own robots. This modeling will also
allow us to recall a number of important concepts in Euclidean geometry, which are fundamental in mobile robotics.
This chapter begins by recalling a number of important concepts in kinematics which will be useful for the modeling.

1.1 Rotation matrices

For three-dimensional modeling, it is essential to have a good understanding of the concepts related to rotation
matrices, which are recalled in this section. It is by using this tool that we will perform our coordinate system
transformations and position our objects in space.

1.1.1 De�nition

Let us recall that the jth column of the matrix of a linear application of Rn → Rn represents the image of the jth

vector ej of the standard basis (see Figure 1.1). Thus, the expression of a rotation matrix of angle θ in the plane R2

is given by:

R =

(
cos θ − sin θ

sin θ cos θ

)
.

Concerning rotations in the space R3 (see Figure 1.2), it is important to specify the axis of rotation. We distinguish
three main rotations: the rotation around the Ox axis, the one around the Oy axis and the one around the Oz axis.

9
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Figure 1.1: Rotation of angle θ in a plane

Figure 1.2: Rotations in R3 following various viewing angles

The associated matrices are respectively given by:

Rx =

 1 0 0

0 cos θx − sin θx
0 sin θx cos θx

 , Ry =

 cos θy 0 sin θy
0 1 0

− sin θy 0 cos θy

 , Rz =

 cos θz − sin θz 0

sin θz cos θz 0

0 0 1

 .

Let us recall the formal definition of a rotation. A rotation is a linear application which is an isometry (i.e., it preserves
the scalar product) which is direct (it does not change the orientation in space).

Theorem. A matrix R is a rotation matrix if and only if :

RT ·R = I and det R = 1.

Proof.– The scalar product is preserved by R if, for any u and v in Rn, we have :

(Ru)
T · (Rv) = uTRTRv = uTv.

Therefore RTR = I. The symmetries relative to a plane, as well as all the other improper isometries (isometries that
change the orientation of space, such as a mirror), also verify the property RT·R = I. The condition det R = 1 allows
us to be limited to the isometries which are direct.

1.1.2 Lie group

The set of rotation matrices of Rn forms a group with respect to the multiplication. It is referred to as a special
orthogonal group (special because det R = 1, orthogonal because RT·R = I) and denoted by SO(n) . It is trivial to
check that (SO(n), ·) is a group where I is the neutral element. Moreover, the multiplication and the inversion are
both smooth. This makes SO(n) a Lie group which is a manifold of the set of matrices Rn×n.

The set Rn×n of n × n-matrices is of dimension n2. Since the matrix RT · R is always symmetric, the matrix
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equation RT ·R = I can be decomposed into n(n+1)
2 independent scalar equations. For instance, for n = 2,we have

2(2+1)
2 = 3 scalar equations:

(
a b

c d

)
·
(
a b

c d

)T

=

(
1 0

0 1

)
⇔


a2 + b2 = 1

ac+ bd = 0

c2 + d2 = 1

As a consequence, the set SO(n) forms a manifold of dimension d = n2 − n(n+1)
2 .

• For n = 1, we get d = 0. The set SO(1) is a singleton which contains a single rotation matrix: R = 1.

• For n = 2, we get d = 1. We need a unique parameter (or angle) to represent the rotations of SO(2) .

• For n = 3, we get d = 3. We need 3 parameters (or angles) to represent SO(3).

1.1.3 Lie algebra

An algebra is an algebraic structure (A,+,×, ·) over a body K, if (i) (A,+, ·) is a vector space over K ; (ii) the
multiplication rule × of A×A → A is left- and right-distributive with respect to + and (iii) for all α, β ∈ K, and for
all x, y ∈ A, α · x × β · y, (αβ) · (x× y). Notice that in general, an algebra is non-commutative (x × y 6= y × x) and
non-associative ((x× y) × z 6= x × (y × z)). A Lie algebra (G,+, [ ] , ·) is a non-commutative and non-associative
algebra in which multiplication, denoted by a so-called Lie bracket, verifies (i) [·, ·] that is bilinear, i.e., linear with
respect to each variable ; (ii) [x, y] = −[y, x] (antisymmetry) and (iii) [x, [y, z]] + [y, [z, x]] + [z, [x, y]] = 0 (Jacobi
relation).

For Lie groups we can define the associated Lie algebras. Lie algebras allow us to consider infinitesimal motions
around a given element (i.e., a rotation matrix) in order to use derivatives or differential methods.

Consider the rotation matrix I of SO (n) corresponding to the identity. If we move I by adding a small matrix
say A · dt of Rn×n, we generally do not obtain a rotation matrix. We are interested by matrices A such that
I + A · dt ∈ SO (n). We have

(I + A · dt)T · (I + A · dt) = I

i.e., A ·dt+AT ·dt = 0+o (dt). Therefore, A should be skew-symmetric. It means that we are able to move in SO (n)

around I by adding infinitesimal skew-symmetric matrices A · dt that are not elements of SO (n) . This corresponds
to a new operations in SO (n) which is not the multiplication we already had. Formally, we define the Lie algebra
associated to SO (n) as follows

Lie (SO(n)) =
{
A ∈ Rn×n | I + A · dt ∈ SO(n)

}
and it corresponds skew-symmetric matrices of Rn×n.

If now we want to move around any matrix in SO (n) around any matrix R of SO (n), we generate a rotation
matrix around I and we transport it to R. We get R (I + A · dt) where A is skew-symmetric. It means that we add
to R the matrix R ·A · dt.

In robotics, Lie groups are often used to describe transformations (such as translation or rotations). The Lie algebra
corresponds to velocities or equivalently to infinitesimal transformations. Lie group theory is useful, but requires some
non trivial mathematical backgrounds that are beyond the scope of this book. We will try to focus on SO (3) or use
more classical tools such as Euler angles, rotation vectors, which are probably less general but sufficient for control
purposes.
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1.1.4 Rotation vector

If R is a rotation matrix depending on time t, by differentiating the relation RRT = I, we get

Ṙ ·RT + R · ṘT = 0.

Thus, the matrix Ṙ ·RT is a skew-symmetric matrix (i.e., it satisfies AT = −A and therefore its diagonal contains
only zeroes, and for each element of A, we have aij = −aji). We may therefore write, in the case where R is of
dimension 3× 3:

Ṙ ·RT =

 0 −ωz ωy
ωz 0 −ωx
−ωy ωx 0

 . (1.1)

The vector ω = (ωx, ωy, ωz) is called the rotation vector associated with the pair
(
R, Ṙ

)
. It must be noted that Ṙ

is not a matrix with good properties (such as for instance the fact of being skew-symmetric). On the other hand,
the matrix Ṙ ·RT has the structure of Equation (1.1) since it allows to be positioned within the coordinate system
in which the rotation is performed and this, due to the change of basis performed by RT. We will define the cross
product between two vectors ω and x ∈ R3 as follows:

ω ∧ x =

 ωx
ωy
ωz

∧
 x1

x2

x3

 =

 x3ωy − x2ωz
x1ωz − x3ωx
x2ωx − x1ωy

 =

 0 −ωz ωy
ωz 0 −ωx
−ωy ωx 0

 x1

x2

x3

 .

1.1.5 Adjoint

For each vector ω = (ωx, ωy, ωz), we may adjoin the skew-symmetric matrix:

Ad (ω) =

 0 −ωz ωy
ωz 0 −ωx
−ωy ωx 0


which can be interpreted as the matrix associated with a cross product by the vector ω. The matrix Ad (ω) is also
written ω∧.

Proposition. If R(t) is a rotation matrix that depends on time, its rotation vector is given by:

ω = Ad−1
(
Ṙ ·RT

)
. (1.2)

Proof.– This relation is a direct consequence of Equation (1.1). �
Proposition. If R is a rotation matrix in R3 and if a is a vector of R3, we have:

Ad (R · a) = R ·Ad (a) ·RT (1.3)

which can also be written a

(R · a)∧ = R · (a∧) ·RT.

Proof.– Let x be a vector of R3. We have:

Ad (R · a) · x = (R · a) ∧ x = (R · a) ∧
(
R ·RTx

)
= R ·

(
a ∧RT · x

)
= R ·Ad (a) ·RT · x. �
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Proposition. (duality). We have:

RTṘ = Ad
(
RTω

)
. (1.4)

This relation expresses the fact that the matrix RTṘ is associated with the rotation vector ω, associated with R (t)

but expressed in the coordinate system associated with R whereas Ṙ ·RT is associated to the same vector, but this
time expressed in the coordinate system of the standard basis.
Proof.– We have:

RTṘ = RT
(
Ṙ ·RT

)
R

(1.2)
= RT ·Ad (ω) ·R (1.3)

= Ad
(
RTω

)
. �

1.1.6 Rodrigues rotation formulas

Matrix exponential. Given a square matrix M of dimension n, its exponential can be defined as:

eM = In + M +
1

2!
M2 +

1

3!
M3 + · · · =

∞∑
i=0

1

i!
Mi

where In is the identity matrix of dimension n. It is clear that eM is of the same dimension as M. Here are some of
the important properties concerning the exponentials of matrices. If 0n is the zero matrix of n × n and if M and N

are two matrices n× n, then:

e0n = In
eM.eN = eM+N (if the matrices commute)
d
dt

(
eMt

)
= MeMt

Matrix logarithm. Given a matrix M, the matrix L is said to be a matrix logarithm of M if eL = M. As
for complex numbers, the exponential function is not a one-to-one function and matrices may have more than one
logarithm. Using power series, we define the logarithm of a square matrix as

log M =

∞∑
i=1

(−1)
i+1

i
(M− In)

i
.

The sum is convergent if M is close to identity.
Rodrigues formulas. A rotation matrix R has an axis represented by a unit vector n and an angle α with

respect to this axis. From n and α we can also generate the matrix R. The link R↔ (n, α) is made by the following
Rodrigues formulas

(i) R = eαn∧

(ii) αn = log R
(1.5)

The first equation (i) will be shown in Exercise 1.4 and (ii) is the reciprocal of (i). In these formulas, αn∧ is a
notation to represent the matrix Ad (αn). As it will be shown in Exercise 1.4, R = eαn∧ is a rotation matrix and n

is an eigenvector associated with the eigenvalue 1 of R.
Axis and angle of a rotation matrix. Given a rotation matrix R, the axis can be represented by normalized

eigen vector n associated to the eigen value λ = 1 (two of them can be found, but we need one). To compute α and n,
we may use the relation αn = log R, which works well if R is close to identity. In the general case, it is more suitable
to use the following proposition.

Proposition. Given a rotation matrix R, we have R = eαn∧ where

α = acos( tr(R)−1
2 )

n = 1
2 sinα ·Ad

−1
(
R−RT

) (1.6)
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Proof. Take a rotation matrix R with eigen values 1, λ1, λ2 and eigen vectors n,v1,v2. Consider the generalized
polynomial f (x) = x− x−1, where x is the indeterminate. From the correspondence theorem of eigen values/vectors,
the eigen values of f (R) = R −R−1 = R −RT are f (1) = 0, f(λ2), f(λ3) and the eigen vectors are still n,v1,v2.
Since, f (R) is skew symmetric and f (R) · n = 0, we have f (R) ∝ Adn. Thus, the vector Ad−1

(
R−RT

)
is an

eigen vector of R associated to the eigen value 1. It provides us the axis of R. To find the angle α, we use the
property that the trace of a matrix is similarity-invariant, which means that for any invertible matrix P, we have
tr(R) = tr(P−1 ·R ·P). Take P as the rotation matrix with transforms R into a rotation along the first axis. We get

tr(R) = tr

 1 0 0

0 cosα − sinα

0 sinα cosα

 = 1 + 2 cosα,

which provides us the angle of the rotation. Exercise 1.5 provides a geometrical proof of this proposition.

1.1.7 Coordinate system change

Let R0 : (o0, i0, j0,k0) and R1 : (o1, i1, j1,k1) be two coordinate systems and let u be a vector of R3 (refer to
Figure 1.3). We have the following relation:

u = x0i0 + y0j0 + z0k0

= x1i1 + y1j1 + z1k1

where (x0, y0, z0) and (x1, y1, z1) are the coordinates of u in R0 and R1, respectively.

Figure 1.3: Changing the coordinate system R0 to the system R1

Thus, for any vector v we have:

〈x0i0 + y0j0 + z0k0,v〉 = 〈x1i1 + y1j1 + z1k1,v〉 .

By taking respectively v = i0, j0,k0, we obtain the following three relations:
〈x0i0 + y0j0 + z0k0, i0〉 = 〈x1i1 + y1j1 + z1k1, i0〉
〈x0i0 + y0j0 + z0k0, j0〉 = 〈x1i1 + y1j1 + z1k1, j0〉
〈x0i0 + y0j0 + z0k0,k0〉 = 〈x1i1 + y1j1 + z1k1,k0〉

However, since the basis (i0, j0,k0) of R0 is orthonormal, 〈i0, i0〉 = 〈j0, j0〉 = 〈k0,k0〉 = 1 and 〈i0, j0〉 = 〈j0,k0〉 =

〈i0,k0〉 = 0. Thus, these three relations become:
x0 = x1 · 〈i1, i0〉+ y1 · 〈j1, i0〉+ z1 · 〈k1, i0〉
y0 = x1 · 〈i1, j0〉+ y1 · 〈j1, j0〉+ z1 · 〈k1, j0〉
z0 = x1 · 〈i1,k0〉+ y1 · 〈j1,k0〉+ z1 · 〈k1,k0〉
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Figure 1.4: Composition of rotations

Or in matrix form: x0

y0

z0


︸ ︷︷ ︸

=u|R0

=

 〈i1, i0〉 〈j1, i0〉 〈k1, i0〉
〈i1, j0〉 〈j1, j0〉 〈k1, j0〉
〈i1,k0〉 〈j1,k0〉 〈k1,k0〉


︸ ︷︷ ︸

=R
R1
R0

·

 x1

y1

z1


︸ ︷︷ ︸

=u|R1

(1.7)

We can see a rotation matrix RR1

R0
whose columns are the coordinates of i1, j1,k1 expressed in the absolute system

R0. Thus

RR1

R0
=


∣∣∣∣∣∣∣∣

i1|R0

∣∣∣∣∣∣∣∣
j1|R0

∣∣∣∣∣∣∣∣
k1|R0

∣∣∣∣∣∣∣∣


This matrix depends on time and links the frame R1 to R0. The matrix RR1

R0
is often referred to as a direction cosine

matrix since its components involve the direction cosines of the basis vectors of the two coordinate systems. Likewise,
if we would have several systems R0, . . . ,Rn (see Figure 1.4), we would have:

u|R0
= RR1

R0
·RR2

R1
· . . . ·RRnRn−1

· u|Rn .

Dead Reckoning. Let us consider the situation of a robot moving in a three-dimensional environment. Let us
call R0 : (o0, i0, j0,k0) its reference frame (for example, the frame of the robot at an initial time). The position of the
robot is represented by the vector p(t) expressed in R0 and its attitude (i.e., its orientation) by the rotation matrix
R(t) which represents the coordinates of the vectors i1, j1,k1 of the coordinate system R1 of the robot expressed in
the coordinate system R0, at time t. It follows that:

R(t) =

∣∣∣∣∣∣ i1|R0

∣∣∣∣∣∣ j1|R0

∣∣∣∣∣∣ k1|R0

∣∣∣∣∣∣
 = RR1

R0
(t).

This matrix can be returned by a precise attitude unit positioned on the robot. If the robot is also equipped with
a Doppler Velocity Log (or DVL) which provides it with its speed vector vr relative to the ground or the seabed,
expressed in the coordinate system R1 of the robot, then the speed vector v of the robot satisfies:

v|R0︸︷︷︸
ṗ(t)

(1.7)
= RR1

R0︸︷︷︸
R(t)

· v|R1︸︷︷︸
vr(t)
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Or equivalently:

ṗ (t) = R(t) · vr(t). (1.8)

Dead reckoning consists of integrating this state equation from the knowledge of R(t) and vr(t).

1.2 Euler angles

1.2.1 De�nition

In related literature, the angles proposed by Euler in 1770 to represent the orientation of solid bodies in space are
not uniquely defined. We mainly distinguish between the roll-yaw-roll, roll-pitch-roll and roll-pitch-yaw formulations.
It is the latter that we will choose since it is imposed in the mobile robotics language. Within this roll-pitch-yaw
formulation, the Euler angles are sometimes referred to as Cardan angles. Any rotation matrix of R3 can be expressed
in the form of the product of three matrices as follows:

R (ϕ, θ, ψ) =

 cosψ − sinψ 0

sinψ cosψ 0

0 0 1


︸ ︷︷ ︸

Rψ

·

 cos θ 0 sin θ

0 1 0

− sin θ 0 cos θ


︸ ︷︷ ︸

Rθ

·

 1 0 0

0 cosϕ − sinϕ

0 sinϕ cosϕ


︸ ︷︷ ︸

Rϕ

or, in developed form: cos θ cosψ − cosϕ sinψ + sin θ cosψ sinϕ sinψ sinϕ+ sin θ cosψ cosϕ

cos θ sinψ cosψ cosϕ+ sin θ sinψ sinϕ − cosψ sinϕ+ sin θ cosϕ sinψ

− sin θ cos θ sinϕ cos θ cosϕ

 .

︸ ︷︷ ︸
i1|R0

︸ ︷︷ ︸
j1|R0

︸ ︷︷ ︸
k1|R0

(1.9)

The angles ϕ, θ, ψ are the Euler angles and are respectively called the bank, the elevation and the heading. The
terms roll, pitch, yaw are often employed, although they correspond, respectively, to variations of bank, elevation and
heading.

Gimbal lock. When θ = π
2 (the same effect happens as soon as cos θ= 0), we have

R (ϕ, θ, ψ) =

 cosψ − sinψ 0

sinψ cosψ 0

0 0 1

 ·
 0 0 1

0 1 0

−1 0 0

 ·
 1 0 0

0 cosϕ − sinϕ

0 sinϕ cosϕ


︸ ︷︷ ︸

=


0 sinϕ cosϕ

0 cosϕ − sinϕ

−1 0 0



=

 cosψ − sinψ 0

sinψ cosψ 0

0 0 1

 ·
︷ ︸︸ ︷ cosϕ sinϕ 0

− sinϕ cosϕ 0

0 0 −1

 ·
 0 0 1

0 1 0

−1 0 0


=

 cos (ψ − ϕ) − sin (ψ − ϕ) 0

sin (ψ − ϕ) cos (ψ − ϕ) 0

0 0 −1

 0 0 1

0 1 0

−1 0 0
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and thus,

dR

dψ
= −dR

dϕ
.

This corresponds to a singularity which tells us that when θ = π
2 , we cannot move on the manifold of rotation matrices

SO(3), in all directions using the Euler angles. Equivalently, this means that some trajectories R(t) cannot be followed
by Euler angles.

Rotation matrix to Euler angles. Given a rotation matrix R, we can easily find the three Euler angles by
solving, following Equation (1.9), the equations:

− sin θ = r31

cos θ sinϕ = r32 cos θ cosϕ = r33

cos θ cosψ = r11 cos θ sinψ = r21

By imposing θ ∈ [−π2 ,
π
2 ], ϕ ∈ [−π, π], ψ ∈ [−π, π], we find:

θ = − arcsin r31, ϕ = atan2(r32, r33) et ψ = atan2(r21, r11).

Here atan2 is the two-argument arctangent function defined by

α = atan2 (y, x)⇔ α ∈]− π, π] and ∃r > 0 |
{
x = r cosα

y = r cosα
(1.10)

1.2.2 Rotation vector of a moving Euler matrix

Let us consider a solid body moving in a coordinate system R0 and a coordinate system R1 attached to this body
(refer to Figure 1.5). The conventions chosen here are those of the SNAME (Society of Naval and Marine Engineers).
The two coordinate systems are assumed to be orthonormal. Let R(t) = R(ψ(t), θ(t), ϕ(t)) be the rotation matrix
that links the two systems. We need to find the instantaneous rotation vector ω of the solid body relative to R0 in
function of ϕ, θ, ψ, ϕ̇, θ̇, ψ̇. We have:

ω|R0

(1.2)
= Ad−1

(
Ṙ ·RT

)
(1.9)
= Ad−1

(
d
dt (Rψ ·Rθ ·Rϕ) ·RT

ϕ ·RT
θ ·RT

ψ

)
= Ad−1

((
Ṙψ ·Rθ ·Rϕ + Rψ · Ṙθ ·Rϕ + Rψ ·Rθ · Ṙϕ

)
·RT

ϕ ·RT
θ ·RT

ψ

)
= Ad−1

(
Ṙψ ·RT

ψ + Rψ · Ṙθ ·RT
θ ·RT

ψ + Rψ ·Rθ · Ṙϕ ·RT
ϕ ·RT

θ ·RT
ψ

)
(1.2)
= Ad−1

(
ψ̇Ad(k) + Rψ ·

(
θ̇Ad(j)

)
·RT

ψ + Rψ ·Rθ · (ϕ̇Ad(i)) ·RT
θ ·RT

ψ

)
(1.3)
= Ad−1

(
ψ̇ ·Ad(k) + θ̇ ·Ad(Rψ · j) + ϕ̇ ·Ad(Rψ ·Rθ · i)

)
= ψ̇ · k + θ̇ ·Rψ · j + ϕ̇ ·Rψ ·Rθ · i.

Figure 1.5: The coordinate system R1 : (o1, i1, j1,k1) attached to the robot
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Thus, after having calculated the quantities k, Rψj and Rψ ·Rθ · i in the coordinate system R0, we have:

ω|R0
= ψ̇ ·

 0

0

1

+ θ̇ ·

 − sinψ

cosψ

0

+ ϕ̇ ·

 cos θ cosψ

cos θ sinψ

− sin θ

 .

And from this we get the result:

ω|R0
=

 cos θ cosψ − sinψ 0

cos θ sinψ cosψ 0

− sin θ 0 1

 ϕ̇

θ̇

ψ̇

 . (1.11)

Note that this matrix is singular if and only if cos θ = 0. We will therefore take care to never have an elevation θ equal
to ±π2 , to avoid the gimbal lock.

1.3 Inertial unit

Assume that we are enclosed inside a box near to the Earth without any possibility to see the environment outside.
Inside the box we may perform some inertial experiments such as observing bodies translating or rotating. These
experiments allow us to measure indirectly the tangential accelerations and the angular speed of the box in its own
frame. The principle of an inertial unit is to estimate the pose (position and orientation) of the box from these inertial
measurements only (called proprioceptive measurements), assuming that the initial pose is known.

For this purpose, we will describe the motion of our box by a kinematic model the inputs of which are the tangential
accelerations and the angular speeds these are directly measurable in the coordinate system of the box. The state
vector is composed of the vector p = (px, py, pz) that gives the coordinates of the center of the box expressed in the
absolute inertial coordinate system R0, the three Euler angles (ϕ, θ, ψ) and the speed vector vr of the box expressed
in its own coordinate system R1. The inputs of the system are for one the acceleration ar = aR1

of the center of the
box also given in R1 and second, the vector ωr = ωR1/R0|R1

= (ωx, ωy, ωz) corresponding to the rotation vector of
the box relative to R0 expressed in R1. We have indeed to express a, ω in the coordinate system of the box since
these quantities are generally measured via the sensors attached on it. The first state equation is:

ṗ
(1.8)
= R (ϕ, θ, ψ) · vr.

Let us differentiate this equation. We obtain:

p̈ = Ṙ · vr + R · v̇r

with R = R (ϕ, θ, ψ). From this equation, we isolate v̇r to get

v̇r = RT · p̈︸ ︷︷ ︸
ar

−RTṘ · vr
(1.4)
= ar − ωr ∧ vr.

which constitutes the second state equation. Figure 1.6 shows a situation where a robot has a constant speed and
follows a circle. The speed vector vr is a constant whereas ar is different from zero.

We also need to express
(
ϕ̇, θ̇, ψ̇

)
in function of the state variables. From Equation (1.11), the relation

ω|R0
= R (ϕ, θ, ψ) · ω|R1
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Figure 1.6: Illustration of the formula v̇r = ar − ωr ∧ vr when v̇r = 0. Left: the robot follows a circle; right:
representation of the vectors in the robot frame.

becomes cos θ cosψ − sinψ 0

cos θ sinψ cosψ 0

− sin θ 0 1

 ϕ̇

θ̇

ψ̇

 = R (ϕ, θ, ψ) · ωr.

By isolating in this expression the vector
(
ϕ̇, θ̇, ψ̇

)
, we obtain the third state equation. By bringing together the three

state equations, we obtain the navigation mechanization equations [FAR 08]:

ṗ = R (ϕ, θ, ψ) · vr
v̇r = ar − ωr ∧ vr ϕ̇

θ̇

ψ̇

 =

 1 tan θ sinϕ tan θ cosϕ

0 cosϕ − sinϕ

0 sinϕ
cos θ

cosϕ
cos θ

 · ωr (1.12)

On a horizontal plane. If we move on a horizontal plane, we have ϕ = θ = 0. The last equation gives us
ψ̇ = ωr3, θ̇ = ωr2 and ϕ̇ = ωr1. In such a case, there is a perfect correspondence between the components of ωr and
the differentials of the Euler angles. There are singular cases, for instance when θ = π

2 (this is the case when the box
points upwards), in which the differentials of the Euler angles cannot be defined. Using the rotation vector is often
preferred since it does not have such singularities.

Dead reckoning. For dead reckoning (i.e., without external sensors) there are generally extremely precise laser
gyrometers (around 0.001 deg/s.). These make use of the Sagnac effect (in a circular optical fiber turning around
itself, the time taken by light to travel an entire round-trip depends on the path direction). Using three fibers, these
gyrometers generate the vector ωr = (ωx, ωy, ωz). There are also accelerometers capable of measuring the acceleration
ar with a very high degree of precision. In pure inertial mode, we determine our position by differentiating Equations
(1.12) only using the acceleration ar and the rotation speed ωr, both expressed in the coordinate system of the box.
In the case where we are measuring the quantity vr (also expressed in the frame of the inertial unit attached to the
robot) with a Doppler velocity log, we only need to integrate the first and the last of these three equations. Finally,
when the robot is a correctly ballasted submarine or a terrestrial robot moving on a relatively plane ground, we know
a priori that on average the bank and the elevation are equal to zero. We may therefore incorporate this information
through a Kalman filter in order to limit the drift in positioning. An efficient inertial unit integrates an amalgamation
of all the available information.

Inertial unit. A pure inertial unit (without hybridization and without taking into account Earth’s gravity)
represents the robot by the kinematic model of Figure 1.7, which itself uses the state equations given in (1.12).
This system is written in the form ẋ = f (x,u) where u = (ar,ωr) is the vector of the measured inertial inputs
(accelerations and rotation speeds viewed by an observer on the ground, but expressed in the frame of the robot) and
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x = (p,vr, ϕ, θ, ψ) is the state vector. We may use a numerical integration method such as the Euler method. This
leads to replacing the differential equation ẋ = f (x,u) with the recurrence:

x (t+ dt) = x (t) + dt · f (x (t) ,u (t)) .

Figure 1.7: Navigation mechanization equations

With gravity. In case where there exists a gravity g (p) which depends on p, the actual acceleration ar corresponds
to the gravity plus the measured acceleration amesr . In this case, the inertial unit can be described by the following
state equations

ṗ = R (ϕ, θ, ψ) · vr ϕ̇

θ̇

ψ̇

 =

 1 tan θ sinϕ tan θ cosϕ

0 cosϕ − sinϕ

0 sinϕ
cos θ

cosϕ
cos θ

 · ωr
v̇r = RT (ϕ, θ, ψ) · g (p) + amesr − ωr ∧ vr

(1.13)

In this case, the input of the system are amesr and ωr which are obtained by the accelerometers and the gyroscope.
To integrate this state equation for localization purpose, we need to know the initial state and a gravity map g (p) .

Using rotation matrix instead of Euler angles. From Equation (1.4), we have Ṙ = R ·Ad
(
RTω

)
. Thus,

the state equations (1.13) can be written without any Euler angles as
ṗ = R · vr
Ṙ = R · (ωr ∧ )
v̇r = RT · g (p) + amesr − ωr ∧ vr

(1.14)

The main advantage of this representation is that we do not have the singularity that exists in (1.13) for cos θ = 0. But
instead, we have redundancies, since R of dimension 9 replaces the 3 Euler angles. For numerical reasons, when we
integrate for a long time R(t) may loose the property R ·RT = I. To avoid this, at each iteration, a renormalization
is needed, i.e., should project the current matrix R on to SO(3). A possibility is to use a QR factorization. A QR-
decomposition of a square matrix M provides two matrices Q,R such that M = Q ·R where Q is a rotation matrix
and R is triangular. When M is almost a rotation matrix, then R is almost diagonal and also almost a rotation,
i.e., on the diagonal of R the entries are approximately ±1 and outside the entries are almost zeros. The following
Python code performs the projection of M on SO(3) and generates the rotation matrix M2.

Q,R = numpy.linalg.qr(M)
v=diag(sign(R))
M2=Q@diag(v)
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1.4 Dynamic modeling

1.4.1 Principle

A robot (airplane, submarine, boat) can often be considered as a solid body whose inputs are the (tangential
and angular) accelerations. These quantities are analytic functions of the forces that are at the origin of the robot’s
movement. For the dynamic modeling of a submarine the reference work is the book of Fossen [FOS 2002], but the
related notions can also be used for other types of solid robots such as planes, boats or quadrotors. In order to obtain
a dynamic model, it is sufficient to take the kinematic equations and to consider that the angular and tangential
accelerations caused by forces and dynamic performance. These quantities become the new inputs of our system.
The link between the accelerations and the forces is done by Newton’s second law (or the fundamental principle of
dynamics). Thus, for instance if f is the net force resulting from the external forces expressed in the inertial frame
and m is the mass of the robot, we have

mp̈ = f .

Since the speed and accelerations are generally measured by sensors embedded in the system, we generally prefer to
express the speed and accelerations in the frame of the robot:

mar = fr,

where fr is the applied forces vector expressed in the robot frame. The same type of relation, known as the Euler’s
rotation equation, exists for rotations. It is given by

Iω̇r + ωr ∧ (Iωr) = τ r (1.15)

where τ r is the applied torque and ωr is the rotation vector both expressed in the robot frame. The inertia matrix I is
attached to the robot (i.e., computed in the robot frame) and we generally choose the robot frame to make I diagonal.
This relation is a consequence of the Euler’s second law which states that in an inertial frame, the time derivative of
the angular momentum equals the applied torque. In the inertial frame, this can be expressed as

d
dt (R · I · ωr) = R · τ r

⇔ ṘI · ωr + R · I · ω̇r = R · τ r
⇔ RT ṘI · ωr + I · ω̇r = τ r
⇔ ωr ∧ (Iωr) + Iω̇r = τ r.

1.4.2 Modeling a quadrotor

As an illustration, we consider a quadrotor (see Figure 1.8) for which we want a dynamic model. The robot has
four propellers that can be tuned independently. This will allow us to control the attitude and position of the robot
by changing the speeds of the motors.
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Figure 1.8: Quadrotor

We distinguish the front/rear propellers (blue and black), rotating clockwise and right/left propellers (red and
green), rotating counterclockwise. The value of the force generated by the ith propeller is proportional to the squared
speeds of the rotors, i.e., is equal to β · ωi · |ωi|, where β is the thrust factor. Denote by δ the drag factor and ` the
distance between any rotor and the center of the robot. The forces and torques generated on the robot are

τ0
τ1
τ2
τ3

 =


β β β β

−β` 0 β` 0

0 −β` 0 β`

−δ δ −δ δ

 ·


ω1 · |ω1|
ω2 · |ω2|
ω3 · |ω3|
ω4 · |ω4|


where τ0 is the total thrust generated by the rotors and τ1, τ2, τ3 are the torques generated by differences in the rotor
speeds.

We will now show that the state equation for the quadrotor

ṗ = R (ϕ, θ, ψ) · vr (i) ϕ̇

θ̇

ψ̇

 =

 1 tan θ sinϕ tan θ cosϕ

0 cosϕ − sinϕ

0 sinϕ
cos θ

cosϕ
cos θ

 · ωr (ii)

v̇r = RT (ϕ, θ, ψ) ·

 0

0

g

+

 0

0

− τ0m

− ωr ∧ vr (iii)

ω̇r = I−1 ·

 τ1
τ2
τ3

− ωr ∧ (I · ωr)

 (iv)

where p is the position and (ϕ, θ, ψ), are the Euler angles of the robot. The three first equations (i), (ii), (iii)
correspond to the kinematic equations and have already been derived (see Equation (1.12)). Note that in Equation
(iii), the acceleration ar (expressed in the robot frame) comes from the Newton’s second law where the forces are the
total force τ0 and the weight mg:

mar = RT (ϕ, θ, ψ) ·

 0

0

mg

+

 0

0

−τ0

 .
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Since the gravity vector is expressed naturally in the inertial frame (contrary to the global force τ0), we have to
multiply the gravity vector by the Euler rotation matrix RT (ϕ, θ, ψ). Equation (iv) comes from the Euler’s rotation
equation (1.15)

ω̇r = I−1 · (τ r − ωr ∧ (I · ωr))

where τ r = (τ1, τ2, τ3) is the torque vector.
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Exercises

Exercise 1.1.– Properties of the adjoint matrix

Let us consider the vector ω = (ωx, ωy, ωz) and its adjoint matrix Ad (ω).
1) Show that the eigenvalues of Ad (ω) are {0, ‖ω‖ · i,−‖ω‖ · i}. Give an eigenvector associated with 0. Discuss.
2) Show that the vector Ad (ω) x = ω ∧ x is a vector perpendicular to ω and x, such that the trihedron

(ω,x,ω ∧ x) is direct.
3) Show that the norm of ω ∧ x is surface of the parallelogram A mediated by ω and x.

Exercise 1.2.– Jacobi identity

The Jacobi identity is written as:

a ∧ (b ∧ c) + c ∧ (a ∧ b) + b ∧ (c ∧ a) = 0.

1) Show that this identity is equivalent to:

Ad (a ∧ b) = Ad (a) Ad (b)−Ad (b) Ad (a)

where Ad (ω) is the adjoint matrix of the vector ω ∈ R3.
2) In the space of skew-symmetric matrices, the Lie bracket is defined as follows:

[A,B] = A ·B−B ·A.

Show that :

Ad (a ∧ b) = [Ad (a) ,Ad (b)].

3) In the Exercise 1.4, we will show that an infinitesimal rotation following the skew symmetric matrix A is
exp (A · dt) ' I+A ·dt+ A2

2 ·dt
2 +◦(dt2). Consider two skew-symmetric matrices A,B and define the two infinitesimal

rotation matrices

Ra = eA·dt and Rb = eB·dt.

Compute a Taylor expansion of second order associated to the rotation

R−1
a R−1

b RaRb.

From this result, give on interpretation of the Lie bracket [A,B] = AB−BA.
4) Verify that the set

(
R3,+,∧, ·

)
forms a Lie algebra.
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Exercise 1.3.– Varignon’s formula

Let us consider a solid body whose center of gravity remains at the origin of a Galilean coordinate system and is
rotating around an axis ∆ with a rotation vector of ω. Give the equation of the trajectory of a point x of the body.

Exercise 1.4.– Rodrigues’ formula

Let us consider a solid body whose center of gravity remains at the origin of a Galilean coordinate system and is
rotating around an axis ∆. The position of a point x of the body satisfies the state equation (Varignon’s formula):

ẋ = ω ∧ x

where ω is parallel to the axis of rotation ∆ and ||ω|| is the rotation speed of the body (in rad.s−1).

1) Show that this state equation can be written in the form:

ẋ = Ax.

Explain why the matrix A is often denoted by ω∧.
2) Give the expression of the solution of the state equation.

3) Deduce from this that the expression of the rotation matrix R with angle ||ω|| around ω is given by the following
formula, referred to as Rodrigues’ formula:

R = eω∧.

4) Calculate the eigenvalues of A and show that ω is the eigenvector associated with the zero eigenvalue. Discuss.

5) What are the eigenvalues of R ?

6) Using the previous questions, give the expression of a rotation around the vector ω = (1, 0, 0) of angle α.

7) Write an expression of the Euler matrix that uses Rodrigues’ formula.

Exercise 1.5.– Geometric approach to Rodrigues’ formula

Let us consider the rotation Rn,ϕ of angle ϕ around the unit vector n. Let u be a vector that we will subject to
this rotation. The vector u can be decomposed as follows:

u =< u,n > ·n︸ ︷︷ ︸
u||

+ u− < u,n > ·n︸ ︷︷ ︸
u⊥

where u|| is collinear to n and u⊥ is in the plane P⊥ orthogonal to n (see Figure 1.9).

1) Prove Rodrigues’ formula given by:

Rn,ϕ (u) =< u,n > ·n + (cosϕ) (u− < u,n > ·n) + (sinϕ) (n ∧ u) .

2) Using the double cross product formula a∧ (b ∧ c) =
(
aTc

)
· b −

(
aTb

)
· c, on the element n∧ (n ∧ u), show

that Rodrigues’ formula can also been written as:

Rn,ϕ (u) = u + (1− cosϕ) (n∧ (n ∧ u)) + (sinϕ) (n ∧ u) .
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Figure 1.9: Rotation of the vector u around the vector n ; left : perspective view ; right : view from above

Deduce from this that the matrix associated with the linear operator Rn,ϕ is written as:

Rn,ϕ =

 1 0 0

0 1 0

0 0 1

+ (1− cosϕ)

 −n2
y − n2

z nxny nxnz
nxny −n2

x − n2
z nynz

nxnz nynz −n2
x − n2

y


+ (sinϕ)

 0 −nz ny
nz 0 −nx
−ny nx 0

 .

3) Conversely, we are given a rotation matrix Rn,ϕ for which we wish to find the axis of rotation n and the angle
of rotation ϕ. Compute the trace tr (Rn,ϕ) and Rn,ϕ −RT

n,ϕ and use it to obtain n and ϕ in function of Rn,ϕ. For a
geometric illustration, see Figure 1.10.

Figure 1.10: On the left, we have a view of the rotation of angle ϕ around n ; on the right a visualization of the section
corresponding to the Rodrigues rhombus

4) Deduce a method to find a interpolation trajectory matrix R(t) between two rotation matrices Ra, Rb such
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that R(0) = Ra and R(1) = Rb.
5) Using a Maclaurin series development of sinϕ and cosϕ, show that:

Rn,ϕ = exp (ϕ ·Ad (n)) ,

which sometimes written as:

Rn,ϕ = exp (ϕ · n∧) .

Exercise 1.6.– Quaternions

Quaternion were discovered by W. R. Hamilton are also used to represent a rotation in a 3-dimensional space (see,
e.g., [COR 11]). A quaternion q̊ is an extension of the complex number. It corresponds to a scalar s plus a vector v

of R3. We use the equivalent following notations:

q̊ = s+ v1i+ v2j + v3k = s+ < v1, v2, v3 >= s+ < v >,

where

i2 = j2 = k2 = ijk = −1.

1) From these relations, fill the following multiplication table:

· 1 i j k

1 1 i j k

i i ? ? ?

j j ? ? ?

k k ? ? ?

2) A unit-quaternion q̊ is a quaternion with a unit magnitude:

|̊q|2 = s2 + v2
1 + v2

2 + v2
3 = 1.

Consider the rotation obtained by a rotation around the unit vector v with an angle θ. From the Rodrigues
formula, we know that the corresponding rotation matrix is exp(θ ·v∧). To this rotation, we associate the quaternion:

q̊ = cos(
θ

2
) + sin(

θ

2
)· < v > .

Check that this quaternion has a unit magnitude.
3) Show that the quaternion q̊ and its opposite −q̊, both correspond to the same rotation in R3.
4) Assuming that the composition of rotations corresponds to a multiplication of quaternions, show that

(s+ < v >)
−1

= s+ < −v > .

5) We consider the Euler rotation matrix with ψ = θ = ϕ = π
2 . It corresponds to a rotation around the unit vector

v with an angle α. Give the values of v and α using 3 methods: the geometrical method (using hands only), the
matrices and the quaternions.

Exercise 1.7.– Schuler pendulum

Page 28 of 191



Luc Jaulin Mobile robotics

One of the fundamental components of an inertial unit is the inclinometer. This sensor gives the vertical direction.
Traditionally, we use a pendulum (or a plumb line) for this. However, when we are moving, due to the accelerations the
pendulum starts to oscillate and it can no longer be used to measure the vertical direction. Here, we are interested in
designing a pendulum for which any horizontal acceleration does not lead to oscillations. Let us consider a pendulum
with two masses m at each end, situated at a distance `1 and `2 from the axis of rotation of the rod (see Figure 1.11).
The axis moves over the surface of the Earth. We assume that `1 and `2 are small in comparison to Earth’s radius r.

Figure 1.11: Inclinometer pendulum moving over the surface of the Earth

1) Find the state equations of the system.
2) Let us assume that α = α̇ = 0. For which values of `1 and `2 does the pendulum remain vertical, for any

horizontal movement of the pendulum? What values does `2 have to take if we let `1 = 1 m and we take r = 6 400 km
for the Earth’s radius?

3) Let us assume that, as a result of disturbances, the pendulum starts to oscillate. The period of these oscillations
is called the Schuler period. Calculate this period.

4) Simulate the system graphically by taking a Gaussian white noise as the acceleration input. Since the system
is conservative, an Euler integration method will not perform well (the pendulum would gain energy). A higher-order
integration scheme, such as that of Runge Kutta, should be used. This is given by:

x(t+ dt) ' x(t) + dt ·
(

f (x(t),u(t))

4
+ 3

4 f(x(t) +
2dt

3
f(x(t),u(t)),u(t+ 2

3dt))

)
.

For an easier graphical representation, we will take r = 10 m, `1 = 1 m and g = 10 ms−2. Discuss the results.

Exercise 1.8.– Brake detector

We will now look at a problem that involves basis changes and rotation matrices. A car is preceded by another car
m (which we will assume to be a point). We attach to this car the coordinate system R1 : (o1, i1, j1) as represented
on Figure 1.12. The coordinate system R0 : (o0, i0, j0) is a ground frame assumed to be fixed.

This car is equipped with the following sensors:

• several odometers placed on the rear wheels allowing to measure the speed v of the center of the rear axle ;

• a gyro giving the angular speed of the car θ̇, as well as the angular acceleration θ̈ ;

• an accelerometer placed at o1 allowing to measure the acceleration vector (α, β) of o1 expressed in the coordinate
system R1 ;

• using two radars placed at the front, our car is capable of (indirectly) measuring the coordinates (a1, b1) of the
point m in the coordinate system R1 as well as the first two derivatives

(
ȧ1, ḃ1

)
and

(
ä1, b̈1

)
.
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Figure 1.12: Car trying to detect whether the point m is braking

On the other hand, the car is not equipped with a positioning system (such as a GPS, for example) that would
allow it to gain knowledge of x, y, ẋ, ẏ. It does not have a compass for measuring the angle θ. The quantities in play
are the following:

Measured v, θ̇, a1, b1, α, β.

Unknown x, y, ẋ, ẏ, θ, a0, b0

When a quantity is measured, we assume that its differentials are also measured, but not their primitive. For example
ȧ1, ḃ1, ä1, b̈1 are considered to be measured since a1, b1 are measured. However, θ̇ is measured but θ isn’t. We do not
know the state equations of our car. The goal of this problem is finding a condition on the measured variables (and
their derivatives) that will allow us to tell whether the point m is braking or not. We understand that such a condition
would allow us to build a warner informing us that the preceding vehicle is braking, even when its rear brake lights
are not visible (fog, trailer without brake lights) or defective.

1) By expressing the Chasle relation (o0m = o0o1 + o1m) in the coordinate system R0, show the basis change
formula:(

a0

b0

)
=

(
x

y

)
+ Rθ

(
a1

b1

)
where Rθ is a rotation matrix.

2) Show that RT
θ Ṙθ is a skew-symmetric matrix and find its expression.

3) Let u be the speed vector of the point m viewed by a fixed observer. Find an expression u|R1
of the speed

vector u expressed in the coordinate system R1. Express u|R1
in function of the measured variables v, θ̇, a1, ȧ1, b1, ḃ1.

4) We will now use the accelerometer of our vehicle, which gives us the acceleration vector (α, β) of o1, expressed
in R1. By differentiating two times m|R0

, give the expression of the acceleration a|R0
of m in the coordinate system

R0. Deduce from this its expression a|R1
in the coordinate system R1. Give the expression of a|R1

only in function
of the measured variables.

5) Find a condition on the measurements
(
v, θ̇, a1, b1, ȧ1, ḃ1, ä1, b̈1, α, β

)
which allows to detect whether the vehicle

in front is braking.

Exercise 1.9.– Modeling an underwater robot

The robot we will be modeling is the Redermor (greyhound of the sea in the Breton language). It is represented
on Figure 1.13. It is an entirely autonomous underwater robot. This robot, developed by GESMA (Groupe d’Etude

Page 30 of 191



Luc Jaulin Mobile robotics

Sous-Marine de l’Atlantique - Atlantic underwater research group), has a length of 6 m, a diameter of 1 m and a weight
of 3 800 kg. It has an efficient propulsion and control system with the aim of finding mines on the seabed.

Figure 1.13: Redermor built by GESMA (Groupe d’Etude Sous-Marine de l’Atlantique - Atlantic underwater research
group), on the water surface, still close to the boat it was launched from

Let us build a local coordinate system R0 : (o0, i0, j0,k0) over the area traveled by the robot. The point o0 is
placed on the surface of the ocean. The vector i0 indicates north, j0 indicates east and k0 is oriented towards the
center of the Earth. Let p = (px, py, pz) be the coordinates of the center of the robot expressed in the coordinate
system R0. The state variables of the underwater robot are its position p in the coordinate system R0, its tangential
v and its three Euler angles ϕ, θ, ψ. Its inputs are the tangential acceleration v̇ as well as three control surfaces which
act respectively on ωx, ωy, ωz. More formally, we have:

u1 = v̇

vu2 = ωy
vu3 = ωz
u4 = ωx

where the factor v preceding u2, u3 indicates that the robot is only able to turn left/right (through u3) or up/down
(through u2) when it is advancing. Give the kinematic state model for this system.

Exercise 1.10.– 3D robot graphics

Drawing two- or three-dimensional robots or objects on the screen is widely used for simulation in robotics. The
classic method (used by OpenGL) relies on modeling the posture of objects using a series of affine transformations
(rotations, translations, homotheties) of the form:

fi :
Rn → Rn

x 7→ Aix + bi

with n = 2 or 3. However, the manipulation of compositions of affine functions is less simple than that of linear
applications. The idea of the transformation in homogeneous coordinates is to transform a system of affine equations
into a system of linear equations. Notice first of all that an affine equation of the type y = Ax + b can be written as:(

y

1

)
=

(
A b

0 1

)(
x

1

)
.
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We will thus define the homogeneous transformation of a vector as follows:

x 7→ xh =

(
x

1

)
.

Thus, an equation of the type:

y = A3 (A2 (A1x + b1) + b2) + b3

involving the composition of three affine transformations, can be written as:

yh =

(
A3 b3

0 1

)(
A2 b2

0 1

)(
A1 b1

0 1

)
xh.

A pattern is a matrix with two or three rows (depending on the object being in the plane or in space) and n columns
representing the n vertices of a rigid polygon embodying the object. It is important that the union of all the segments
formed by two consecutive points of the pattern forms all the vertices of the polygon that we wish to represent.

1) Let us consider the underwater robot (or AUV for Autonomous Underwater Vehicle) whose pattern matrix in
homogeneous coordinates is :

M =


0 0 10 0 0 10 0 0

−1 1 0 −1 −0.2 0 0.2 1

0 0 0 0 1 0 1 0

1 1 1 1 1 1 1 1

 .

Draw this pattern in perspective view on a piece of paper.
2) The state equations of the robot are the following:

ṗx = v cos θ cosψ

ṗy = v cos θ sinψ

ṗz = −v sin θ

v̇ = u1

ϕ̇ = −0.1 sinϕ · cos θ + tan θ · v · (sinϕ · u2 + cosϕ · u3)

θ̇ = cosϕ · v · u2 − sinϕ · v · u3

ψ̇ = sinϕ
cos θ · v · u2 + cosϕ

cos θ · v · u3

where (ϕ, θ, ψ) are the three Euler angles. The inputs of the system are the tangential acceleration u1, the pitch u2

and the yaw u3. The state vector is therefore equal to x = (px, py, pz, v, ϕ, θ, ψ). Give a function capable of drawing
the robot in 3D together with its shadow, in the plane x-y. Verify that the drawing is correct by moving the six
degrees of freedom of the robot one by one. Obtain a three-dimensional representation such as the one illustrated in
Figure 1.14.

3) By using the relation:

ω|R0
=

 cos θ cosψ − sinψ 0

cos θ sinψ cosψ 0

− sin θ 0 1

 ϕ̇

θ̇

ψ̇


draw the instantaneous rotation vector of the robot.

4) Simulate the robot in various conditions using an Euler method.

Exercise 1.11.– Manipulator robot
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Figure 1.14: 3D representation of the robot together with its shadow in the horizontal plane

A manipulator robot, such as Staubli represented on Figure 1.15, is composed of several rigid arms. We retrieve
the coordinates of the end effector, at the extremity of the robot, using a series of geometric transformations. We can
show that a parametrization with four degrees of freedom allows to represent these transformations. There are several
possible parametrizations, each with its own advantages and disadvantages. The most widely used one is probably
the Denavit-Hartenberg parametrization. In the case where the articulations are rotational joints (as is the case of
the Staubli robot where the joins can turn), the parametrization represented by the figure might prove to be practical
since it makes drawing the robot easier. This transformation is the composition of four elementary transformations:
(i) a translation of length r following z ; (ii) a translation of length d following x ; (iii) a rotation of α around y and
(iv) a rotation of θ (the variable activated around z. Using the figure for drawing the arms and the photo for the
robot, perform a realistic simulation of the robot’s movement.

Figure 1.15: Parametrization for the direct geometric model of a manipulator robot

Exercise 1.12.– Floating wheel

Consider a wheel floating and spinning in the space as shown on Figure 1.16.
We assume that the wheel is solid, similar to a homogeneous disk of mass m = 1 and radius ρ = 1. Its inertia

matrix is given by:

I =


mρ2

2 0 0

0 mρ2

4 0

0 0 mρ2

4
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Figure 1.16: Floating wheel

1) Give the state equations of the wheel. The state variables we choose are (i) the coordinates p = (x, y, z) of the
center of the wheel, (ii) the orientation (ϕ, θ, ψ) of the wheel, (iii) the speed vr of the center of the wheel center in the
wheel frame, and (iv) the rotation vector ωr expressed in the wheel frame. We thus have a system of order 12.

2) The torque-free precession occurs when the angular velocity vector changes its orientation with time. Provide
a simulation illustrating the precession.

3) Show that the angular momentum L = R · I ·RT · ω and the kinetic energy EK = 1
2L

T · ω are both constant.
Verify with a simulation.

4) Using symbolic computation, compute the Jacobian matrix of the evolution function f at point

x0 = (0, 0, 0, 0, 0, 0, 0, 0, 0, ωx, ωy, ωz)
T
.

Give an interpretation.

Exercise 1.13.– Schuler oscillations in an inertial unit

Consider the Earth which is considered as static, without rotation, with a gravity field directed toward the center
and with a magnitude g = 9.81ms−2. An inertial unit is fixed in a robot R1 at the surface or the Earth of radius r.
Its position is with p = (r, 0, 0) and its Euler angles rate is (ϕ, θ, ψ) = (0, 0, 0) as in Figure 1.17. The robot R1 will
always be static in the exercise.

1) Give the values for amesr and ωr collected by the inertial unit of R1.
2) We now want to lure the inertial unit by initializing the robot at some other place, sayR2, and finding a trajectory

so that the unit believes that it is fixed inR1. More precisely, we want to find a motion p(t) = (x(t), y(t), z(t)) forR2 so
that the inertial unit senses exactly the inputs amesr ,ωr ofR1. For this, we assume that at time t = 0,(ϕ, θ, ψ) = (0, 0, 0)

for R2. For simplicity, we also assume that R2 remains in the plane y = 0. Simplify the state equations for R2 in our
specific case.

3) Provide a simulation of the trajectory of R2, initialized at p(0) = (r, 0, 1)
T. Interpret.

4) Linearize the state equation for R2 at the state vector corresponding to R1. Compute the eigen values and give
an interpretation.
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Figure 1.17: The inertial unit inside the robot is static

5) Assuming that the inertial unit is not perfectly initialized, what can you conclude for the corresponding error
propagation.

Exercise 1.14.– Lie bracket for control

Consider two vector fields f and g of Rn corresponding to two state equations ẋ = f(x) and ẋ = g(x). We define the
Lie bracket between these two vector fields as

[f ,g] =
dg

dx
· f − df

dx
· g.

We can check that the set of vector fields equipped with the Lie bracket is a Lie algebra. The proof is not difficult
but tedious and will not be asked in this exercise.

1) Consider the linear vector fields f(x) = A · x, g(x) = B · x. Compute [f ,g] (x).
2) Consider the system

ẋ = f(x) · u1 + g(x) · u2.

We propose to apply the following cyclic sequence:

t ∈ [0, δ] t ∈ [δ, 2δ] t ∈ [2δ, 3δ] t ∈ [3δ, 4δ] t ∈ [4δ, 5δ] . . .

u = (1, 0) u = (0, 1) u = (−1, 0) u = (0,−1) u = (1, 0) . . .

where δ is an infinitesimal time period δ . This periodic sequence will be denoted by

{(1, 0) , (0, 1) , (−1, 0) , (0,−1)}

Show that

x(t+ 2δ) = x (t− 2δ) + [f ,g] (x(t)) δ2 + o
(
δ2
)
.

3) Which periodic sequence should we take in order to follow the field ν · [f ,g]. We will first consider the case ν ≥ 0

and then the case ν ≤ 0.
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4) Propose a controller such that the system becomes

ẋ = f(x) · a1 + g(x) · a2 + [f ,g] (x) · a3

where a = (a1, a2, a3) is the new input vector.
5) Consider a Dubins car described by the following state equations:

ẋ = u1 cos θ

ẏ = u1 sin θ

θ̇ = u2

where u1 is the speed of the cart, θ its orientation and (x, y) the coordinates of its center. Using Lie Brackets, add a
new input to the system, i.e., a new direction of control.

6) Propose a simulation to check the good behavior of your controller. To do this take δ small enough to be
consistent with the second order Taylor approximation but large with respect to the sampling time dt. For instance,
we may take δ =

√
dt. The initial state vector is taken as x(0) = (0, 0, 1).

7) Propose a controller so that the car goes up. Consider the same questions, where the car goes down, right and
left, respectively.

Exercise 1.15.– Follow the equator

We consider a mobile body moving around a planet, the Earth, with a radius ρE rotating along the vertical axis
with a rotation rate ψ̇E .

1) Draw the Earth rotating with a static body at position p with the following frames (see Figure 1.18):

1. R0 is the Earth-centered inertial frame, fixed with respect to the stars

2. R1 is the Earth frame and turning with the Earth with a rotational speed ψ̇E

3. R2 is the navigation frame, ego-centered and pointing toward the sky

4. R3 is the ego-centered frame of the robot.

Figure 1.18: Earth with the different frames. The origin of the frames have been shifted for more visibility

For the simulation, take ψ̇E = 0.2 rad/s, ρE = 10m.
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2) Provide the kinematic state equations for the body. The state variables are taken as (p,R3,v3), where p is
the position of the body in R0, R3 is the orientation of the body, and v3 is the speed of the body seen from R0 and
expressed in R3. The inputs are chosen as ω3, the rotation vector of the body and a3, the measured acceleration,
both expressed in R3. Propose a simulation with the Earth rotating and the body moving in the space with a gravity
given by g (p) = −9.81 · ρ2

T
p
‖p‖3 .

3) The planet is now assumed to be made of water and the body is an underwater robot equipped with actuators
(such as propellers) to move inside the water. The gravity is taken as g (p) = − 9.81

ρT
p. The water of the rotating planet

drags the robot through friction forces (tangential and rotational). Moreover, the robot which has the same density
as the surrounding fluid receives an Archimedes upward buoyant force. Propose a dynamical model describing the
motion of the robot. The inputs will be the rotational acceleration uω3 et the tangential acceleration ua3 expressed
in R3. These acceleration result from the action of the actuators creating forces and torques on the robot. Propose a
simulation illustrating all these effects.

4) The robot behaves like a 3D Dubins-like car model. More precisely, it is equipped with a single propeller which
push the robot forward without any possibility to control the speed. We take ua3 = (1, 0, 0)T. We assume that the
robot can chose its rotation vector using rudders, jet pumps or inertial wheels. Find a controller such that the robot
goes to East along the equator. Validate by a simulation.
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Chapter 2

Feedback linearization

Due to their multiple rotation capabilities, robots are considered to be strongly nonlinear systems. In this chapter,
we will look at designing nonlinear controllers in order to constrain the state vector of the robot to follow a fixed
forward path or to remain within a determined area of its workspace. In contrast to the linear approach, which offers
a general methodology but is limited to the neighborhood of a point of the state space [KAI 80] [JAU 13], nonlinear
approaches only apply to limited classes of systems, but they allow to extend the effective operating range of the
system. Indeed, there is no general method of globally stabilizing nonlinear systems [KHA 02]. However, there is a
multitude of methods that apply to particular cases [SLO 91] [FAN 01]. The aim of this chapter is to present one of
the more representative theoretical methods (whereas in the following chapter, we will be looking at more pragmatic
approaches). This method is called feedback linearization and it requires knowledge of an accurate and reliable state
machine for our robot. The robots considered here are mechanical systems whose modeling can be found in [JAU 05].
We will assume in this chapter that the state vector is entirely known. In practice, it has to be approximated from
sensor measurements. We will see in Chapter 7 how such an approximation is performed.

2.1 Controlling an integrator chain

As we will show further on in this chapter, feedback linearization leads to the problem of controlling a system which
is composed of several integrator chains decoupled from one another. In this paragraph we will therefore consider an
integrator chain whose input u and output y are linked together by the differential equation:

y(n) = u.

2.1.1 Proportional-derivative controller

Let us first of all stabilize this system using a proportional-derivative controller of the type:

u = α0 (w − y) + α1 (ẇ − ẏ) + · · ·+ αn−1

(
w(n−1) − y(n−1)

)
+ w(n)

where w is the wanted setpoint for y. Let us note that w may depend on time. The fact that this controller requires
the differentials of y is not a problem within the frame defined by the feedback linearization. Indeed, all of these
derivatives can be described as analytic functions of the state x of the system and the input u. Concerning the
setpoint w(t), it is chosen by the user and an analytic expression of w(t) may be assumed to be known (for instance
w(t) = sin(t)). Thus, calculating the differentials of w is done in a formal manner and no sensitivity of the differential
operator with respect to the noise has to be feared.

The feedback system is described by the differential equation:

y(n) = u = α0 (w − y) + α1 (ẇ − ẏ) + · · ·+ αn−1

(
w(n−1) − y(n−1)

)
+ w(n).
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If we define the error e between the setpoint w and the output y as e = w − y, this equation becomes:

e(n) + αn−1e
(n−1) + · · ·+ α1ė+ α0e = 0.

This differential equation is called the error dynamics equation. Its characteristic polynomial, given by:

P (s) = sn + αn−1s
n−1 + · · ·+ α1s+ α0, (2.1)

can thus be chosen arbitrarily among the polynomials of degree n. Of course, we will choose all roots with a negative
real part, in order to ensure the stability of the system. For instance, if n = 3 and if we want all the poles to be equal
to −1, we will take:

s3 + α2s
2 + α1s+ α0 = (s+ 1)

3
= s3 + 3s2 + 3s+ 1.

Whence:

α2 = 3, α1 = 3, α0 = 1.

The controller obtained is then given by:

u = (w − y) + 3 (ẇ − ẏ) + 3 (ẅ − ÿ) +
...
w.

Remark 2.1.– In this book, we will choose, for reasons of simplicity, to position all our poles at -1. The previous
reasoning, applied for various degrees n, leads us to the following controls:

n = 1 u = (w − y) + ẇ

n = 2 u = (w − y) + 2 (ẇ − ẏ) + ẅ

n = 3 u = (w − y) + 3 (ẇ − ẏ) + 3 (ẅ − ÿ) +
...
w

n = 4 u = (w − y) + 4 (ẇ − ẏ) + 6 (ẅ − ÿ) + 4 (
...
w −

...
y ) +

....
w .

(2.2)

Notice that the coefficients correspond to those of Pascal’s triangle

1

1 1

1 2 1

1 3 3 1

1 4 6 4 1

2.1.2 Proportional-integral-derivative controller

In order to compensate for the constant disturbances, we may decide to add an integral term. We then obtain a
PID (proportional-integral-derivative) controller, which is of the form:

u = α−1

∫ t

τ=0

(w(τ)− y(τ)) dτ (2.3)

+ α0 (w − y) + α1 (ẇ − ẏ) + · · ·+ αn−1

(
w(n−1) − y(n−1)

)
+ w(n).

The feedback system is described by the differential equation:

y(n) = α−1

∫ t

τ=0

(w(τ)− y(τ)) dτ

+ α0 (w − y) + α1 (ẇ − ẏ) + · · ·+ αn−1

(
w(n−1) − y(n−1)

)
+ w(n).
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Hence, by differentiating once:

e(n+1) + αn−1e
(n) + · · ·+ α1ë+ α0ė+ α−1e = 0.

The characteristic polynomial:

P (s) = sn+1 + αn−1s
n + · · ·+ α1s

2 + α0s+ α−1

can be chosen arbitrarily, as with the proportional-derivative controller.

2.2 Introductory example

Before giving the principles of feedback linearization, we will consider an introductory example. Let us take the
pendulum of Figure 2.1. The input of this system is the torque u exerted on the pendulum.

Figure 2.1: Simple pendulum with state vector x = (x1, x2)

Its state representation is assumed to be:
(
ẋ1

ẋ2

)
=

(
x2

− sinx1 + u

)
y = x1

This is of course a normalized model in which the coefficients (mass, gravity, length) have all been set to 1. We would
like the position x1 (t) of the pendulum to be equal to some setpoint w (t) which may vary over time. By using a
feedback linearization method, explained later, we would like to have a state feedback controller such that the error
e = w − x1 converges towards 0 as exp (−t) (which means that we place the poles at −1). Let us differentiate y until
the input u appears. We have:

ẏ = x2

ÿ = − sinx1 + u.

Let us choose:

u = sinx1 + v, (2.4)

where v corresponds to the new, so-called intermediate input. We obtain

ÿ = v. (2.5)

Such a feedback is called linearizing feedback because it transforms the nonlinear system into a linear system. The
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system obtained in this way can be stabilized by standard linear techniques. Let us take as an example a proportional-
derivative controller:

v = (w − y) + 2 (ẇ − ẏ) + ẅ

= (w − x1) + 2 (ẇ − x2) + ẅ.

By injecting this expression of v into (2.5), we obtain:

ÿ = (w − x1) + 2 (ẇ − x2) + ẅ.

Which yields:

e+ 2ė+ ë = 0

where e = w − x1 is the error between the position of the pendulum and its setpoint. The complete controller is
expressed by:

u
(2.4)
= sinx1 + (w − x1) + 2 (ẇ − x2) + ẅ.

If we now want the angle x1 of the pendulum to be equal to sin t once the transient regime has passed, we simply need
to take w (t) = sin t. Thus, ẇ (t) = cos t and ẅ = − sin t. Consequently, the controller is given by:

u = sinx1 + (sin t− x1) + 2 (cos t− x2)− sin t.

In this very simple example, we can see that the proposed controller is nonlinear and depends on time. No
approximation arising from linearization has been performed. Of course, a linearization has been done by a first
feedback in order to make the system linear, but this linearization did not introduce any approximation.

2.3 Principle of the method

2.3.1 Principle

Here we will look at generalizing the method described in the previous section. Let us consider the nonlinear
system described by:{

ẋ = f(x) + g(x)u

y = h(x)
(2.6)

where the number of inputs and the number of outputs are both equal to m. The idea of the method of feedback
linearization is to transform the system using a controller of the type u = r(x,v), where v is the new input, also of
dimension m. This operation requires that the state is completely accessible. If this is not the case, we need to build
an observer in a nonlinear context, which is a very difficult operation. Since the state is assumed to be accessible, the
vector y must not really be considered an output, but rather as the vector of the setpoint variables.

In order to perform this transformation, we need to express the successive derivatives of each of the yi in function
of the state and of the input. We stop differentiating yi as soon as the inputs begin to be involved in the expression
of the derivative. We thus have an equation of the type:

y
(k1)
1
...
y

(km)
m

 = A (x) u + b (x) (2.7)
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where ki denotes the number of times we need to differentiate yi in order to make an input appear (refer to the
examples given in the following paragraphs for a better understanding). Under the hypothesis that the matrix A(x)

is invertible, the transformation:

u = A−1 (x) (v − b (x)) (2.8)

where v is our new input (see Figure 2.2), forms a linear system SL of m inputs to m outputs described by the
differential equations:

SL :


y

(k1)
1 = v1

... =
...

y
(km)
m = vm

Figure 2.2: The nonlinear system, once transformed, becomes linear and decoupled ; and therefore becomes easy to
control

This system is linear and completely decoupled (i.e., each input vi acts on one and only one output yi). It
is therefore very simple to control using standard linear techniques. Here, the system to control is composed of
decoupled integrator chains, we will use m PID (proportional-integral-derivative) controllers whose principles we have
already recalled in Section 2.1. Let us note that in order to use such controller, it is necessary to have the derivatives
of the outputs. Since we assumed to have access to all the state variables xi of the system, a formal expression of
these derivatives in function of xi is easily obtained by using the state equations.

Remark. Robots are called redundant if they have more inputs than necessary, i.e., if dim u > dim y. In this
case, the matrix A (x) is rectangular. In order to apply the transformation in (2.8), we may use a Moore-Penrose
pseudoinverse. If A is of full rank (i.e., its rank is equal to dim y), this pseudoinverse is given by:

A† = AT ·
(
A ·AT

)−1
.

We will therefore have:

dim v = dim y < dim u

and we are in a situation identical to that if the square robot (i.e. non-redundant).
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2.3.2 Relative degree

By properly analyzing the path used to obtain Equation (2.7), we realize that the kth derivative of the ith output
y

(k)
i is expressed in the form:

y
(k)
i = b̂ik(x) if j < ki

y
(k)
i = âTik(x) · u + b̂ik(x) if k = ki

y
(k)
i = âik(x,u, u̇, ü, . . . ) if k > ki

The coefficient ki is called the relative degree of the ith output. By measuring the state of the system x and its input
u, we can thus have all the successive derivatives of the outputs y(k)

i , as long as k remains smaller than or equal to
ki. Indeed, given the high-frequency noise that appears in the signals, we cannot reliably obtain the derivative of the
signals by using derivators. We therefore have an analytic function:

∆ :
Rm → R(k1+1)·····(km+1)

(x,u) 7→ ∆(x,u) = (y1, ẏ1, . . . , y
(k1)
1 , y2, ẏ2, . . . , y

(km)
m )

that allows us to have all the derivatives of the outputs (until their relative degree), and this without using digital
derivators.

Example.Let us consider the system described by:{
ẋ = xu+ x3

y = 2x.

We have:

y = 2x

ẏ = 2ẋ = 2xu+ 2x3

ÿ = 2ẋu+ 2xu̇+ 6ẋx2 = 2(xu+ x3)u+ 2xu̇+ 6(xu+ x3)x2.

We therefore have a relative degree k = 1 for the output y. We can therefore have ẏ without using digital derivators.
This is not the case for ÿ because having u with a high level of precision does not mean that we have u̇. Here, we have
∆(x, u) = (2x, 2xu+ 2x3).

2.3.3 Di�erential delay matrix

We call differential delay rij separating the input uj from the output yi the number of times we need to differentiate
yi in order to make uj appear. The matrix R of the rij is called the differential delay matrix. When plainly reading
the state equations, this matrix can be obtained without calculation, simply by counting the number of integrators
each input uj must be subjected to in order to algebraically affect the output yi (some examples are discussed in more
detail in the exercises). The relative degree for each output can be obtained by taking the minimum of each row. Let
us take for example:

R =

 1 2 2

3 4 3

4 ∞ 2

 .

The associated system is composed of three inputs, three outputs and the relative degrees (components in bold in the
preceding formula) are k1 = 1, k2 = 3, k3 = 2. If there is a j such that ∀i, rij > ki (or equivalently if a column has no
element in bold), the matrix R is called unbalanced. In our example, it is unbalanced since there is a j (here j = 2)
such that ∀i, rij > ki. If the matrix is unbalanced, then for all i, y(ki)

i does not depend on uj . In this case, the jth

column of A(x) will be zero and A(x) will always be singular. Thus, the transformation (2.8) will have no meaning.
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One method to overcome this is to delay some of the inputs uj by adding one or more integrators in front of the
system. Adding an integrator in front of the jth input amounts to adding 1 to the jth column of R. In our example,
if we add an integrator in front of u1, we obtain:

R =

 2 2 2

4 4 3

5 ∞ 2

 .

The relative degrees become k1 = 2, k2 = 3, k3 = 2 and the matrix R becomes balanced.

2.3.4 Singularities

The matrix A(x) involved in feedback (2.8) may not be invertible. The values for x such that det (A (x)) = 0 are
called singularities. Although they generally form a set of zero measures in the state space, studying singularities is
fundamental since they are sometimes impossible to avoid. We call set of acceptable outputs of the system (2.6) the
quantity:

Sy = {y ∈ Rm | ∃x ∈ Rn,∃u ∈ Rm, f(x) + g(x) · u = 0,y = h(x)} .

The set Sy is therefore composed, by the projection on Rm, of a differentiable manifold (or surface) of dimension m
(since we have m+n equations for 2m+n variables). Thus, except for the degenerate case, Sy is a subset of Rm with
a non-empty interior and an exterior.

In order to properly understand this, consider the example of a cart on rails as represented on Figure 2.3. This
cart can be propelled by a horizontal ventilator whose angle of thrust can be controlled. But be careful, the rotation
speed of the ventilator is fixed.

Figure 2.3: Robot cart propelled by a ventilator

The state equations that model this system are given by:
ẋ1 = u

ẋ2 = cosx1 − x2

y = x2

where x1 is the ventilator’s angle of thrust, x2 is the speed of the cart. Let us note that we have taken into account a
viscous friction force. The set of acceptable outputs is:

Sy = {y | ∃x1,∃x2,∃u, u = 0, cosx1 − x2 = 0, y = x2}
= {y | ∃x1, cosx1 = y} = [−1, 1].

This means that we will not be able to stabilize the cart at a speed that is strictly superior to 1, in absolute value.
Let us apply a feedback linearizing method. We have:

ẏ = cosx1 − x2

ÿ = − (sinx1)u− cosx1 + x2
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and therefore, the linearizing controller is given by:

u =
−1

sinx1
(v + cosx1 − x2) .

The feedback system therefore has the following equation:

ÿ = v.

It may appear that any value for y can be reached, since v can be chosen arbitrarily. This would be correct, if we
would not have the singularity that appears when sinx1 = 0. Let us take, for example, v (t) = 1 and x(0) =

(
π
3 , 0
)
.

We should have:

ÿ(t) = v (t) = 1

ẏ(t) = ẏ (0) +

∫ t

0

ÿ(τ)dτ = cosx1(0)− x2(0) + t =
1

2
+ t

y(t) = y (0) +

∫ t

0

ẏ(τ)dτ = x2 (0) + t2 +
1

2
t = t2 +

1

2
t

which is physically impossible. This is what happens when we apply such a controller: the input u directs the angle
of the ventilator towards the correct direction, and the equation ÿ = v is then satisfied, at least in the very beginning.
Then x1 is canceled out and the singularity is reached. The equation ÿ = v can no longer be satisfied. For some
systems, it can happen that such a singularity can be crossed. This is not the case here.

2.4 Cart

2.4.1 First model

Consider a cart described by the following state equations:
ẋ = v cos θ

ẏ = v sin θ

θ̇ = u1

v̇ = u2

where v is the speed of the cart, θ its orientation and (x, y) the coordinates of its center (see Figure 2.4).

Figure 2.4: Cart (also called Dubin’s car)

The state vector is given by x = (x, y, θ, v). We would like to calculate a controller that would allow us to describe a
cycloid with the equation:{

xd(t) = R sin(f1t) +R sin(f2t)

yd(t) = R cos(f1t) +R cos(f2t)
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with R = 15, f1 = 0.02 and f2 = 0.12. For this, we use a feedback linearizing method. We have:(
ẍ

ÿ

)
=

(
u2 cos θ − u1v sin θ

u2 sin θ + u1v cos θ

)
=

(
−v sin θ cos θ

v cos θ sin θ

)(
u1

u2

)
.

If we take as input:(
u1

u2

)
=

(
−v sin θ cos θ

v cos θ sin θ

)−1(
v1

v2

)
where (v1, v2) is the new input vector, we obtain the linear system:(

ẍ

ÿ

)
=

(
v1

v2

)
.

Let us transform this system so that all our poles are at −1. Following (2.2), we obtain:{
v1 = (xd − x) + 2 (ẋd − ẋ) + ẍd = (xd − x) + 2 (ẋd − v cos θ) + ẍd
v2 = (yd − y) + 2 (ẏd − ẏ) + ÿd = (yd − y) + 2 (ẏd − v sin θ) + ÿd

The transformed system then obeys the following differential equations:(
(xd − x) + 2 (ẋd − ẋ) + (ẍd − ẍ)

(yd − y) + 2 (ẏd − ẏ) + (ÿd − ÿ)

)
=

(
0

0

)
.

If we define the error vector e = (ex, ey) = (xd − x, yd − y), the error dynamics are written as:(
ex + 2ėx + ëx
ey + 2ėy + ëy

)
=

(
0

0

)
,

which is stable and quickly converges towards 0. The controller will therefore be:(
u1

u2

)
=

(
−v sin θ cos θ

v cos θ sin θ

)−1(
(xd − x) + 2 (ẋd − v cos θ) + ẍd
(yd − y) + 2 (ẏd − v sin θ) + ÿd

)
(2.9)

with:

ẋd(t) = Rf1 cos(f1t) +Rf2 cos(f2t)

ẏd(t) = −Rf1 sin(f1t)−Rf2 sin(f2t)

ẍd(t) = −Rf2
1 sin(f1t)−Rf2

2 sin(f2t)

ÿd(t) = −Rf2
1 cos(f1t)−Rf2

2 cos(f2t).

2.4.2 Second model

Let us now assume that the cart is described by the state equations:
ẋ = u1 cos θ

ẏ = u1 sin θ

θ̇ = u2.

Let us choose as output the vector y = (x, y). The method of feedback linearization leads to a matrix A(x) which is
still singular. As it was explained in Section 2.3.3, this can be predicted without any calculation simply by observing
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the differential delay matrix:

R =

(
1 2

1 2

)
.

This matrix contains a column whose elements never correspond to the minimum of the related row (i.e., a column
without elements in bold). We will illustrate how to get out of such a situation by adding integrators in front of certain
inputs. Let us for instance add an integrator, whose state variable will be denoted by z, in front of the first input.
Recall that adding an integrator in front of the jth input of the system means delaying this input and therefore adding
1 to all the elements of column j of R. The matrix R is then in equilibrium. We obtain a new system described by

ẋ = z cos θ

ẏ = z sin θ

θ̇ = u2

ż = c1.

We have{
ẍ = ż cos θ − zθ̇ sin θ = c1 cos θ − zu2 sin θ

ÿ = ż sin θ + zθ̇ cos θ = c1 sin θ + zu2 cos θ

i.e., (
ẍ

ÿ

)
=

(
cos θ −z sin θ

sin θ z cos θ

)(
c1
u2

)
.

The matrix is not singular, except in the unlikely case where the variable z is zero (here, z can be understood as the
speed of the vehicle). The method of feedback linearization can therefore work. Let us take:(

c1
u2

)
=

(
cos θ −z sin θ

sin θ z cos θ

)−1(
v1

v2

)
=

(
cos θ sin θ

− sin θ
z

cos θ
z

)(
v1

v2

)
in order to have a feedback system of the form:(

ẍ

ÿ

)
=

(
v1

v2

)
.

Figure 2.5 illustrates the feedback linearization that we have just performed.

In order to have all the poles at −1, we need to take (see Equation 2.2 page 40):(
c1
u2

)
=

(
cos θ sin θ

− sin θ
z

cos θ
z

)(
(xd − x) + 2 (ẋd − z cos θ) + ẍd
(yd − y) + 2 (ẏd − z sin θ) + ÿd

)
The state equations of the controller are therefore:

ż = (cos θ) (xd − x+ 2 (ẋd − z cos θ) + ẍd) + (sin θ) (yd − y + 2 (ẏd − z sin θ) + ÿd)

u1 = z

u2 = − sin θ
z (xd − x+ 2 (ẋd − z cos θ) + ẍd) + cos θ

z · (yd − y + 2 (ẏd − z sin θ) + ÿd)
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Figure 2.5: Dynamic feedback linearization

Figure 2.6: Tricycle robot to be controlled

2.5 Controlling a tricycle

2.5.1 Speed and heading control

Let us consider the tricycle represented in Figure 2.6. Its evolution equation is given by:
ẋ

ẏ

θ̇

v̇

δ̇

 =


v cos δ cos θ

v cos δ sin θ

v sin δ

u1

u2



We have assumed here that the distance between the center of the rear axle and the axis of the front wheel was
equal to 1 m. Let us choose as output the vector y = (v, θ) . The first-order derivatives of the outputs y1 and y2 are
expressed by:

ẏ1 = v̇ = u1,

ẏ2 = θ̇ = v sin δ.

Since the derivative ẏ2 of y2 does not involve the input, we may differentiate it once more:

ÿ2 = v̇ sin δ + vδ̇ cos δ = u1 sin δ + u2v cos δ.
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The expressions for ẏ1 and ÿ2 can be rewritten in matrix form:(
ẏ1

ÿ2

)
=

(
1 0

sin δ v cos δ

)
︸ ︷︷ ︸

A(x)

(
u1

u2

)
.

By setting the feedback u = A−1 (x) v, where v is the new input, our feedback system is rewritten as:

SL :

(
ẏ1

ÿ2

)
=

(
v1

v2

)
and therefore becomes linear and decoupled. We now have two decoupled monovariate systems. The first, of order
1, can be stabilized by a proportional controller. As for the second, second-order system, a proportional-derivative
controller is best adapted. If w = (w1, w2) represents the setpoint for y, this controller is expressed by:{

v1 = (w1 − y1) + ẇ1

v2 = (w2 − y2) + 2 (ẇ2 − ẏ2) + ẅ2

if we want all our poles to be equal to −1 (see Equation (2.2)). Therefore the equations of a state feedback controller
for our nonlinear system are given by:

u =

(
1 0

sin δ v cos δ

)−1(
(w1 − v) + ẇ1

w2 − θ + 2
(
ẇ2 − v sin δ

L

)
+ ẅ2

)
(2.10)

Let us note that this controller does not have a state variable. It is therefore a static controller.

Remark 2.2.– Since:

det (A (x)) =
v cos δ

L

can be zero, there are singularities for which the control u is not defined. Appropriate processing has to be provided
when such singularities are encountered by the system.

2.5.2 Position control

Let us now try to make our tricycle follow a desired trajectory (xd, yd). For this, let us choose as output the vector
y = (x, y) . We have:

ẋ = v cos δ cos θ

ẍ = v̇ cos δ cos θ − vδ̇ sin δ cos θ − vθ̇ cos δ sin θ

= u1 cos δ cos θ − vu2 sin δ cos θ − v2 sin δ cos δ sin θ

ẏ = v cos δ sin θ

ÿ = v̇ cos δ sin θ − vδ̇ sin δ sin θ + vθ̇ cos δ cos θ

u1 cos δ sin θ − vu2 sin δ sin θ + v2 sin δ cos δ cos θ

Thus:(
ẍ

ÿ

)
=

(
cos δ cos θ −v sin δ cos θ

cos δ sin θ −v sin δ sin θ

)
︸ ︷︷ ︸

A(x)

(
u1

u2

)
+

(
−v2 sin δ cos δ sin θ

v2 sin δ cos δ cos θ

)
︸ ︷︷ ︸ .

b(x)
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However, the determinant of A(x) is zero since the two columns of the matrix A(x) are collinear to the vector
(cos θ, sin θ). This means that the controllable part of the acceleration is forcibly in the vehicle heading direction.
Thus, ẍ and ÿ will not be independently controllable. The method of feedback linearization can therefore not be
applied.

2.5.3 Choosing another output

In order to avoid having a singular matrix A(x), let us now choose the center of the front wheel as output. We
have:

y =

(
x+ cos θ

y + sin θ

)
.

By differentiating once, we have:(
ẏ1

ẏ2

)
=

(
ẋ− θ̇ sin θ

ẏ + θ̇ cos θ

)
= v

(
cos δ cos θ − sin δ sin θ

cos δ sin θ + sin δ cos θ

)
= v

(
cos (δ + θ)

sin (δ + θ)

)
Differentiating again, we obtain:(

ÿ1

ÿ2

)
=

(
v̇ cos (δ + θ)− v

(
δ̇ + θ̇

)
sin (δ + θ)

v̇ sin (δ + θ) + v cos (δ + θ)

)
=

(
u1 cos (δ + θ)− v (u2 + v sin δ) sin (δ + θ)

u1 sin (δ + θ) + v (u2 + v sin δ) cos (δ + θ)

)
And therefore(

ÿ1

ÿ2

)
=

(
cos (δ + θ) −v sin (δ + θ)

sin (δ + θ) v cos (δ + θ)

)
︸ ︷︷ ︸

A(x)

(
u1

u2

)
+ v2 sin δ

(
− sin (δ + θ)

cos (δ + θ)

)
︸ ︷︷ ︸

b(x)

The determinant of A(x) is never equal to zero, except when v = 0. The linearizing control is therefore u =

A−1 (x) · (v − b(x)) . And thus the tricycle control (the one that places all the poles at −1) is expressed by:

u = A−1 (x)

(((
xd
yd

)
−
(
x+ cos θ

y + sin θ

))
+ 2

((
ẋd
ẏd

)
−
(
v cos (δ + θ)

v sin (δ + θ)

))
+

(
ẍd
ÿd

)
− b(x)

)
where w = (xd, yd) is the desired trajectory for the output y.

2.6 Sailboat

Automatic control for sailing robots [ROM 12] is a complex problem given the strong nonlinearities implied in the
evolution of the system. Here we will consider the sailboat of Figure 2.7 whose state equations [JAU 05] are given by:
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ẋ = v cos θ

ẏ = v sin θ − 1

θ̇ = ω

δ̇s = u1

δ̇r = u2

v̇ = fs sin δs − fr sin δr − v
ω̇ = (1− cos δs) fs − cos δr · fr − ω
fs = cos (θ + δs)− v sin δs
fr = v sin δr

(2.11)

This is of course a normalized model in which many coefficients (masses, lengths, etc.) have been set to 1 in order to
simplify the following developments. The state vector x = (x, y, θ, δs, δr, v, ω), of dimension 7, is composed of:

• position coordinates, i.e., the x, y coordinates of the sailboat’s center of gravity, the orientation θ, and the angles
δs and δr of the sail and the rudder ;

• kinematic coordinates v and ω representing respectively the speed of the center of gravity and the angular speed
of the boat.

The inputs u1 and u2 of the system are the differentials of the angles δs and δr. The letters «s »and «r »refer
respectively to the sail and the rudder.

Figure 2.7: Sailing robot to be controlled

2.6.1 Polar curve

Let us take as outputs y = (θ, v). The polar curve is the set of acceptable outputs (refer to paragraph 2.3.4), i.e.,
the set Sy of all pairs (θ, v) over which we are able to stabilize. In stationary regime, we have:

θ̇ = 0, δ̇s = 0, δ̇r = 0, v̇ = 0, ω̇ = 0

Thus, following the state equations in (2.11), we obtain:

Sy = {(θ, v) | fs sin δs − fr sin δr − v = 0

(1− cos δs) fs − cos δrfr = 0

fs = cos (θ + δs)− v sin δs
fr = v sin δr }

An interval calculation method [HER 10] allows us to obtain the estimation of Figure 2.8.
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Figure 2.8: Internal frame (in light grey) and external frame (in dark grey) of the polar curve

2.6.2 Di�erential delay

We may associate to the state equations of our sailboat a differential delay graph between the variables (see Figure
2.9). Within this graph, a solid arrow can be interpreted, depending on the reader, either as a cause and effect
relationship, a differential delay, or a state equation. A dotted arrow represents an algebraic (and not a differential)
dependency. On the graph, we can distinguish two types of variables: the state variables, pointed at by solid arrows
and link variables (in grey), pointed at by dotted arrows. The derivative of a state variable is expressed as an algebraic
function of all the variables which are directly before it. Likewise, a link variable is an algebraic function of the
variables which are directly before it.

The differential delay between a variable and an input uj is thus the minimum number of solid arrows to traverse in
order to reach this variable from uj . Just as in [JAU 05], let us take as output the vector y = (δs, θ). The differential
delay matrix is:

R =

(
1 ∞
3 3

)
.

The infinity here can be interpreted as the fact that there is no causal connection that links u2 to δs. The relative
degrees are therefore k1 = 1 and k2 = 3.

Figure 2.9: Graph of the differential delays for the sailing robot

2.6.3 The method of feedback linearization

Let us recall that the outputs (these are actually setpoint variables) chosen are the sail opening y1 = δs and the
heading y2 = θ. In order to apply a feedback linearization method, we first of all need to differentiate the outputs as
many times as the relative degree requires it, i.e., three times for θ and once for δs. By looking at the differential
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dependency graph, we can observe that in order to express
...
θ in function of x and u, we need to do the same with

ω̈, ω̇, δ̇r, δ̇s, ḟr, ḟs, v̇. This yields:

v̇ = fs sin δs − fr sin δr − v
ḟs = − (ω + u1) sin (θ + δs)− v̇ sin δs − vu1 cos δs
ḟr = v̇ sin δr + vu2 cos δr
ω̇ = (1− cos δs) · fs − cos δr · fr − ω
ω̈ = u1 sin δs · fs + (1− cos δs) · ḟs + u2 sin δr · fr − cos δr · ḟr − ω̇...
θ = ω̈

We have:(
ẏ1...
y 2

)
=

(
δ̇s...
θ

)
=

(
1 0

fs sin δs fr sin δr

)
︸ ︷︷ ︸

A1(x)

(
u1

u2

)

+

(
0 0

1− cos δs − cos δr

)
︸ ︷︷ ︸

A2(x)

(
ḟs
ḟr

)
+

(
0

−ω̇

)
︸ ︷︷ ︸

b1(x)

However:(
ḟs
ḟr

)
=

(
− (sin (θ + δs) + v cos δs) 0

0 v cos δr

)
︸ ︷︷ ︸

A3(x)

(
u1

u2

)

+

(
−ω sin (θ + δs) + v̇ sin δs

v̇ sin δr

)
︸ ︷︷ ︸

b2(x)

And thus we have a relation of the form:(
ẏ1...
y 2

)
= A1u + A2 (A3u + b2) + b1

= (A1 + A2A3) u + A2b2 + b1 = Au + b

In order to set (ẏ1,
...
y 2) to a certain setpoint v = (v1, v2) , we need to take:

u = A−1(x) (v − b (x))

The system looped in this manner is governed by the differential equations:

SL :

{
ẏ1 = v1...
y 2 = v2

(2.12)

which are linear and decoupled. The linearized system is of order 4 instead of 7. We have thus lost control over three
variables which happen to be x, y and v. The loss of control over x and y was predictable (we want the boat to advance
and therefore it is only natural that this corresponds to an instability for these two variables x and y). As for the
loss of control over v, this is without consequence since the associated dynamics are stable. How indeed would it be
possible to design a boat that would be able to keep a fixed heading and sail opening, without its speed converging
towards a finite value ?

Let us now determine the singularities of our linearizing feedback loop. By calculating the expression of A(x), we
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can show that:

det (A(x)) = fr sin δr − v cos2 δr
(2.11)

= v
(
2 sin2 δr − 1

)
.

We have a singularity when this quantity is equal to zero, i.e., if:

v = 0 or δr =
π

4
+ k

π

2
. (2.13)

The singularity corresponding to v = 0 is relatively simple to understand: when the boat is not advancing, we can no
longer control it. The condition on the rudder angle δr is more delicate to interpret. Indeed, the condition δr = ±π4
translates to a maximal rotation. Any action on the rudder when δr = ±π4 translates to a slower rotation. This is
what this singularity means.

We are dealing with two decoupled monovariate systems here. Let us denote by w = (w1, w2) the setpoint for
y. We will sometimes write w = (δ̂s, θ̂) in order to recall that w1 and w2 are the setpoints corresponding to the sail
opening angle and the heading. Let us choose the proportional and derivative controller given by:{

v1 = (w1 − y1) + ẇ1

v2 = (w2 − y2) + 3 (ẇ2 − ẏ2) + 3 (ẅ2 − ÿ2) +
...
w2

which allows all poles of the feedback system to be equal to −1 (see (2.2)). By assuming that the setpoint w is
constant, the state equations of the state feedback controller for our nonlinear system are given by:

u = A−1(x)

((
w1 − δs

w2 − θ − 3θ̇ − 3θ̈

)
− b (x)

)
. (2.14)

But θ̇ and θ̈ are analytic functions of the state x. Indeed, we have:

θ̇ = ω

θ̈ = (1− cos δs) fs − cos δrfr − ω

Equation (2.14) can therefore be written in the form:

u = r (x,w) = r
(
x, δ̂s, θ̂

)
(2.15)

This controller is static since it does not have a state variable.

2.6.4 Polar curve control

In some situations, the boater does not want complete autonomy of his boat, only steering assistance. He does not
wish to decide the angle of the sails, but simply its speed and heading. In summary, he would like to choose a point
on the polar curve and it is up to the controller to perform low-level control. In cruising regime, we have:

0 = f̄s sin δ̄s − f̄r sin δ̄r − v̄
0 =

(
1− cos δ̄s

)
· f̄s − cos δ̄r · f̄r

f̄s = cos
(
θ̄ + δ̄s

)
− v̄ sin δ̄s

f̄r = v̄ sin δ̄r

If
(
θ̄, v̄
)
is in the polar curve, we can calculate

(
f̄r, δ̄r, f̄s, δ̄s

)
(there is at least one solution, by definition of the polar

curve). Thus, it is sufficient to inject
(
θ̄, δ̄s

)
in controller (2.15) in order to preform our control. Figure 2.10 illustrates

the docking of a sailboat in a harbor using this approach [HER 10].
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Figure 2.10: By using a linearizing controller, the robot docks in its place in the harbor ; the polar curve is represented
on the top right corner

2.7 Sliding mode

Sliding mode is a set of control methods that belong to the family of feedback linearization techniques. Assume
that the system to be controlled has the form{

ẋ = f (x) + g (x) · u
y = h (x)

where dim u = dim y. Recall that, after computing some derivatives (see Formula (2.7)), we get
y

(k1)
1
...

y
(km)
m

 = A (x) · u + b(x).

This means that, if A (x) is invertible, we can chose y(k) =
(
y

(k1)
1 , . . . , y

(km)
m

)
independently. For this, it suffices to

take

u = A−1 (x)




y
(k1)
1
...

y
(km)
m

− b(x)

 = φ
(
x, y

(k1)
1 , . . . , y(km)

m

)
.

Now, it remains to choose which vector
(
y

(k1)
1 , . . . , y

(km)
m

)
we need to achieve our control goal. Two different types of

approach can be considered for this purpose. The first one is the proportional and derivative control approach seen
previously in this chapter. The second one in the sliding surface method that will be explained in this section.

For simplicity and without loss of generality, let us assume that we have a single input and a single output, i.e.,
dim u = dim y = 1. We thus have

u =
y(k) − b(x)

a (x)
= φ

(
x, y(k)

)
. (2.16)
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Proportional and derivative control method. We choose y(k) as follows:

y(k) = α0 (yd − y) + α1 (ẏd − ẏ) + · · ·+ αk−1

(
y

(k−1)
d − y(k−1)

)
+ y

(k)
d .

If the αi are well chosen, then, y (t) will quickly be equal to the desired output y (t).
Equivalently, the error e = yd − y converges toward 0 with the dynamic

e(k) + αk−1e
(k−1) + · · ·+ α1ė+ α0e = 0.

The corresponding feedback is

u = φ
(
x, α0 (yd − y) + · · ·+ αk−1

(
y

(k−1)
d − y(k−1)

)
+ y

(k)
d

)
.

Sliding mode method. Instead of choosing a dynamic for y of order k, we choose a dynamic of order k − 1:

y(k−1) = α0 (yd − y) + α1 (ẏd − ẏ) + · · ·+ αk−2

(
y

(k−2)
d − y(k−2)

)
+ y

(k−1)
d ,

or equivalently

s (x, t) = y
(k−1)
d − y(k−1)︸ ︷︷ ︸

e(k−1)

+ αk−2(y
(k−2)
d − y(k−2))︸ ︷︷ ︸

e(k−2)

+ · · ·+ α1(ẏd − ẏ)︸ ︷︷ ︸
ė

+ α0(yd − y)︸ ︷︷ ︸
e

= 0.

This equation corresponds to the dynamics of the error, but can also be interpreted as a surface of dimension k− 1 of
the k-dimensional space (y, ẏ, ÿ, . . . , y(k−1)). This surface is moving when yd is time dependent. We were able to write
this surface under the form s (x, t) = 0 because the elements (y, ẏ, ÿ, . . . , y(k−1)) are all functions of x which is not the
case for y(k) which depends on both x and u. Now, it remains to choose what we have to put for y(k) in (2.16). The
principle of sliding mode is to bring the system to this surface s (x, t) on to stay on it. If we achieve this goal, then
the error yd − y will have the required dynamics. To converge to the surface, we may take

y(k) = K · sign (s (x, t)) ,

where K > 0 is large. If s > 0, it means that y(k−1) is too small and we have to increase it. This is why K should be
positive. From (2.16) the sliding mode control will be

u = φ (x,K · sign (s (x, t))) .

One important feature of sliding mode is that we do not need to insert an integral effect to compensate constant
perturbations and the controller is robust with respect to many types of perturbation. Indeed, any perturbation that
would make escape the system from the sliding surface yields an immediate and strong reaction from the controller
that bring it back to the surface. On the other hand, a sliding mode control generates a behavior with a high-frequency
and non-deterministic switching control signal that causes the system to chatter in a small neighborhood of the sliding
surface.

2.8 Kinematic model and dynamic model

2.8.1 Principle

The dynamic models for the robots are of the form:

ẋ = f (x,u)
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where u is the vector of the external forces (that are under our control). The function f involves dynamic coefficients
(such as masses, inertial moments, coefficients of friction, etc.) as well as geometric coefficients (such as lengths). The
dynamic coefficients are generally not well known and can change in time with wear or usage. If we now take as new
input the vector a of the desired accelerations at the application points of the forces (in the direction of the forces),
we obtain a new model, referred to as kinematic, of the form:

ẋ = ϕ (x,a)

but in this new model most of the dynamic coefficients have disappeared. It is possible to switch from a dynamic
model to a kinematic model using a so-called high-gain controller, of the form:

u = K (a− a (x,u))

whereK is a very large real number. The function a (x,u) is a function that allows to obtain the acceleration associated
with the forces, in function of the forces u and of the state x. In practice, we are not looking to express a (x,u) within
the controller, but rather to measure a (x,u) using accelerometers. The controller that will actually be implemented
is:

u = K (a− ã)

where ã corresponds to the vector of the measured accelerations. Thus, we have:

ẋ = f (x,K (a− a (x,u)))⇔ ẋ = ϕ (x,a) .

The simple high-gain feedback has allowed us to get rid of numerous dynamic parameters and switch from an uncertain
system to a reliable one, with well-known geometric coefficients. This high-gain feedback is known in electronics as an
operational amplifier, where it is used with the same idea of robustness.

Switching from a dynamic model to a kinematic one has the following advantages:

• the linearizing controller developed in this chapter requires using a reliable model such as a kinematic model.
If the coefficients (which are not measured) are not well known (such as in the case of dynamic systems), the
linearizing controller will not work in practice ;

• the kinematic model is easier to put into equations. It is not necessary to have a dynamic model to obtain the
latter ;

• the servo-motors (see paragraph 2.8.3) are cheap and easy to find. They incorporate this high-gain controller.
We may see them as mechanical operational amplifiers.

We will illustrate the concept in the following paragraph, through the example of the inverted rod pendulum.

2.8.2 Example of the inverted rod pendulum

Let us consider the inverted rod pendulum, composed of a pendulum in an unstable equilibrium on top of a moving
cart, as represented on Figure 2.11.
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2.8.2.1 Dynamic model

The quantity u is the force exerted on the cart of mass M , x indicates the position of the cart, θ is the angle
between the pendulum and the vertical direction. The state equations are written in the form:

d
dt


x

θ

ẋ

θ̇

 =


ẋ

θ̇
−m sin θ(`θ̇2−g cos θ)

M+m sin2 θ
sin θ((M+m)g−m`θ̇2 cos θ)

`(M+m sin2 θ)

+


0

0
1

M+m sin2 θ
cos θ

`(M+m sin2 θ)

u. (2.17)

Figure 2.11: Inverted rod pendulum to be modeled and controlled

2.8.2.2 Kinematic model

Let us recall the state equations of the inverted rod pendulum, but instead of taking the force as input, we take
the acceleration a = ẍ. We obtain, following (2.17):

a =
1

M +m sin2 θ

(
−m sin θ(`θ̇2 − g cos θ) + u

)
(2.18)

Therefore:

θ̇
(2.17)

=
sin θ((M +m)g −m`θ̇2 cos θ)

`(M +m sin2 θ)
+ cos θ
`(M +m sin2 θ)

u

(2.18)
=

sin θ((M +m)g −m`θ̇2 cos θ)
`(M +m sin2 θ)

+ cos θ
`(M +m sin2 θ)

(
m sin θ

(
`θ̇2 − g cos θ

)
) +

(
M +m sin2 θ

)
a
)

=
(M +m)g sin θ − gm sin θ cos2 θ +

(
M +m sin2 θ

)
cos θ · a

`(M +m sin2 θ)

=
g sin θ
`

+ cos θ
`

a.

Let us note that this relation could have been obtained directly by noticing that:

`θ̈ = a · cos θ + g · sin θ.

Remark. In order to obtain this relation in a more rigorous manner, we need to write the temporal derivative of
the speed composition formula, i.e.,

v̇A = v̇B +
−−→
AB ∧

−→
ω̇
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and write this formula in the coordinate system related to the pendulum. We obtain: a cos θ

−a sin θ

0

 =

 −g sin θ

n

0

+

 0

`

0

 ∧
 0

0

ω̇


where n corresponds to the normal acceleration of the mass m. We thus obtain the desired relation as well as the
normal acceleration n = −a sin θ which will not be used.

Finally, the kinematic model is written as:

d
dt


x

θ

ẋ

θ̇

 =


ẋ

θ̇

0
g sin θ
`

+


0

0

1
cos θ
`

 a (2.19)

This model, referred to as the kinematic model , only involves positions, speeds and accelerations. It is a lot more
simple than the dynamic model and involves less coefficients. However, it does not correspond to the reality since the
actual input is a force and not an acceleration. In practice, we may switch from the dynamic model (2.17) with input
u to the kinematic model (2.19) with input a by calculating u using a high-gain proportional controller of the form:

u = K (a− ẍ) (2.20)

with K very large and where a is a new input.

Figure 2.12: The inverted rod pendulum, looped by a high gain K, behaves like a kinematic model

The acceleration ẍ can be measured using an accelerometer. If K is sufficiently large, we will of course have the
controller u that will give us the desired acceleration a, i.e., we will have ẍ = a. Thus, System (2.17) can be described
by the state equations in (2.19) which do not involve any of the inertial parameters of the system. A controller designed
over the kinematic model will therefore be more robust than one designed over the dynamic system since the controller
will function for any values of m,M , the inertial momentums, friction, etc. Let us recall that this high-gain controller
is very close to the principle of the operational amplifier. In addition to being more robust, such an approach allows
to have a simpler model that is easier to obtain. For the implementation of the controller in (2.20), we of course do
not need to use the state equations (2.17) in order to express ẍ, but measure ẍ instead. It is this measurement that
allows us to have a controller that is independent of the dynamic parameters.

Let us recall our inverted rod pendulum and try to make the pendulum oscillate from left to right with a desired
angle of the form θd = sin t. Let us apply a linearizing controller for this. We have:

θ̈ =
g sin θ

`
+

cos θ

`
a.
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We will therefore take:

a =
`

cos θ

(
v − g sin θ

`

)
where v is the new input. We will then choose:

v = (θd − θ) + 2
(
θ̇d − θ̇

)
+ θ̈d = sin t− θ + 2 cos t− 2θ̇ − sin t.

And finally:

u = K (a− ẍ)

= K

(
`

cos θ

(
sin t− θ + 2 cos t− 2θ̇ − sin t− g sin θ

`

)
− ẍ
)
.

Note that the inertial parameters are not taken into account in this controller. This controller ensures that the system
will respect its setpoint angle. On the other hand, the position of the cart can diverge, since u does not depend on
x. The dynamics of x are hidden and moreover unstable here. These hidden dynamics are conventionally referred to
as zero dynamics. We will see in Exercise 2.5 how the hidden dynamics can be avoided by choosing an output which
maximizes the relative degree.

2.8.3 Servo-motors

A mechanical system is controlled by forces or torques and obeys a dynamic system that depends on numerous
little-known coefficients. This same mechanical system represented by a kinematic model is controlled by positions,
speeds or accelerations. The kinematic model depends on well-known geometric coefficients and is much simpler to
put into equations. In practice, one switches from a dynamic model to its kinematic equivalent by adding servo-
motors. In summary, a servo-motor is a DC motor with an electrical control circuit and a sensor (of position, speed
or acceleration). The control circuit calculates the voltage u to give the motor in order for the quantity measured by
the sensor to correspond to the setpoint w. There are three types of servo-motors:

• the position servo. The sensor measures the position (or the angle) x of the motor and the control law is expressed
by u = K (x− w) . If K is large, we may conclude that x ' w ;

• the speed servo. The sensor measures the speed (or the angular speed) ẋ of the motor and the control law is
expressed by u = K (ẋ− w) . If K is large, we have ẋ ' w ;

• the acceleration servo. The sensor measures the acceleration (tangential or angular) ẍ of the motor and the
control law is expressed by u = K (ẍ− w) . If K is large, we have ẍ ' w. It is this type of servo-motor that we
have chosen for the inverted rod pendulum.

Thus, when we wish to control a mechanical system, the use of servo-motors allows us (i) to have a model that is
easier to obtain, (ii) to have a model with fewer coefficients that is closer to reality and (iii) to have a more robust
controller with respect to any modification of the dynamic coefficients of the system.
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Exercises

Exercise 2.1.– Crank

Let us consider the manipulator robot, or crank of Figure 2.13 (on the left). This robot is composed of two arms of
length `1 and `2. Its two degrees of freedom denoted by x1 and x2 are represented on the figure. The inputs u1, u2 of
the system are the angular speeds of the arms (i.e., u1 = ẋ1, u2 = ẋ2). We will take as output the vector y = (y1, y2)

corresponding to the end of the second arm.

1) Give the state equations of the robot. We will take the state vector x = (x1, x2) .

2) We would like y to follow a setpoint w describing a target circle (on the right of Figure 2.13). This setpoint
satisfies:

w = c + r ·
(

cos t

sin t

)
.

Figure 2.13: Manipulator robot whose end effector must follow a circle

Give the expression of a control law that allows to perform this task. We will use a feedback linearization method
and we will place the poles at −1.

3) Study the singularities of the control.

4) Let us consider the case `1 = `2, c = (3, 4) and r = 1. For which values of `1 are we certain to be able to move
freely on the target circle, without encountering singularities ?

5) Write a program illustrating this control law.

Exercise 2.2.– The three pools

Let us consider a flow system with three pools as represented on Figure 2.14.
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Figure 2.14: System composed of three pools containing water and connected by two channels

This system is described by the following state equations:

ḣ1 = −α (h1)− α (h1 − h2) + u1

ḣ2 = α (h1 − h2)− α (h2 − h3)

ḣ3 = −α (h3) + α (h2 − h3) + u2

y1 = h1

y2 = h3

where α(h) = a·sign(h)
√

2g|h|. We have chosen our outputs here to be the water levels in the first and third pools.
1) Propose a feedback that would make the system linear and decoupled.
2) Propose a proportional-integral controller for the linearized system.
3) Give the state equations of the obtained controller.
4) Write a program that simulates the system and its control law.

Exercise 2.3.– Train robot

Let us consider a robot A (on the left of Figure 2.15) described by the following state equations (tank model):
ẋa = va cos θa
ẏa = va sin θa
θ̇a = ua1

v̇a = ua2

where va is the speed of the robot, θa its orientation and (xa, ya) the coordinates of its center. We assume to be able
to measure the state variables of our robot with very high precision.

1) Calculate ẍa, ÿa in function of xa, ya, va, θa, ua1, ua2.
2) Propose a controller that allows to follow the trajectory:{

x̂a(t) = Lx sin(ωt)

ŷa(t) = Ly cos(ωt)

with ω = 0.1, Lx = 15 and Ly = 7. A feedback linearization method must be used for this. Illustrate the behavior of
your controller with a program.

3) A second robot B of the same type as A wishes to follow robot A (see Figure 2.16). We define a virtual
attachment point with coordinates (x̂b, ŷb) in order for vehicle B (on the left of the figure) to be able to attach itself
to our robot A. We can send it the information associated with the attachment point wirelessly.

This point will be positioned at the rear of robot A at a distance ` of our reference point (xa, ya). Give the
expression of these quantities in function of the state of our vehicle A.

4) Simulate this second vehicle B together with its controller following robot A.
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Figure 2.15: Our robot (with eyes) following a vehicle (here a car) whose state equations are unknown. This car has
an imaginary attachment point (small white circle) that we must attach to

Figure 2.16: Robot B (dotted) has to follow robot A

5) Add a third robot C that follows B with the same principle. Simulate the entire system.
6) Given that in this exercise the reference path is precisely known, propose a controller that will allow robots B

and C to precisely follow robot A.

Exercise 2.4.– Controlling a 3D underwater robot

Let us consider the underwater robot already discussed in Exercise 1.10. This robot is described by the following
state equations:

ṗx = v cos θ cosψ

ṗy = v cos θ sinψ

ṗz = −v sin θ

v̇ = u1

ϕ̇ = −0.1 sinϕ · cos θ + tan θ · v · (sinϕ · u2 + cosϕ · u3)

θ̇ = cosϕ · v · u2 − sinϕ · v · u3

ψ̇ = sinϕ
cos θ · v · u2 + cosϕ

cos θ · v · u3

where (px, py, pz) is the position of its center and (ϕ, θ, ψ) are the three Euler angles. We took here u4 = −0.1 sinϕ·cos θ

in order to simulate a static ballast which tends to make the roll equal to zero via a pendulum effect. Its inputs are the
tangential acceleration u1, the pitch u2 and the yaw u3. Suggest a controller capable of controlling the robot around
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the cycloid of equation: xd
yd
zd

 =

 R · sin(f1t) +R · sin(f2t)

R · cos(f1t) +R · cos(f2t)

R · sin(f3t)


with f1 = 0.01, f2 = 6f1, f3 = 3f1 and R = 20. For the control, we will choose a time constant of 5 seconds. Simulate
the behavior of the controller.

Exercise 2.5.– Reaction wheel pendulum

Figure 2.17: Reaction wheel pendulum

The Reaction Wheel Pendulum [SPO 01], as shown in Figure 2.8.3 (left), is a physical pendulum with a disk
attached to the end. The disk can rotate and is actuated by a motor. The coupling torque generated by the angular
acceleration of the disk can be used to actively control the pendulum, for instance to maintain it standing. This
problem is very similar to the tightrope walker stabilization (Figure 2.8.3 (right)), where the rod plays the role of
the disk and the walker corresponds to the pendulum. We assume that the system can be described by the following
equations

ẋ1 = x2

ẋ2 = a · sin(x1)− b · u
ẋ3 = −a · sin(x1) + c · u

where x1 is the pendulum angle, x2 is its angular velocity, x3 is the disk angular velocity and u is the motor torque
input. The parameters are taken as

a = 10, b = 1, c = 2

and depend on the mass, inertia, and the dimensions of the system.
1) Simulate the system with an initial condition of x = (1 0 0)

T.
2) Taking as an output y = x1, stabilize the pendulum at the top (i.e., x1 = 0). Explain why the wheel never

stops.
3) Taking as an output of the form

y = α1x1 + α2x2 + α3x3

where α1, α2, α3 should be chosen accordingly, stabilize the pendulum at the top (i.e., x1 = 0) with a motionless wheel
(or with a wheel which rotates at a speed ω).
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Exercise 2.6.– Pursuit

Let us consider two robots described by the following state equations:
ẋ1 = u1 cos θ1

ẏ1 = u1 sin θ1

θ̇1 = u2

and


ẋ2 = v1 cos θ2

ẏ2 = v1 sin θ2

θ̇2 = v2

In this exercise, robot 1 tries to follow robot 2 (see Figure 2.18).

Figure 2.18: Robot 1 is in pursuit of robot 2

1) Let x = (x, y, θ) be the position vector of robot 2 in the coordinate system of robot 1. Show that x satisfies a
state equation of the form

ẋ = f (x,v,u)

2) We assume that the control variables v1 and v2 of robot 2 are known (a polynomial in t, for example). Suggest
a controller that generates us u in order to have x = w1 and y = w2, where w = (w1, w2) corresponds to a setpoint
in relative position. The poles for the error are fixed at −1.

3) Study the singularities of this controller.

4) Illustrate this control law in the situation where robot 1 would like to point towards robot 2 while keeping a
distance of 10 m.

Exercise 2.7.– Controlling the Saucisse robot

Consider the underwater robot represented on Figure 2.19.

This is the Saucisse robot, built by students of the Ensta Bretagne for the SAUC’E competition (Student
Autonomous Underwater Challenge Europe). It includes three propellers. Propellers 1 and 2 on the left and the right
are able to act on the speed of the robot and its angular speed. Propeller 3 acts on the depth of the robot. This robot
is stable in roll and pitch and we will assume that its angles of bank ϕ and elevation θ are always zero. The state
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Figure 2.19: The Saucisse robot in a pool

equations of the robot are the following:

ẋ = vx
ẏ = vy
ż = vz
ψ̇ = ω

v̇x = u1 cosψ

v̇y = u1 sinψ

v̇z = u3

ω̇ = u2

Let us note that no nonholonomic constraint has been assumed in this model. The speed vector of the robot (vx, vy) is
not necessarily in its axis, in contrast to the case of the cart model. The robot can therefore operate in crab steering
mode. On the other hand, the propulsion is necessarily in the direction of the robot axis. If we are limited to the
horizontal plane, this model is known as a hovercraft .

1) Give the differential dependency graph associated with this system.

2) Let us choose as output the vector y = (x, y, z). Give the differential delay matrix and deduce the relative
degrees from it. What can we conclude ?

3) In order to balance the differential delays by delaying u1, we add two integrators in front of u1. Our new system
will admit as new inputs a = (a1, a2, a3) with:

ü1 = a1

u2 = a2

u3 = a3

(2.21)

What are the new state equations of the delayed system ? Give the differential dependency graph as well as the
associated differential delay matrix.

4) Perform a feedback linearization of the delayed system.

5) Deduce from the above the controller corresponding to our robot. We will place all the poles at −1.

Exercise 2.8.– Sliding mode control of a cart
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Consider the cart described by
ẋ1 = x4 cosx3

ẋ2 = x4 sinx3

ẋ3 = u1

ẋ4 = u2

where (x1, x2) corresponds to the position of the cart, x3 to its heading and x4 to its speed.
1) Provide a controller based on a feedback linearization to make the cart follows the Lissajou trajectory:

yd (t) = 10 ·
(

cos t

sin 3t

)
.

Illustrate the behavior of your controller.
2) Implement now a sliding mode controller which makes the cart following to desired Lissajou trajectory. Compare

with Question 1.

Exercise 2.9.– Group of robots

Consider a group of m = 20 carts the motion of which is described by the state equation
ẋ1 = x4 cosx3

ẋ2 = x4 sinx3

ẋ3 = u1

ẋ4 = u2

where (x1, x2) corresponds to the position of the cart, x3 to its heading and x4 to its speed.
1) Provide a controller for each of these robots so that the ith robot follows the trajectory(

cos(at+ 2iπ
m )

sin(at+ 2iπ
m )

)
.

where a = 0.1. As a consequence, after the initialization step, all robots are uniformly distributed on the unit circle,
turning around the origin.

2) By using a linear transformation of the unit circle, change the controllers for the robots so that all robots stay
on a moving ellipse with the first axis of length 20 + 15 · sin(at) and the second axis of length 20. Moreover, we make
the ellipse rotating by choosing an angle for the first axis of θ = at. Illustrate the behavior of the controlled group.

Exercise 2.10.– Convoy

Let us consider one robot RA described by the following state equations:
ẋa = va cos θa
ẏa = va sin θa
θ̇a = ua1

v̇a = ua2

where va is the speed of RA the robot, θa its orientation and (xa, ya) the coordinates of its center.
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1) As for Exercise 2.3, propose a controller for RA that allows to follow the trajectory:{
x̂a(t) = Lx sin(ωt)

ŷa(t) = Ly cos(ωt)

with ω = 0.1, Lx = 20 and Ly = 5. Illustrate the behavior of the control with a sampling time dt = 0.03 sec.
2) We want that m = 6 other robots with the same state equations follow this robot taking exactly the same path.

The distance between two robots should be d = 5m. To achieve this goal, we propose to save every ds = 0.1m the
value of the state of RA and to communicate this information to the m followers. To synchronize the time with the
traveled distance. For this, we propose to add a new state variable s to RA which corresponds to the curvilinear value
that could have been measured by a virtual odometer. Each time the distance ds has been measured by the virtual
odometer, s is initialized to zero and the value for the state of RA is broadcast. Simulate the behavior of the group.

Exercise 2.11.– Profiling float

We consider an underwater profiling float corresponding to a cube of width ` which is immersed in the water (see
Figure 2.20) of density ρ0. The float at a depth d moves up and down at a speed equal to v. The total force applied
to the float is

f = mg︸︷︷︸
fg↓

− ρ0g`
2 ·max (0, `+ min(d, 0))︸ ︷︷ ︸

fa↑

− 1

2
ρ0v· | v | `2cx︸ ︷︷ ︸

fdl

where

• fg is the gravity force, m is the mass of the float and g the gravity.

• fd is the drag force. For a cube we can consider that cx ' 1.05.

• fa is the Archimedes’ force. The buoyant force is exerted upward on the body, whether fully or partially
submerged. It is equal to the weight of the water that the body displaces. The volume of displaced water is
`2 ·max (0, `+min(d, 0)).

Figure 2.20: Underwater float controlled by a ballast

For the float, a ballast allows us to control the density of the body which is (1 + βb) ρ0, where β = 0.1. The derivative
u of the buoyancy variable b can be fixed using a DC-motor controlling a piston. We assume that both u and b belong
to [−1, 1]. When b = 0, the density of the float is exactly that of the water ρ0. When b > 0, the float sinks and when
b < 0, it surfaces.

1) Write the state equations of the system ẋ = f(x, u). The state vector will be taken as x = (d, v, b).
2) Assume that the float is immersed, find a sliding mode controller so that the float has a depth d (t) equal to the

desired depth d0 (t).
3) Illustrate the behavior of your controller using a simulation. First control the float at a depth d0(t) = 5m. Then

control the float at d0(t) = 3 + sin(t/2).
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4) Compare with a feedback linearization based controller.

Exercise 2.12.– Field following

We consider a mobile robot with an input vector u = (u1, . . . , um) and a state vector x = (x1, . . . , xn), n ≥ m+ 1.
In this exercise we show that if we select m+ 1 state variables, say p = (x1, . . . , xm+1), we can follow a chosen vector
field in the p = (x1, . . . , xm+1) space, using a feedback linearization method. It means that we can control m + 1

state variables and not m of them, as given by the theory. This is due to the fact that we perform a path following
instead of a trajectory following where the time is involved. More precisely we ask the vector ṗ = (ẋ1, . . . , ẋm+1) to
be collinear (instead of equal) to the required field. This is illustrated in this exercise in the case where u is scalar,
i.e., m = 1.

Consider a robot moving on a plane and described by the following state equations:
ẋ1 = cosx3

ẋ2 = sinx3

ẋ3 = u

where x3 is the heading of the robot and p = (x1, x2) are the coordinates of its center. The state vector is given by
x = (x1, x2, x3).

1) Take as an output y = x3 + atanx2. Propose a feedback linearization based controller such that the output
converges to 0. What are the singularities of the control?

2) Assuming that y(t) converges to 0, to which line the robot will converge. Draw the vector field followed by the
robot in the (x1, x2)-space.

3) We would like the robot to follow a path corresponding to the limit cycle of the Van der Pol equation:{
ẋ1 = x2

ẋ2 = −
(
0.01 · x2

1 − 1
)
x2 − x1

Find the corresponding feedback-linearization based controller. Propose a simulation to illustrate the behavior of the
controller.

Exercise 2.13.– Sliding pendulum

Consider the pendulum, represented by Figure 2.21, and described by

(
ẋ1

ẋ2

)
=

(
x2

− sinx1 + u

)
where u is the input, x1 its position and x2 its angular velocity.

We would like the position x1 (t) of the pendulum converges to the setpoint w (t) = 0,∀t.
1) Taking y = x1 as an output, propose a feedback linearization method to control the pendulum so that the error

e = w − y converges toward 0 as exp (−t) .
2) Answer to the previous question with a sliding mode approach.
3) We want to compute value for K such that the surface s (x, t) = 0 is stable. More precisely, if we are near to

the surface, then in a near future, we want to be even closer. To show this stability, a Lyapunov approach defines a
distance function, e.g., V (x) = 1

2s
2 (x, t). This function is positive and vanishes on the surface. Proving the stability

amounts to proving that V (x) decreases when we are near to the surface. Compute V̇ (x), which also depends on K,
and conclude.
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Figure 2.21: Simple pendulum with state vector x = (x1, x2)
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Chapter 3

Model-free control

When we implement a controller for a robot and perform the initial tests we rarely succeed on the first try, which
leads us to the problem of debugging. It might be that the compass is subject to electromagnetic disturbances, that
it is placed upside-down, that there is a unit conversion problem in the sensors, that the motors are saturated or that
there is a sign problem in the equations of the controller. The problem of debugging is a complex one and it is wise
to respect the continuity principle: each step in the construction of the robot must be of reasonable size and has to
be validated before pursuing construction. Thus, for a robot, it is desirable to implement a simple intuitive controller
that is easy to debug before setting up a more advanced one. This principle can not always be applied. However, if
we have a good a priori understanding of the control law to apply, then such a continuity principle can be followed.
Among mobile robots for which a pragmatic controller can be imagined, we can distinguish at least two sub-classes:

• vehicle-robots. These are systems built by man to be controlled by man such as the bicycle, the sailboat, the
car, etc. We will try to copy the control law used by humans and transform it into an algorithm ;

• biomimetic robots. These robots are inspired by the movement of human beings. We have been able to observe
them for long periods of time and deduce the strategy developed by nature to design its control law. This is the
biomimetic approach (see for example [BOY 06]). We do not include walking robots in this category because,
even though we all know how to walk, it is near to impossible to know which control law we use for it. Thus,
designing a control law for walking robots [CHE 07] can not be done without a complete mechanical modeling
of walking and without using any theoretical automatic control methods such as those evoked in the previous
chapter.

For these two classes, we often do not have simple and reliable models available (this is the case for example of the
sailboat or the bicycle). However, the strong understanding we have of them will allow us to build a robust control
law.

The aim of this chapter is to show, using several examples, how to design such control laws. These will be referred
to as mimetic control (we are trying to imitate humans or animals) or model-free control (we do not use the state
equations of the robot to design the controller). Although model-free approaches have been largely explored in theory
(see for instance [FLI 13]), here we will use the intuition we have of the functioning of our robot as much as possible.
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3.1 Model-free control of a robot cart

In order to illustrate the principle of model-free control, let us consider the case of a robot cart described by the
equations:

ẋ = v cos θ

ẏ = v sin θ

θ̇ = u2

v̇ = u1 − v

This model can be used for simulation, but not for obtaining the controller.

3.1.1 Proportional heading and speed controller

We will now propose a simple controller for this system by using our intuition about the system. Let us take
θ̃ = θd − θ where θd is the desired heading and ṽ = vd − v where vd is the desired speed.

• For speed control, we take:

u1 = a1 tanh ṽ

where a1 is a constant representing the maximum acceleration (in absolute value) that the motor is able to
deliver. The hyperbolic tangent tanh (see Figure 3.1) is used as saturation function. Let us recall that :

tanhx =
ex − e−x

ex + e−x
(3.1)

Figure 3.1: Hyperbolic tangent function used as saturation function

• For the heading control, we take:

u2 = a2 · sawtooth(θ̃)

In this last formula, sawtooth corresponds to the sawtooth function defined by:

sawtooth(θ̃) = 2atan
(

tan θ̃
2

)
= mod(θ̃ + π, 2π)− π (3.2)

Let us note that for numerical reasons, it is preferable to use the expression containing the modulus function. As
illustrated in Figure 3.2, the function corresponds to an error in heading. The interest in taking an error θ̃ filtered by
the sawtooth function is to avoid the problem of the 2kπ modulus: we would like a 2kπ to be considered non-zero.
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Figure 3.2: Sawtooth function used to avoid the jumps in the heading control

We may summarize this controller by:(
u1

u2

)
=

(
a1 · tanh (vd − v)

a2 · sawtooth (θd − θ)

)
We will thus perform heading control. This model-free control, which works very well in practice, does not need to
use the state equations of the robot. It is based on the understanding that we have of the dynamics of the system
and recalls our wireless operation method of the cart robot. It has two parameters a1 and a2 that are easy to set (a1

represents the propelling power and a2 the directional disturbances). Finally, this controller is easy to implement and
to debug.

Remark. In the three dimensional case, the heading of the robot θ and the desired heading θd are replaced by the
orientation matrix R of the robot and the desired orientation Rd. The control u is replace by a rotation vector uω
the robot has to follow. The sawtooth control u = k · sawtooth(θd − θ) is replaced by (see Equation (1.6):

uω = − kα
2 sinα ·Ad

−1
(
R̃− R̃T

)
where

α = acos( tr(R̃)−1
2 )

R̃ = RT
d ·R

3.1.2 Proportional-derivative heading controller

For many robots, a proportional controller creates oscillations and it might prove to be necessary to add an
damping or derivative term. This is the case for underwater exploration robots (of type ROV, Remotely Operated
Vehicle) which are meant to stabilize above the zone of interest. Underwater torpedo robots do not have this oscillation
problem given their control surfaces that stabilize the heading while in movement. If the heading if constant, such a
proportional-derivative controller is given by:

u2 = a2 · sawtooth (θd − θ) + b2θ̇

The quantity θ may be obtained by a compass, for example. As for θ̇, it is generally obtained by a gyro. Low-cost
robots do not always have a gyro available and we must try to approximate θ̇ from measurements of θ. However, a
compass might jump by 2π for small variations in heading. This is the case for instance when a compass returns an
angle within the interval [−π, π] and the heading varies around (2k + 1)π. In this case, an approximation of θ̇ must
be obtained and this approximation has to be insensitive to these jumps. Let us denote by :

Rt =

(
cos θ (t) − sin θ (t)

sin θ (t) cos θ (t)

)
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the rotation matrix corresponding to the heading θ (t) of the robot (let us note that this matrix is insensitive to jumps
of 2kπ). We have:

RT
t Ṙt =

(
0 −θ̇ (t)

θ̇ (t) 0

)
.

This relation can be seen as a two-dimensional version of Relation (1.1) on page 12. Thus, an Euler integration of the
rotation matrix:

Rt+dt = Rt + dtṘt = Rt + dt ·Rt

(
0 −θ̇ (t)

θ̇ (t) 0

)
= Rt

(
I + dt

(
0 −θ̇ (t)

θ̇ (t) 0

))
Therefore:

dt

(
0 −θ̇ (t)

θ̇ (t) 0

)
= RT

t Rt+dt − I

=

(
cos (θ (t+ dt)− θ (t)) − sin (θ (t+ dt)− θ (t))

sin (θ (t+ dt)− θ (t)) cos (θ (t+ dt)− θ (t))

)
−
(

1 0

0 1

)
.

Let us take in this matrix equation the scalar equation corresponding to the second row and first column. We
obtain:

θ̇ (t) =
sin (θ (t+ dt)− θ (t))

dt
.

The proportional-derivative heading controller can therefore be written as:

u2 (t) = a2 · sawtooth (θd − θ (t)) + b2
sin (θ (t)− θ (t− dt))

dt

which will be insensitive to jumps of 2π.

3.2 Skate car

Let us consider the skating vehicle [JAU 10] represented on Figure 3.3.

Figure 3.3: Skating robot moving like a snake

This vehicle that we will refer to as skate car is purely imaginary. It is designed move on a frozen lake and stands
on five ice skates. This system has two inputs: the tangent u1 of the angle β of the front skate (we have chosen the
tangent as input in order to avoid the singularities) and u2 the torque exerted at the articulation between the two carts
and corresponding to the angle δ. The thrust therefore only comes from the torque u2 and recalls the propulsion mode
of a snake or an eel [BOY 06]. Any control over u1 will therefore not bring any energy to the system, but indirectly
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participates in the propulsion by generating waves. In this paragraph, we will propose model in the form of a state for
simulating the system. Concerning the control law, the existing general methods cannot deal with this kind of system
and it is necessary to take into account the physics of the problem. We will therefore propose a mimetic control law
that allows to obtain an efficient controller.

3.2.1 Model

Let us try to obtain state equations capable of representing the dynamics of the system in order to simulate our
system. The state variables are chosen to be x = (x, y, θ, v, δ), where x, y, θ correspond to the position of the front
cart, v represents the speed of the center of the front sled axle and δ is the angle between the two carts. The angular
speed of the front sled is given by:

θ̇ =
v1 sinβ

L1
(3.3)

where v1 is the speed of the front skate and L1 is the distance between the front skate and the center of the front sled
axle. However:

v = v1 cosβ

and therefore:

θ̇ =
v tanβ

L1
=
vu1

L1
. (3.4)

Viewed from the rear sled, everything is as if there was a virtual skate in the middle of the front sled axle, moving
together with it. Thus, by recalling Formula (3.3), the angular speed of the rear sled is:

θ̇ + δ̇ = −v sin δ

L2

where L2 is the distance between the centers of the axles. And therefore:

δ̇ = −v sin δ

L2
− θ̇ (3.4)

= −v sin δ

L2
− vu1

L1
. (3.5)

Following the theorem of kinetic energy, the temporal derivative of kinetic energy is equal to the sum of the powers
supplied to the system:

d

dt

(
1

2
mv2

)
= u2 · δ̇︸ ︷︷ ︸

engine power

− (αv) · v︸ ︷︷ ︸
dissipated power

(3.6)

where α is the coefficient of viscous friction. For reasons of simplicity, we will assume here that the force of friction of
equal to αv, which is the same as assuming that only the front sled is braking. We therefore have:

mvv̇
(3.6)
= u2 · δ̇ − αv2 (3.5)

= u2 ·
(
−v sin δ

L2
− vu1

L1

)
− αv2

and

mv̇ = u2 ·
(
− sin δ

L2
− u1

L1

)
− αv. (3.7)
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The system can be described by the following state equations:

ẋ = v cos θ

ẏ = v sin θ

θ̇
(3.4)
= vu1

v̇
(3.7)
= − (u1 + sin δ)u2 − v

δ̇
(3.5)
= −v (u1 + sin δ)

(3.8)

where, for reasons of simplicity, the coefficients (mass m, coefficient of viscous friction α, inter-axle distances L1, L2,
etc.) have been given unit values. This system could be made control-affine (see Equation (2.6)) by adding an integrator
in front of u1, however the feedback linearization method cannot be applied due to the numerous singularities. Indeed,
it can be easily shown that when the speed v is zero (easy to avoid) or when δ̇ = 0 (which necessarily happens
regularly), we have a singularity. A biomimetic controller that imitates the propulsion of the snake or the eel might
be feasible.

3.2.2 Sinusoidal control

By trying to imitate the control strategy of an undulating snake’s movement, we choose u1 of the form:

u1 = p1 cos (p2t) + p3

where p1 is the amplitude, p2 the pulse and p3 the bias. We choose u2 such that the propelling torque is a motor
torque, i.e., δ̇u2 ≥ 0. Indeed, δ̇u2 corresponds to the power supplied to the robot that is transformed into kinetic
energy. If u2 is bounded by the interval [−p4, p4], we choose a bang-bang type controller for u2 of the form:

u2 = p4 · sign(δ̇)

which is equivalent to exerting maximum propulsion. The chosen state feedback controller is therefore:

u =

(
p1 cos (p2t) + p3

p4 sign (−v (u1 + sin δ))

)
.

The parameters of the controller remain to be determined. The bias parameter p3 allows it to direct its heading. The
power of the motor torque gives us p4. The parameter p1 is directly linked to the amplitude of the oscillation created
during movement. Finally, the parameter p2 gives the frequency of the oscillations. The simulations can help us to set
the parameters p1 and p2 correctly. Figure 3.4 illustrates two simulations in which the robot begins with an almost
zero speed. In the simulation on top, the bias p3 is equal to zero. In the bottom simulation, p3 > 0.

Figure 3.5 represents the advance as a function of time. It is clear that the power supplied by the engine is very
strong at startup whereas in cruising regime, it is under-utilized. Such a controller forces us to oversize our engine. It
would be to our advantage to have a thrust as constant as possible.

3.2.3 Maximum thrust control

The propulsion of the robot is done by the thrust u2 · δ̇ = −v (u1 + sin δ) · u2 and therefore by the engine that
generates the torque u2. In order to move as fast as possible, for a given motor, the engine should supply a maximum
amount of power denoted by p̄ which will be transformed into kinetic energy. Thus:

−v (u1 + sin δ)︸ ︷︷ ︸
δ̇

· u2 = p̄.

There are therefore several torques (u1, u2) capable of supplying the desired power p̄. We will therefore choose for
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Figure 3.4: Various simulations illustrate the control law for the skating robot

Figure 3.5: Thrust supplied by the engine u2

u2 the form:

u2 = ε · ū2 with ε = ±1

where ε (t) is a square wave and ū2 is a constant. This choice for u2 may be to bound the engine torque and thereby
limit the mechanical load. If we choose the frequency of ε too low, the power supplied will be respected, but the front
cart will collide with the rear cart. In the borderline case where ε is constant, we can observe, through the simulation,
the first cart roll up to the second (which means that δ increases to infinity). We obtain, by isolating the orientation
u1 of the front skate:

u1 = −
(

p̄

vεū2
+ sin δ

)
The maximum thrust controller is therefore given by:

u =

(
−
(

p̄
vεū2

+ sin δ
)

εū2

)
. (3.9)

Thus, with this controller, not only do we always thrust in the correct direction through u2 but we can adjust the
direction u1 in order for the torque supplied by u2 to translate into a maximum thrust p̄. Now we only need to act
on ε (which, as we recall, is a square wave equal to ±1) and on the power p̄. The duty cycle of the signal ε (t) will
allow us to direct our orientation and its frequency will give us the amplitude of the oscillations for the robot’s path.
As for ū2, it allows us to control the average speed of the robot. In the simulation, this controller turns out indeed
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to be more efficient than the sinusoidal controller. Figure 3.6 shows the angle of the skate β in function of time, once
the cruising regime has been reached. Let us note that the angle of the front skate β =atan(u1) makes discontinuities
appear.

Figure 3.6: Evolution of the front skate angle β in cruising regime

3.2.4 Simpli�cation of the fast dynamics

The state equations for the snakeboard contain numerous singularities and we would like to simplify them here.
However, in our system, we have two interfering dynamics: one that is slow (representing the smooth evolution of
the state variables) and one that is fast (rated by ε) which creates the undulation. The idea, relatively standard in
automatic control, is to average these values in a way to make the fast dynamics disappear. We can find this idea in
PWM-controlled (Pulse Width Modulation) DC engines.

Let us consider a high-frequency square wave signal ε (t). Its temporal average ε̄ is called the duty cycle. This
duty cycle is set to vary very slowly in time. The temporal average operator is linear (just like the mathematical
expectation). For example:

2ε1 (t)− 3ε2 (t) = 2ε̄1 (t)− 3ε̄2 (t) .

On the other hand, for a nonlinear function f , we cannot write f (ε) = f (ε̄). For instance, ε−1 6= ε̄−1. However, we
will have ε−1 = ε̄ if ε (t) ∈ {−1, 1}. This comes from the fact that the signals ε and ε−1 are equal in such a case. If
a (t) and b (t) are slowly varying signals in time, we will also have:

a (t) ε1 (t) + b (t) ε2 (t) = a (t) ε̄1 (t) + b (t) ε̄2 (t) .

We will try to apply these approximations to the case of the snakeboard in order to eliminate the fast dynamics. By
recalling the state equations in (3.8) and by injecting control law (3.9), we obtain a feedback system described by the
following state equations:

ẋ = v cos θ

ẏ = v sin θ

θ̇ = − p̄
εū2
− v sin δ

v̇ = p̄
v − v

δ̇ = p̄
εū2

Recall that we can act on the constants p̄, ū2 and on the square wave signal ε = ±1 that we will here consider to be
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high-frequency and with a duty cycle of ε̄. We can approximate:

p̄

εū2
=
εp̄

ū2

(by linearization)
' ε̄

p̄

ū2
.

The system thus becomes:

ẋ = v cos θ

ẏ = v sin θ

θ̇ = −p̄q̄ − v sin δ

v̇ = p̄
v − v

δ̇ = p̄q̄

which now only has two inputs: p̄ and q̄ = ε̄
ū2
. Let us try to control the inputs θ and v by using feedback linearization

method. Note that although this system is not affine in its inputs (p̄ and q̄), the method can be applied because, as
we will see below, the necessary inversion is possible here. For this, let us define two new inputs v1, v2 such that:{

v1 = −p̄q̄ − v sin δ

v2 = p̄
v − v

By inverting this system relative to the inputs, we obtain:

p̄ = v (v2 + v)

q̄ = −v1+v sin δ
v(v2+v)

Thus, the feedback linearized system is:{
θ̇ = v1

v̇ = v2

A proportional controller is therefore sufficient. We will take one that places the poles at −1:{
v1 = w1 − θ + ẇ1

v2 = w2 − v + ẇ2

Let us summarize the control law in its entirety. Its setpoints are w1, w2 which correspond to the desired heading and
speed. It is given by the following table:

p̄ = v (w2 + ẇ2)

q̄ = −w1 − θ + ẇ1 + v sin δ

v (w2 + ẇ2)

ε̄ = q̄ · ū2 (choose ε̄ ∈ [−1, 1] )

ε : duty cycle ε̄ and frequency slot ∞

u =

(
−
(

p̄
vεū2

+ sin δ
)

εū2

)

The adjustment parameter ū2 involved in this controller is quite delicate to set. We need to choose ū2 small enough
to have ε̄ ∈ [−1, 1]. But it must not be too close to zero in order for u1 to not be too large (which would cause too
significant front skate movements). This variable ū2 influences the necessary distribution between the torque (through
u2) and the movement (through u1) for generating power. Let us finally note that this latter control law, supposed to
be more efficient, uses state equations of the system in its design and it is therefore difficult to call it model-free.
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3.3 Sailboat

3.3.1 Problem

Let us recall the principles of model-free control and try to adapt it to a line-tracking controller for our sailboat.
Here we will consider a sailboat whose sheet length is variable, but not directly the angle of the sail as it was the
case until now (see (2.11) on page 52). This robot has two inputs which are the angle of the rudder u1 = δr and the
maximum angle of the sail u2 = δmax

s (equivalently u2 corresponds to the length of the sheet). We will try to make
the robot follow a line which passes through points a and b (see Figure 3.7).

Figure 3.7: Feedback control of the sailing robot

This problem is influenced by the control strategies of the Vaimos robot [GOR 11] of Ifremer, the sailing boat
of the Erwan naval school and the Optimousse robot from the Ensta-Bretagne (see Figure 3.8).

As illustrated by Figure 3.9, we will denote by (x, y, θ) the posture of the boat, by v its advancing speed, by ω its
angular speed, by fs the force of the wind on the sail, by fr the force of the water on the rudder, by δs the angle of
the sail and by ψ the angle of the wind.

3.3.2 Controller

We will now try to find a controller that will enable the robot to track a line. The robot will be equipped with
three sensors: a compass that gives us the heading θ, a weathervane that measures the angle of the wind ψ and a
GPS that returns the position m of the boat. The robot will also be equipped with two actuators: a servo-motor that
controls the angle of the rudder δr and a stepper motor that sets the length of the sheet and therefore the maximum
angle δmax

s of the sail (i.e. |δs| ≤ δmax
s ). As for the controller, its setpoint is the line ab to track and it has a binary

variable q ∈ {−1, 1} called the hysteresis which will be used for close hauled sailing. This controller will have few
parameters which will also be easy to control. Among these parameters, we find the maximum rudder angle δmax

r

(typically δmax
r = π

4 ), the cutting distance r (i.e. we would like the distance to the line to be always smaller than r),
the close haul angle ζ (typically ζ = π

4 ), and the angle of the sail in crosswind β (typically β = 0.3 rad). We propose
the following controller, taken from the article [JAU 12], that we will explain later:
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Figure 3.8: Left : the Vaimos sailing robot of Ifremer (in the background) and the Optimousse robot from the
Ensta Bretagne ; right : robot of the Ecole Navale (Naval School) following a line

Controller in:m, θ, ψ,a,b; out:δr, δmax
s ; inout:q

1 e = det
(

b−a
‖b−a‖ ,m− a

)
2 if |e| > rthen q = sign (e)

3 ϕ = angle (b− a)

4 θ̄ = ϕ− atan
(
e
r

)
5 if cos

(
ψ − θ̄

)
+ cos ζ < 0

6 or (|e| − r < 0 and (cos(ψ − ϕ) + cos ζ < 0))

7 then θ̄ = π + ψ − qζ.
8 δr =

δmax
r

π sawtooth(θ − θ̄)

9 δmax
s = π

2

(
cos(ψ−θ̄)+1

2

) log( π
2β )

log(2)

The controller has a single state variable which is the binary variable q ∈ {−1, 1}. It is for this reason that it
appears at the same time as input and output of the algorithm. Let us comment on this algorithm.

Line 1 (calculation of the algebraic distance). We calculate the algebraic distance between the robot and its
line. If e > 0 the robot is on the left of its line and if e < 0, it is on the right. In the formula, the determinant is to
be understood in the following way:

det (u,v) = u1v2 − v1u2.

Line 2 (update of the hysteresis variable). When |e| > r, the robot is far from its line and the hysteresis
variable q (that memorizes the starboard tack) is allowed to change value. If for instance e > r, then q will take the
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Figure 3.9: Variables used in the state equations of the robot

value 1 and will keep it until e < −r.
Line 3 (calculation of the line angle). We calculate the angle ϕ of the line to track (see Figure 3.10). In the

instruction, angle(u) represents the angle made by the vector u ∈ R2 relative to the Ox axis (towards the East).

Figure 3.10: Nominal vector field that the robot tries to track, when possible

Line 4 (calculation of the nominal heading). We calculate the nominal angle θ̄ (see Figure 3.10), i.e., the
one that we would like to have without worrying about the wind. We take:

θ̄ = ϕ− atan
(e
r

)
.

This expression for θ̄ translates to an attractive line. When e = ±∞, we have θ̄ = ϕ± π
2 , which means that the robot

has a heading that forms an angle of π
2 with the line. For a distance e corresponding to the cutting distance r, i.e.

e = ±r, we have θ̄ = ϕ± π
4 . Finally, on the line we have e = 0 and therefore θ̄ = ϕ, which corresponds to a heading

with the direction of the line. As illustrated on Figure 3.11a, some directions θ̄ may be incompatible with that of the
wind.

Line 5. When cos
(
ψ − θ̄

)
+ cos ζ < 0, the path θ̄ corresponds to a direction that is too close to the wind that the

robot is incapable of following (see Figure 3.12).
The heading θ̄ is then impossible to keep. In this case, we need to switch to close haul mode, which means that

the robot will do everything it can to face the wind, or more formally, the new direction becomes θ̄ = π + ψ ± ζ (see
line 7). Figure 3.11b represents the corresponding vector field. The thin arrows correspond to the nominal field and
the bold arrows represent the corrected field when necessary. In this representation, we have removed the hysteresis
effect induced by the variable q (which is means that we always have q = sign(e)).

Line 6 (keep close hauled strategy). This instruction implements the so-called keep close hauled strategy. If
|e| < r or if cos(ψ−ϕ) + cos ζ < 0, then the boat is forced to move upwind, even when the heading θ̄ is admissible and
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Figure 3.11: (a) The nominal vector field may be incompatible with the wind (here represented by the large arrow) ;
(b) Vector field generated by the controller if we remove line 6. The thin arrows correspond to the nominal paths and
the bold arrows correspond to the corrected paths ; (c) Vector field generated by the controller with line 6 included.

this, for reasons of efficiency. This strategy is illustrated on Figure 3.11c. On this figure, we have chosen a close haul
angle of ζ = π

3 (which corresponds to difficulties moving upwind) and given this, the line is considered to be against
the wind.

Line 7 (close hauled heading). The boat is in close haul and we choose θ̄ = π + ψ − qζ (the wind direction
plus or minus the close haul angle ζ). The hysteresis variable q is forced to keep the same point of sail as long as the
distance of r to the line is not reached. An illustration of the resulting behavior is represented on Figure 3.13. If the
nominal heading can be kept, then it is followed.

Line 8 (rudder control). At this level, the heading to maintain θ̄ has already been chosen and we are trying
to follow it using the rudder. We perform a proportional control relative to the error θ − θ̄. In order to filter out the
modulus-2π problem, we use the sawtooth function (see Formula (3.2)). We thus obtain:

δr =
δmax
r

π
· sawtooth(θ − θ̄)

where δmax
r is the maximum angle of the rudder (for example δmax

r = 0.5 rad). The resulting controller is illustrated
on Figure 3.14.

Line 9 (sail control). We choose a sail angle β (half-open sail) that the sail needs to have in crosswind. This
parameter is determined experimentally depending on the sailboat and the steering mode we would like to use. The
maximum angle of the sail δmax

s is a function of ψ− θ which is periodic with period 2π. One possible model [JAU 12]
is that of the cardioid:

δmax
s =

π

2
·
(

cos (ψ − θ) + 1

2

)η
where the parameter η is positive. When ψ = θ + π, the boat is facing the wind and the model gives us δmax

s = 0.
When ψ = θ, we have δmax

s = π
2 , which means that the sail is wide open when the robot is with the wind. The choice

of the parameter η will be based on the angle of the sail in crosswind, i.e., for ψ = θ ± π
2 . The equation δmax

s = β for
ψ = θ ± π

2 is translated by:

π

2
·
(

1

2

)η
= β
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Figure 3.12: Some directions are not possible for the sailboat. These unfeasible directions form the no-go zone,
represented in grey

i.e.:

η =
log
(
π
2β

)
log (2)

The function δmax
s is represented on Figure 3.15.

On the tests that have been carried out, this adjustment of the sail was shown to be efficient and easy to control,
given the few number of parameters.

3.3.3 Navigation

Once the line tracking has been correctly implemented and validated, a number of lines should be chained together
with the aim of performing complex missions (such as for instance connecting two points of the globe). In such
a context, a Petri net strategy is well-adapted for representing the discrete state changes [MUR 89]. Figure 3.16
illustrates a Petri net allowing to manage the mission. Before the robot is launched, it is in an initial state represented
by the place p0. The transition t1 is crossed at the start of the mission. If everything goes well, the robot is in
state p1 and is tracking its first line a1b1. The line ajbj is validated as soon as the point bj is surpassed, i.e., if
〈bj − aj ,m− bj〉 > 0. This stopping criterion coupled with the path can be interpreted as a sort of validation. Once
this is validated, we proceed to the next line. When the list of lines to track is empty, the mission ends (place p3).

3.3.4 Experiment

Beginning in September 2011, we carried out a series of experiments with the Vaimos sailboat in autonomous
mode. We will describe one of these experiments which is simultaneously simple and representative, which took place
on Thursday 28 June 2012 in the Brest bay, close to the Moulin Blanc harbor. The trajectory performed by the robot
is represented on Figure 3.17. The wind comes from South-South-East, as indicated by the arrow that represents
the average wind on the robot during the entire mission, deduced from the sensor. In this zone of heavy maritime
traffic, interruptions in the mission can be anticipated and a permanent wifi link is necessary between the robot and
the tracking boat in order to be able to cancel to mission at any time and avoid collision with other boats. Apart
from these security interruptions (which by the way were not necessary during the mission), the robot is entirely
autonomous. The mission is broken down into five sub-missions. First of all, the robot begins with a triangle (in the
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Figure 3.13: Keep close hauled strategy by remaining within the strip centered on the line ab with diameter r

Figure 3.14: Rudder control for the sailing robot

circle) in order to check whether everything is working properly. Then, it proceeds South-East against the wind by
tracking the required path. It then describes a spiral. Once it is in the center of the spiral, the robot anchors virtually,
i.e., it maneuvers in order to remain around its attachment point. Finally, the robot returns to the harbor with the
wind.

Other larger-scale experiments were also carried out, such as the journey from Brest to Douarnenez (see Figure
3.18) undertaken on the 17th-18th January 2012, thus completing a path of more than 100 km. From very high up (as
in the figure), the lines seem to be tracked perfectly. Upon closer inspection, things are revealed to be less idealistic:
the sailboat tacks in order to go upwind, re-calibrates itself or is subjected to large waves otherwise. However, in both
previously described experiments, the robot is never more than 50 meters away from its track (except of course in the
situations of avoidance in which it is being hauled).

Remark 3.1.– Even though the robot never surpasses its line by more than 50 m, we could do better and improve
this precision when the robot follows the nominal heading (i.e. the angle ϕ of the line corresponds to a sustainable
heading). Indeed, in our experiments, a 10 m bias can be observed in nominal mode, which means that the distance to
the line does not converge towards zero (with GPS precision). The role of the integrator is to remove such a bias. In
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Figure 3.15: Adjusting the maximum sail angle (or the sheet length) ; left : Cartesian representation ; right : polar
representation

Figure 3.16: Petri net supervising the navigation of the robot

order to implement such an integrator, we simply replace line 4 of the controller with the following two instructions:{
z = z + α dt e

θ = ϕ− atan
(
e+z
r

)
where dt is the sampling period. The variable z corresponds to the value of the integrator and naturally converges
towards the constant bias that we had without the integrator and which we would like to remove. The coefficient α
has to be sufficiently small to avoid a change in the behavior of our robot (which could appear in transient regime).
For instance, if e = 10 m for 100 seconds, we may want a correction of 1 m of the bias. for this, we need to take
α = 0.001. Let us note that as soon as the distance on the line is greater than r (this is the case for instance during
initialization), when the robot validates a line and continues on to the next, or when the robot is in large mode, then
the integrator has to be forced to zero. Indeed, an integrator must not take up its function unless the permanent regime
has been established.
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Figure 3.17: Experiment of the spiral composed of five stages : (a) the robot begins with a triangle (in the circle) ;
(b) it goes upwind following a line ; (c) it described a spiral ; (d) it anchors virtually at the center of the spiral for
several minutes ; (e) and goes back to the harbor.

Figure 3.18: Journey from Brest to Douarnenez made by Vaimos : (a) the robot leaves the Moulin-Blanc harbour (in
the circle) ; (b) it avoids a submarine (in the square) ; (c) it avoids a cargo ship (triangle)
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Exercises

Exercise 3.1.– Robot tank on a line

Let us consider a robot moving on a plane and described by the following state equations:
ẋ = cos θ

ẏ = sin θ

θ̇ = u

where θ is the heading of the robot and (x, y) are the coordinates of its center. This model corresponds to the Dubins
car[DUB 57]. The state vector is given by x = (x, y, θ).

1) Simulate this system graphically with in various situations.
2) Propose a heading controller for the robot.
3) Propose a controller tracking a line ab. This line must be attractive. Stop the program when the point b is

overtaken, i.e., when (b− a)
T

(b−m) < 0.

4) Make the robot track a closed path composed of a sequence of lines ajbj , j ∈ {1, . . . , jmax}.
5) Make several identical robots track the same circuit, but with different speeds. Modify the control laws in order

to avoid the collisions.

Exercise 3.2.– Van der Pol car

Consider the car represented on Figure 3.19.

Figure 3.19: Car moving on a plane (view from above)

This car has two controls: the acceleration of the front wheels and the rotation speed of the steering wheel. The
state variables of our system are composed of the position coordinates (the coordinates x, y of the center of the rear
axle, the heading θ of the car and the angle δ of the front wheels) and the speed v of the center of the front axle. The
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Figure 3.20: Car describing the Van der Pol cycle

evolution equation of the car is assumed to be identical to that of a tricycle (see page 49). It is written as:
ẋ

ẏ

θ̇

v̇

δ̇

 =


v cos δ cos θ

v cos δ sin θ
v sin δ

3

u1

u2

 .

1) Simulate this system using an Euler’s method.
2) Perform a first high-gain proportional feedback u = ρ (x, ū) that would allow switching to a cart model of the

form:  ẋ

ẏ

θ̇

 =

 ū1 cos θ

ū1 sin θ

ū2

 .

The new inputs of the feedback system ū1 and ū2 correspond respectively to the speed v and to the angular speed θ̇.
3) Perform a second feedback ū = σ (x,w) that would allow us to control this car’s heading and speed. The new

input will be w = (w1, w2) where w1, w2 correspond respectively to the desired speed and heading.
4) We would like the car to follow a path that obeys the Van der Pol equation:{

ẋ1 = x2

ẋ2 = −
(
0.01 x2

1 − 1
)
x2 − x1

Propose a third controller w = τ (x) that would allow us to perform this. Validate it using a simulation by
superimposing the vector field as in Figure 3.20.

Exercise 3.3.– Anchoring
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Let us consider the robot described by the following state equations:
ẋ = cos θ

ẏ = sin θ

θ̇ = u

The aim of anchoring the robot is to remain within the neighborhood of zero.
1) Does this system have a point of equilibrium ?
2) Given the fact that the problem of remaining around zero admits a rotational symmetry, we suggest switching

from a Cartesian representation (x, y, θ) towards a polar representation (α, d, ϕ), as shown on Figure 3.21. Give the
state equations in the polar representation.

Figure 3.21: Coordinate system change allowing to take advantage of the rotational symmetry

3) How is this new representation of interest for the graphical representation of the system dynamics ?
4) In order to solve the anchoring problem we propose the control law:

u =

{
+1 if cosϕ ≤ 1√

2
(the robot turns to the left)

− sinϕ otherwise (proportional control)

An illustration of this control law is given in Figure 3.22. Explain how this control solves the anchoring problem. Is
there a configuration that allows the robot to move arbitrarily far away from 0 ?

Figure 3.22: Path of the controlled system in order to remain inside the disk

5) Simulate this control law with various initial conditions.

Exercise 3.4.– Discretization of the state space
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Let us consider the following system (which stems from the previous exercise): (i) ϕ̇ =

{
sinϕ
d + 1 if cosϕ ≤ 1√

2(
1
d − 1

)
sinϕ otherwise

(ii) ḋ = − cosϕ

The associated vector field is represented on Figure 3.23, where ϕ ∈ [π, π] and d ∈ [0, 10]. A path φ (t,x0) which
corresponds to the simulation visualized in the previous exercise is also drawn.

Figure 3.23: Vector field associated with our system

On this same figure, the state space is cut into six areas. Indeed, given the adjunction of the line ϕ = π with the
line ϕ = −π, the state space has a cylindrical nature and we have six areas, whereas we can see eight areas on the
figure.

Succession relation. We define the rotation, denoted by ↪→ between zones A,B of the state space as follows:

(A ↪→ B)⇔ ∃x0 ∈ A ∈ φ (η (x0) ,x0) ∈ B

where η (x0) is the time the system exits A.

Convention If there is x0 ∈ A, such that ∀t > 0, φ (t,x0) ⊂ A then η (x0) = ∞. Thus, φ (η (x0) ,x0) ∈ A and
therefore will we have (A ↪→ A).

1) Draw the graph associated with this relation.

2) From this, deduce a superset of the state space in which the system will remain trapped.

Exercise 3.5.– Sailing robot
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Consider the sailboat described by the following state equations:

ẋ = v cos θ + p1a cosψ

ẏ = v sin θ + p1a sinψ

θ̇ = ω

v̇ = fs sin δs−fr sinu1−p2v2
p9

ω̇ = fs(p6−p7 cos δs)−p8fr cosu1−p3ωv
p10

fs = p4 ‖wap‖ sin (δs − ψap)

fr = p5v sinu1

σ = cosψap + cosu2

δs =

{
π + ψap if σ ≤ 0

−sign (sinψap) · u2 otherwise

wap =

(
a cos (ψ − θ)− v
a sin (ψ − θ)

)
ψap = angle wap

where (x, y, θ) corresponds to the posture of the boat, v is its forward speed, ω is its angular speed, fs ( s for sail) is
the force of the wind on the sail, fr (r for rudder) is the force of the water on the rudder, δs is the angle of the sail, a
is the true wind speed, ψ is the true wind angle (see Figure 3.9) and wap is the apparent wind vector. The quantity σ
is an indicator of the sheet tension. Thus, if σ ≤ 0, the sheet is released and the sail is flapping. If σ ≥ 0, the sheet is
stretched and inflated by the wind. In these equations, the pi are design parameters of the sailboat. We will take the
following values, given in international units: p1 = 0.1 (drift coefficient), p2 = 1 (drag coefficient), p3 = 6 000 (angular
friction of the hull against the water), p4 = 1 000 (sail lift), p5 = 2 000 (rudder lift), p6 = 1 (position of the wind’s
center of thrust on the sail), p7 = 1 (position of the mast), p8 = 2 (position of the rudder), p9 = 300 (mass of the
sailboat) and p10 = 10 000 (inertial momentum of the sailboat).

1) Simulate the boat.

2) Implement the controller proposed in Section 3.3. We will use the following parameters ζ = π
4 for the large-angle,

r = 10 m for the radius of the air corridor, δmax
r = 1 rad for the maximum angle of the rudder and β = π

4 for the angle
of the sail in crosswind.

3) Study the singularities (or the discontinuities) of the controller. What may happen if cos(ψ − ϕ) + cos ζ = 0?

Exercise 3.6.– Plane

Consider a flying drone [BEA 12] such as the one represented on Figure 3.24a. This is a 1 kg fully autonomous
plane. One possible model to describe its dynamics, very strongly inspired by those of Faser Ultra Stick [KLE 06] in
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Figure 3.24b, is given by:

ṗ

 ϕ̇

θ̇

ψ̇



v̇

ω̇



=



Reuler (ϕ, θ, ψ) · v

 1 tan θ sinϕ tan θ cosϕ

0 cosϕ − sinϕ

0 sinϕ
cos θ

cosϕ
cos θ

 · ω

9.81 ·

 − sin θ

cos θ sinϕ

cos θ cosϕ

+ fa +

 u1

0

0

− ω ∧ v


−ω3ω2 − ‖v‖

2

10 (β + 2u3 + 5ω1−ω3

‖v‖ )

ω3ω1 − ‖v‖
2

100 (1 + 20α− 2u3 + 30u2 + 300ω2

‖v‖ )
ω1ω2

10 + ‖v‖2
10 (β + u3

2 + ω1−2ω3

2‖v‖ )





Figure 3.24: (a) µ-Stic plane made by the Ensta Bretagne ; (b) Faser Ultra Stick plane from the University of
Minnesota ; (c) graphical representation used for the simulation

with:

α = atan
(
v3

v1

)
, β = asin

(
v2

‖v‖

)

fa =
‖v‖2

500

 − cosα cosβ cosα sinβ sinα

sinβ cosβ 0

− sinα cosβ sinα sinβ − cosα



·

 4 + (−0.3 + 10α+ 10ω2

‖v‖ + 2u3 + 0.3u2)2 + |u2|+ 3 |u3|
−50β + 10ω3−3ω1

‖v‖
10 + 500α+ 400ω2

‖v‖ + 50u3 + 10u2


In this model, all the quantities are given in international units. The vector p = (x, y, z) represents the position of
the drone, with the z axis oriented towards the center of the Earth. The orientation of the drone is represented by
the Euler angles (ϕ, θ, ψ) and the Euler matrix Reuler (ϕ, θ, ψ) is given by Formula (1.9) on page 16. The vector v

represents the speed of the drone expressed in its own coordinate system. The rotation vector of the plane is denoted
here by ω. It is linked to the derivatives of the Euler angles by Formula (1.12) on page 19. Let us note that Formula
(1.12) gives the first three equations of our state model. The angles α and β correspond to the angle of attack and
the sideslip angle. The vector fa corresponds to the acceleration caused by the forces created by air. A simplified
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geometric view of the drone, given in Figure 3.24c, shows a helix for propulsion and two ailerons for direction. The
input vector u = (u1, u2, u3) involved in our state model contained the propulsive acceleration u1 ∈ [0, 10] (in ms−2),
the sum u2 ∈ [−0.6, 0.6] (in radians) of the two aileron angles and u3 ∈ [−0.3, 0.3] (in radians) the differential between
these two ailerons.

1) Simulate this drone. For the graphics, see Figure 3.24c.
2) Propose a heading, elevation and speed control law.
3) We would like the robot to be positioned on a circle of radius r̄ = 100 m, centered around 0 at an altitude of

50 m and a speed of v̄ = 15 ms−1. Give the control law and illustrate the associated behavior of the robot.

Exercise 3.7.– Quadrotor

We consider the quadrotor represented on Figure 3.25.

Figure 3.25: Quadrotor to be controlled

Its dynamic model (see Subsection (1.4.2) page 21) is described by the equations of Figure 3.26. Note that the
graph is represented in a causal manner from the speed ωi of each motor which can be tuned independently to the
position p of the robot. This causal sequence will be used for the synthesis of the controller.

The state variables are the position p of the robot, (ϕ, θ, ψ) the Euler angles, the speed vr expressed in the robot
frame and the rotation vector ωr also expressed in the robot frame. The inertia matrix will be taken as

I =

 10 0 0

0 10 0

0 0 20

 .

Moreover, we will take m = 10, g = 9.81, β = 2, d = 1, and ` = 1, all expressed in the international metric system.
To control this quadrotor, a feedback linearization method could be done, but the computation of the controller is

not easy and assumes that the model corresponds to the true system. Here, we want to use a more pragmatic method,
based on a backstepping technique [KHA 02]. It corresponds to a sequence of loops, each of which inverting one block
in the causal chain. This will make the controller easier to develop and to debug.

1) Propose a feed forward controller with the new input
(
τd0, τ

d
1, τ

d
2, τ

d
3

)
with eliminates the effect of Block (a).

Here, the subscript d means desired since it is what we want for the τi.
2) Using a feedback linearization approach, build a controller with a desired input ωdr and an output τ d1:3 =(

τd1, τ
d
2, τ

d
3

)
, such that the vector ωr converges to ωdr . This loop will make us possible to eliminate Block (b).
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Figure 3.26: Dynamic of the quadrotor represented by a causal chain which links 5 blocks (a), (b), (c), (d), (e)

3) Build a controller with a desired input
(
ϕd, θd, ψd

)
which and an output ωdr , such that the vector (ϕ, θ, ψ)

converges to
(
ϕd, θd, ψd

)
.

4) Add another control loop with an output
(
ϕd, θd, ψd, τd0

)
, based on a vector field approach, so that the quadrotor

follows a path that obeys the Van der Pol equation:{
ẋ1 = x2

ẋ2 = −
(
0.001 x2

1 − 1
)
x2 − x1

The quadrotor should also stay at an altitude of 15m and a speed of vd = 10ms−1. Moreover, we want the front of the
robot points forward. An illustration of what should be obtained is depicted on Figure 3.27. The Van der Pol cycle
is painted green.
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Figure 3.27: Simulation of the quadrotor which follows the Van der Pol cycle

Exercise 3.8.– Isobath

An isobath is an imaginary curve that connects all points having the same depth h(x, y) below a water surface,
i.e., an underwater level curve. Consider an underwater robot described by the state equation:

ẋ = cosψ

ẏ = sinψ

ż = u1

ψ̇ = u2

where (x, y, z) corresponds to the position of the robot and ψ is its heading angle. For the initial condition, we take
x = 2, y = −1, z = −2, ψ = 0. The robot is able to measure its altitude y1 (distance to the seafloor) and the angle y2

of the gradient ∇h(x, y)) of h(x, y) in its own frame using a sonar. Moreoever it is able to know its depth z3 using a
pressure sensor. Thus its observation function is

y1 = z − h(x, y)

y2 = angle(∇h(x, y))− ψ
y3 = −z

For instance, if y =
(
7,−π2 , 2

)
, the robot knows that it is following an isobath corresponding to −y1 − y3 = −7− 2 =

−9m, at a depth of 2m. This is illustrated by Figure 3.28.

1) Propose a controller of the form u = r (y), which makes the robot follows an isobath corresponding to h0 = −9m
at a depth y3 = 2m.

2) Validate your controller using a simulation. An illustration of what should be obtained is depicted on Figure
3.29. For the simulation, we will consider a seafloor described by

h (x, y) = 2 · e−
(x+2)2+(y+2)2

10 + 2 · e−
(x−2)2+(y−2)2

10 − 10.
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Figure 3.28: Underwater robot that has to follow an isobath

Figure 3.29: Simulation of underwater robot (blue) following an isobath. The surface shadow (gray) and the seafloor
shadow are also painted.

Exercise 3.9.– Satellite

Consider the satellite, with coordinates (x1, x2) in orbit around a planet as illustrated on Figure 3.30.
1) We assume that we can control the tangent acceleration of the satellite by a variable u. Show that the state

equations for the system may be written as
ẋ1 = x3

ẋ2 = x4

ẋ3 = − αx1√
x2
1+x2

2

3 + x3u

ẋ4 = − αx2√
x2
1+x2

2

3 + x4u

2) For simplicity, we assume that α = 1. Propose a feedback linearization based method to find a controller for
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Figure 3.30: Planet (blue) at coordinates (0, 0) and the satellite (red) at coordinates (x1, x2)

u (x) such that the satellite converges to the circle of radius R. Conclude.
3) Propose a proportional and derivative controller which stabilizes both the potential energy and the kinetic

energy corresponding to the desired circle. Illustrate the behavior of the control on a simulation.
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Chapter 4

Guidance

In previous chapters, we have studied how to build a control law for a robot described by nonlinear state equations
(see Chapter 2) or when the robot’s behavior is known (see Chapter 3). Guidance is performed on a higher level and
focuses on the setpoint to give the controller in order for the robot to be able to accomplish its assigned mission. It
will therefore have to take into account the knowledge of its surroundings, the presence of obstacles, the roundness of
the Earth, and so forth. Conventionally, guidance is applied in four different environments: terrestrial, marine, aerial
and spatial. Given the fields of application covered in this book, we will not study the spatial environment.

4.1 Guidance on a sphere

For longer paths over the surface of the Earth, the Cartesian coordinate system, which assumes a flat Earth, can
no longer be considered. We then have to rethink our control laws by navigating relative to a spherical coordinate
system (also referred to as geographical coordinates), which rotates together with the Earth. Let us denote by `x the
longitude and by `y the latitude of the point being considered. The transformation in the geographical coordinate
system is written as:

T :

 `x
`y
ρ

→
 x

y

z

 =

 ρ cos `y cos `x
ρ cos `y sin `x
ρ sin `y

 (4.1)

When ρ = 6 370 km, we are on the surface of the Earth, which we will assume to be spherical (see Figure 4.1a).
Let us consider two points a, m on the surface of the Earth, as illustrated on Figure 4.1b, located by their

geographical coordinates. Here, a for instance represents a reference point to reach and m is the center of our robot.
By assuming that the two points a, m are not too far apart (by no more than 100 km), we may consider being in the
plane and use a local map, as shown on Figure 4.2a.

Let us differentiate Relation (4.1). We obtain: dx

dy

dz

 =

 −ρ cos `y sin `x −ρ sin `y cos `x cos `y cos `x
ρ cos `y cos `x −ρ sin `y sin `x cos `y sin `x

0 ρ cos `y sin `y


︸ ︷︷ ︸

=J

·

 d`x
d`y
dρ



This formula can be used to find the geographical coordinates of the cardinal directions, which change depending on
the location of the robot m. For instance, the vector corresponding to East is found in the first column of the matrix
J, North in the second column and the altitude in the third column. We will therefore be able to build a coordinate
system (East-North-Altitude) R1 centered on the robot (in gray in Figure 4.2a) that corresponds to the local map.
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Figure 4.1: (a) Geographical coordinate system ; (b) we would like to express a in the local map R1

The corresponding rotation matrix is obtained by normalizing each column of the Jacobian matrix J. We obtain:

R =

 − sin `x − sin `y cos `x cos `y cos `x
cos `x − sin `y sin `x cos `y sin `x

0 cos `y sin `y

 (4.2)

This matrix can also be expressed in terms of Euler matrix as:

R = Reuler (0, 0, `x) ·RT
euler

(
0, `y −

π

2
,−π

2

)
.

The transformation that allows switching from the geographic coordinate system R0 to the local map R1 is:

v|R1
= RT · v|R0

(4.3)

This coordinate system change relation can be applied in different contexts such as for instance when establishing
coherence in the data collected by two different robots.

Example. A robot situated at m :
(
`mx , `

m
y

)
is moving with a speed vector vm, relative to a fixed ground. This

vector is expressed in the local map of the robot. We want to find the speed with which this vector vm is perceived
in the local map of an observer situated at a :

(
`ax, `

a
y

)
. Following (4.3), we have: vm = RT

(
`mx , `

m
y

)
· v|R0

va = RT
(
`ax, `

a
y

)
· v|R0

Therefore:

va = RT
(
`ax, `

a
y

)
·R
(
`mx , `

m
y

)
· vm.

This kind of calculation is useful when, for instance, two robots are trying to meet.
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Figure 4.2: (a) The map gives a local Cartesian viewpoint around the robot ; (b) a slight shift d`x, d`y, dρ creates a
displacement dx, dy, dz in the local map

Switching to a local map. Let us take a local map Rm centered on a point m, (i.e., a coordinate system
located on the surface of the Earth whose origin is m and whose directions are East-North-upwards. Let us now try
to express in Rm the coordinates (x̃, ỹ, z̃) of a point a located by its GPS coordinates (`x, `y, ρ). We can switch from
the geographical coordinates to the local coordinates with the following relation: x̃

ỹ

z̃

+

 0

0

ρm


︸ ︷︷ ︸

oa|Rm

(4.3)
=

 − sin `mx cos `mx 0

− cos `mx sin `my − sin `mx sin `my cos `my
cos `mx cos `my cos `my sin `mx sin `my


︸ ︷︷ ︸

RT(`mx ,`my )

·

 ρ cos `y cos `x
ρ cos `y sin `x
ρ sin `y


︸ ︷︷ ︸

oa|R0

where o is the origin corresponding to the center of the Earth. When `mx ' `x and `my ' `y, a first-order approximation
is directly obtained with the aid of Figure 4.3. x̃

ỹ

z̃

 '
 ρ · cos `y · (`x − `mx )

ρ ·
(
`y − `my

)
ρ− ρm

 . (4.4)

Note that the circle of latitude has a radius of ρ cos `y.
When the robot is moving in a small area, we often choose a reference point corresponding to its launch position.

4.2 Path planning

When the robot is completely autonomous, the desired path must be planned out [LaV 06]. Very often, these paths
are polynomials, for two reasons. First of all, the space of polynomials has a vector space structure and can therefore
utilize the power of linear algebra. Second, they are easier to differentiate, which is useful for feedback linearization,
since it requires the successive derivatives of the setpoints.

4.2.1 Simple example

Let us illustrate how such a planning is performed on the example of a robot tank. Assume that at the initial
moment t = 0, the robot is located at the point (x0, y0) and that we would like to reach the point (x1, y1) at time t1
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Figure 4.3: Getting Cartesian coordinates in a local frame centred in m

with a speed equal to (v1
x, v

1
y). We suggest a polynomial path of the form:

xd = axt
2 + bxt+ cx

yd = ayt
2 + byt+ cy

We need to solve the system of equations:

cx = x0, cy = y0

axt
2
1 + bxt1 + cx = x1 ayt

2
1 + byt1 + cy = y1,

2axt1 + bx = v1
x, 2ayt1 + by = v1

y

which is linear. We easily obtain:

ax
ay
bx
by
cx
cy


=



1
t21
x0 − 1

t21
x1 + 1

t1
v1
x

1
t21
y0 − 1

t21
y1 + 1

t1
v1
y

−v1
x − 2

t1
x0 + 2

t1
x1

−v1
y − 2

t1
y0 + 2

t1
y1

x0

y0


We therefore have:

ẋd = 2axt+ bx ẏd = 2ayt+ by
ẍd = 2ax, ÿd = 2ay

By inserting these quantities into a control law obtained using linearizing feedback (as is the case for instance with
Equation (2.9)), we obtain a controller that meets our objectives.
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4.2.2 Bézier polynomials

Here we will look at generalizing the approach presented in the previous section. Given the control points
p0,p1, . . . ,pn, we can generate a polynomial f(t) such that f(0) = p0, f(1) = pn and such that for t ∈ [0, 1],
the polynomial f(t) is successively attracted by the pi with i ∈ {0, . . . , n}. In order to correctly understand the
method of building Bézier polynomials, let us examine various cases:

• case n = 1. We take the standard linear interpolation:

f (t) = (1− t) p0 + tp1.

The point f (t) corresponds to a barycenter between the control points p0 and p1, and the weights assigned to
these two points change with time:

• case n = 2. We now have three control points p0,p1,p2. We create an auxiliary control point p01 which moves
on the segment [p0,p1] and another p12 which is associated with the segment [p1,p2]. We take:

f (t) = (1− t) p01 + tp12

= (1− t) ((1− t) p0 + tp1)︸ ︷︷ ︸
p01

+ t((1− t) p1 + tp2)︸ ︷︷ ︸
p12

= (1− t)2
p0 + 2 (1− t) tp1 + t2p2.

We thus obtain a second-order polynomial ;

• case n = 3. We apply the previous method for four control points. We obtain:

f (t) = (1− t) p012 + tp123

= (1− t) ((1− t) p01 + tp12)︸ ︷︷ ︸
p012

+ t((1− t) p12 + tp23)︸ ︷︷ ︸
p123

= (1− t)3
p0 + 3 (1− t)2

tp1 + 3 (1− t) t2p2 + t3p3

Figure 4.4: Illustration of second-order B-splines

• for a given n, we obtain:

f (t) =

n∑
i=0

n!

i! (n− i)!
(1− t)n−i ti︸ ︷︷ ︸

bi,n(t)

pi.

The polynomials bi,n (t), called Bernstein polynomials, form a basis of the space of n-degree polynomials. When
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we increase the degree (i.e., the number of control points), numerical instability and oscillations appear. This is
called Runge’s phenomenon. For complex curves with hundreds of control points, it is preferable to use B-splines
corresponding to a concatenation of Bézier curves of limited order. Figure 4.4 illustrates such a concatenation in
which, for each group of three points, we can calculate a second-order Bézier polynomial.

4.3 Voronoi diagram

Let us consider n points p1, . . . ,pn. Contrarily to the previous sections, the pi here do not correspond to control
points, but to point obstacles that we try to avoid. To each of these points, we associate the set:

Pi =
{
x ∈ Rd,∀j, ‖x− pi‖ ≤ ‖x− pj‖

}
.

For all i, this set is a polygon. The collection of these Pi is called a Voronoi diagram. Figure 4.5 represents a set of
points with the associated Voronoi diagram. If an environment contains obstacles, the robot will have to plan a path
that remains on the borders of the Pi.

Figure 4.5: Voronoi diagram

Delaunay triangulation. Given n points in space, we can use the Voronoi diagrams to perform a triangulation
of the space. This corresponding triangulation, referred to as Delaunay triangulation, allows maximizing the quantity
of acute angles and thus avoid elongated triangles. It is obtained by connecting the neighboring points of the
corresponding regions with an edge in the Voronoi diagram. In a Delaunay triangulation none of the triangles contains
another point within its circumscribed circle. Figure 4.6 represents the Delaunay triangulation associated with the
Voronoi diagram in Figure 4.5. A Delaunay triangulation is often used in robotics to represent space such as for
example the area already explored, restricted areas, lakes, etc. We often associate a color with each triangle following
the characteristics of the space the triangle belongs to (water, land, road, etc.).

4.4 Arti�cial potential �eld method

A mobile robot has to move in a congested environment that contains mobile and stationary obstacles. The
artificial potential field method [LAT 91] consists of imagining that the robot can behave like an electric particle that
can be attracted or repelled by other objects following the sign of their electric charge. This is a reactive approach to
guidance in which the path is not planned in advance. In physics, we have the following relation:

f = −gradV (p) ,
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Figure 4.6: Delaunay triangulation

where p is the position of point particle in space, V is the potential and f the force applied on the particle. We will
have the same relation in mobile robotics, but with p the position of the center of the robot, V a potential imagined
by the robot and f the speed vector to follow. The potential fields will help us express a desired behavior for a robot.
The obstacles will be represented by potentials exerting a repulsive force on the robot while the objective to follow
will exert an attractive force. In a situation where several robots need to remain grouped while avoiding collisions,
we can use a near-field repulsive potential and a far-field attractive potential. More generally, the vector fields used
might not derive from a potential, as is the case if we would like the robot to have a cyclic behavior. The following
table gives several types of potential that can be used:

Potential V (p) −grad(V (p))

attractive conical ‖p− p̂‖ − p−p̂
‖p−p̂‖

attractive quadratic ‖p− p̂‖2 −2 (p− p̂)

attractive plane or line (p− p̂)
T · n̂ n̂T · (p− p̂) −2 n̂ n̂T (p− p̂)

repulsive 1
‖p−q̂‖

(p−q̂)

‖p−q̂‖3

uniform −v̂T · p v̂

In this table, p̂ represents an attractive point, q̂ a repulsive point and v̂ a desired speed for the robot. In the
case of the attractive plane, p̂ is a point of the plane and n̂ is a vector orthonormal to the plane. By adding several
potentials, we can ask the robot (which is supposed to follow the direction that tends to decrease the potential) to
accomplish its objectives while moving away from the obstacles. Figure 4.7 represents three vector fields derived from
artificial potentials. The one on the left corresponds to a uniform field, the one in the middle to a repulsive potential
that is added to a uniform field and the one on the right to the sum of an attractive potential and a repulsive potential.
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Figure 4.7: Artificial potential fields
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Exercises

Exercise 4.1.– Pursuit on a sphere

Consider a robot R moving on the surface of a sphere similar to that of the Earth, with a radius of ρ = 30 m.
This robot is located by its longitude `x, its latitude `y and its heading ψ, relative to the East. In a local coordinate
system, the state equations of the robot are of the type:

ẋ = cosψ

ẏ = sinψ

ψ̇ = u

1) Give the state equations in the case in which the state vector is (`x, `y, ψ).

2) Simulate this evolving system graphically in 3D.

3) A second robot Ra, described by the same equations, is moving randomly on the sphere (see Figure 4.8). Suggest
a control law that allows the robot R to meet the robot Ra.

Figure 4.8: On the sphere, the robot R follows the robot Ra

Exercise 4.2.– Planning a path
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Let us consider a scene with two triangles as shown on Figure 4.9, and a robot described by the state equations:
ẋ = v cos θ

ẏ = v sin θ

θ̇ = u1

v̇ = u2

with initial state (x, y, θ, v) = (0, 0, 0, 1). This robot has to reach the point with coordinates (8, 8).

Figure 4.9: The robot has to follow a path without hitting the obstacles

1) Write a program in order to find the control points for a Bézier polynomial that connects the initial position to
the desired position as shown on the Figure.

2) Using feedback linearization, deduce the control law that allows to reach the objective in 50 sec.

Exercise 4.3.– Drawing a Voronoi diagram

Let us consider the ten points in Figure 4.10. Draw the associated Voronoi diagram on a piece of paper as well as
the corresponding Delaunay triangulation.

Figure 4.10: Ten points for which we want to build a Voronoi diagram
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Exercise 4.4.– Calculating a Voronoi diagram

1) Show that if x and y are two vectors of Rn, we have the so-called polarization equations:{
‖x− y‖2 = ‖x‖2 + ‖y‖2 − 2 〈x,y〉

For this, develop the expression of the scalar product 〈x− y,x− y〉.
2) Let us consider n + 1 points a1, . . .,an+1 and their circumscribed sphere denoted by S. With the aid of the

previous question, give an expression, in function of the ai, of the center c of S and of its radius r.
3) Let us now consider three points in the plane a1,a2,a3. Which conditions must be verified for m to be within

the circle circumscribed to the triangle
(
a1,a2,a3

)
?

4) Consider m points in the plane p1, . . . ,pm, a Delaunay triangulation is a partition of the space into triangles
T (k) =

(
a1 (k) ,a2 (k) ,a3 (k)

)
, whose vertices are taken from the pi such that each circle C (k) circumscribed to this

triangle T (k) contains none of the pi. Write a program that takes m = 10 random points of the plane and draws a
Delaunay triangulation. What is the complexity of the algorithm ?

5) Given the triangulation established in the previous question, build a Voronoi diagram associated with the points
a1, . . .,an+1.

Exercise 4.5.– Heading control of a Dubins car

The results of this exercise will be used in Exercise 4.6 for calculating Dubins paths. A Dubins car is described by
the state equations:

ẋ = cos θ

ẏ = sin θ

θ̇ = u

θ is the robot’s heading and (x, y) the coordinates of its center. This robot has to be aligned with a heading setpoint
θ̄.

1) We assume that the input u ∈ [−1, 1]. Give an analytic expression of the error angle δ ∈ [−π, π] in function of
θ and θ̄ that indicates the angle the robot has to turn by in order to reach its setpoint as fast as possible. Taken into
account that the expression of δ has to be periodic relative to θ and θ̄. Indeed, the angles of −π, π or 3π have to be
considered as equivalent. Give the associated control law and simulate it.

2) Same as above, with the exception that the robot can only turn left (in the direct trigonometric sense), i.e.,
u ∈ [0, 1]. Let us note that now, δ ∈ [0, 2π].

3) Same as above, but the robot can now only turn right, i.e. u ∈ [−1, 0].

Exercise 4.6.– Dubins paths

As in the previous exercise, let us consider a robot moving on a plane, described by:
ẋ = cos θ

ẏ = sin θ

θ̇ = u

where θ is the robot’s heading and (x, y) the coordinates of its center. Its state vector is given by x = (x, y, θ) and its
input u must remain within the interval [−umax, umax]. This is the Dubins car [DUB 57] corresponding to the simplest
possible nonholonomic mobile vehicle. Despite its simplicity, it illustrates many difficulties that may appear within
the context of nonholonomic robots.
1) Calculate the maximum radius of curvature r that can be executed by the path of the robot.

Page 113 of 191



Luc Jaulin Mobile robotics

2) Dubins showed that in order to switch from a configuration a = (xa, ya, θa) to a configuration b = (xb, yb, θb)

that are not too close together (i.e., separated by a distance superior to 4r), the minimum time strategy always consists
of (1) turning to the maximum in one direction (i.e., u = ±umax) ; (2) moving straight ahead ; (3) then turning to
the maximum again. The path corresponding to such a maneuver is called a Dubins path, and is thus composed of a
starting arc, a segment and a termination arc. There are four ways to construct a Dubins path: LSL, LSR, RSL, RSR,
where L means left, R means right and S stands for straight ahead. Give a configuration for a and b such that none
of the four paths corresponds to an optimal strategy (and therefore a and b are quite close together). A situation in
which the optimal strategy is RLR will be chosen.

3) In the case of an RSL strategy as illustrated on Figure 4.11, calculate the length L of the Dubins path in function
of a and b.

Figure 4.11: In bold : an RSL-type (Right-Straight-Left) Dubins path leading from a to b ; in dotted : an RLR-type
Dubins path

4) In the case of an LSL strategy, calculate the length L of the Dubins path in function of a and b.
5) By using the reflection symmetry of the problem, deduce L in the case of RSR and LSR strategies, then write a

function that calculates L in all situations. For this, the two Booleans εa ,εb will be used, which are equal to 1 if the
corresponding arc is in the forward direction (i.e. to the left) and −1 otherwise.

6) Use the previous questions to write program that calculates the minimum length path for a Dubins car.

Exercise 4.7.– Artificial potentials

A robot situated at p = (x, y) must reach a target of unknown movement whose position p̂ and speed v̂ are known
at the present time. This pair (p̂, v̂) might for instance correspond to a setpoint given by a human operator. A fixed
obstacle located at position q̂ must be avoided. We model the desired behavior of our robot by the potential:

V (p) = −v̂T · p + ‖p− p̂‖2 +
1

‖p− q̂‖

where the potential −v̂T ·p represents the speed setpoint, the potential ‖p− p̂‖2 makes the target position p̂ attractive
and the potential 1

‖p−q̂‖ makes the obstacle q̂ repulsive.
1) Calculate the gradient of the potential V (p) and deduce the speed vector setpoint w (p, t) to apply to our robot

so that it responds correctly to this potential.
2) We assume that our robot obeys the following state equations:

ẋ = v cos θ

ẏ = v sin θ

v̇ = u1

θ̇ = u2

Give the control law that corresponds to the desired potential field. We will use the same principle as the one shown
in Figure 4.12. First of all, disassemble the robot (in grey on the figure) into a chain made of two blocks. The first
block forms the speeds from the actuators and the second builds the position vector p = (x, y). Then calculate the
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left inverse of the first block in order to end up with a system of the type:{
ẋ = v̄ cos θ̄

ẏ = v̄ sin θ̄

Use a simple proportional control to perform this approximate inversion. Then, generate the new input
(
v̄, θ̄
)
using

the potential to be satisfied. Illustrate the behavior of the robot with a target p̂ = (t, t) and a fixed obstacle placed
at q̂ = (4, 5).

Figure 4.12: Controller (dotted) obtained by the potential method

3) We would now like to follow the target p̂ with a mobile obstacle at q̂ with:

p̂ =

(
cos t

10

2 sin t
10

)
and q̂ =

(
2 cos t5
2 sin t

5

)
.

Adjust the parameters of the potential in order to follow the target without hitting the obstacle. Illustrate the behavior
of the controlled robot.

Exercise 4.8.– Flocking

We consider m = 20 robots described by the following state equations:
ẋi = cos θi
ẏi = sin θi
θ̇i = ui

The state vector is x(i) = (xi, yi, θi). These robots can see all other robots, but are not able to communicate with
them. We want that there robots behave as a flock as illustrated by Figure 4.13. Basic models of flocking behavior
are controlled by three rules of Reynolds: the separation (short range repulsion) the alignment and the cohesion (long
range attraction). Using a potential based method, find a controller for each robot to obtain a flock.
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Figure 4.13: Illustration of the flocking behavior from a random initialization

Exercise 4.9.– Platooning

We consider m = 10 robots turning on a circular road of circumference L = 100m and with radius r = L
2π . Each

robot Ri satisfies the following state equations{
ȧi = vi
v̇i = ui

The state vector is x(i) = (ai, vi) where ai corresponds to the position of the robot and vi to its speed. Each robot Ri
is equipped with a radar which returns the distance di to the previous robot Ri−1 and its derivative ḋi, as illustrated
by Figure 4.14.
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Figure 4.14: Platooning on the circle

1) Write the expression of the observation function g (ai− , ai, vi− , vi) which returns the vector y(i) =
(
di, ḋi

)
. In

this formula, i− = i− 1 if i > 0 and i− = m if i = 0. Indeed, since the road is circular, the robot R1 follows the robot
Rm.

2) Propose a proportional and derivative control so that the robots will get a uniform distribution and go at a
speed equal to v0 = 10ms−1. Check with a simulation.

3) In case of stability, prove theoretically that when the steady behavior is reached, all robots have a speed equal
to v0 and they are uniformly distributed.

4) Prove the stability of the system for 4 robots.
5) Provide a simulation with 10 robots.

Exercise 4.10.– Action on a vector field

Given a state equation ẋ = f(x) where x ∈ Rn and a diffeomorphism g : Rn → Rn. The action by g on f is defined
by

g • f =

(
dg

dx
◦ g−1

)
·
(
f ◦ g−1

)
.

1) Show that if y = g(x), then we have ẏ = g • f(y).
As a consequence, the action by g on the system ẋ = f(x) is the new system ẏ = (g • f) (y).
2) Consider the system in polar coordinates as(

ṙ

θ̇

)
=

(
−r
(
r2 − 1

)
1

)
,

where r ≥ 0. Study the behavior and the stability of the system.
3) Define the vector

x = g(r, θ) = r

(
cos θ

sin θ

)
where g is seen as an action. Show that

ẋ =

(
−x3

1 − x1x
2
2 + x1 − x2

−x3
2 − x2

1x2 + x1 + x2

)
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and draw the vector corresponding vector field.

4) Take g(x) = Ax, and show that

(g • f) (x) = A · f(A−1 · x)

5) From the previous questions find the expression of a vector field such that the limit cycle is clockwise stable and
corresponds to an ellipse with a major radius 2, a minor radius 1 and an inclination of π

4 . Draw the corresponding
vector field.

Exercise 4.11.– Eight circuit

Consider a robot moving on a plane and described by the following state equations:
ẋ1 = cosx3

ẋ2 = sinx3

ẋ3 = u

where x3 is the heading of the robot and (x1, x2) are the coordinates of its center. The state vector is given by
x = (x1, x2, x3). In this exercise, we want to find a controller such that the robot follows a path with a eight shape.

1) The expression of a vector field converging counterclockwise to a circle of radius 1 is given by(
ṗ1

ṗ2

)
= Φ0(p) =

(
−p3

1 − p1p
2
2 + p1 − p2

−p3
2 − p2

1p2 + p1 + p2

)
Find the expression of a vector field Φε,ρ,c attracted by a circle of radius ρ and center c, where the attraction is
counterclockwise of ε = 1 and clockwise if ε = −1.

2) Propose a controller so that the robot follows counterclockwise a circle with a radius ρ = 2 and a center c = (2, 0).
Illustrate the behavior of the controller by simulation. The wanted behavior of the controller is illustrated by Figure
4.15.
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Figure 4.15: The car is attracted counterclockwise by the circle

3) Considering two vector fields of the form Φε,ρ,c, build an automaton with four states so that the robot is
attracted by a cycle corresponding to an eight circuit as illustrated by Figure 4.16.

Figure 4.16: The robot following an eight circuit
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Chapter 5

Instantaneous localization

Localization consists of finding the position of the robot (i.e., the coordinates of its center as well as its orientation),
or more generally all its degrees of freedom. This problem is encountered in navigation, where we need to approximate
the position, orientation and speed of the robot. The problem of localization is often considered to be a particular
case of state estimation, which will be presented in the following chapters. However, in the case where an accurate
state model is not available for our robot, an instantaneous localization often remains possible and may be sufficient
for making a decision. Let us take for instance the situation in which we are aboard a ship and have just detected a
lighthouse whose absolute position and height are known. By measuring the perceived height of the lighthouse and
its angle relative to the ship, we may deduce the position of the ship using a compass and this, without using a state
model for the ship. Instantaneous, or model-free localization is an approach to localization that does not utilize the
evolution equation of the robot, i.e., it does not seek to make the measures coherent through time. This localization
mainly consists of solving equations of geometric nature which are often nonlinear. The variables involved may be
position variables or kinematic variables such as speed or accelerations. Since these localization methods are specific
and quite far from state estimation methods, we will devote an entire chapter to them. After introducing the main
sensors used for localization, we will present goniometric localization (in which the robot uses the angles of perception
of landmarks) followed by multilateration which uses distances between the robot and the landmarks.

5.1 Sensors

The robots are equipped with numerous sensors that are used for their localization. We will now present some of
these.

Odometers. Robots with wheels are generally equipped with odometers that measure the angular movements
of the wheels. Given only the odometers, it is possible to calculate an estimation of the position of the robot. The
precision of such a localization is very low given the systematic integration of the estimation error. We say that the
estimation is drifting.

Doppler log. This type of sensor, mainly used in underwater robotics, allows to calculate the speed of the robot.
A Doppler log emits ultrasounds that are reflected by the ocean bed. Since the ocean bed is immobile, the sensor is
able to estimate the speed of the robot by using the Doppler effect with a very high precision (around 0.1 m/s).

Accelerometers. These sensors provide measurements of the instantaneous forward acceleration. The principle
of the axis-based accelerometer is illustrated on Figure 5.1. Generally, three accelerometers are used by the robot.
Due to gravity, the value measured according to the vertical axis must be compensated.

Gyro or gyroscope. These sensors provide measurements of the instantaneous rotation speed. There are three
types of gyros: the Coriolis vibratory gyro, the mechanical gyro and the optical gyro. The principle of the Coriolis
vibratory gyro is illustrated on the left of Figure 5.2. A vertical rod placed on a horizontal disk vibrates from left to
right. As a result of the Coriolis force, if the disk rotates there is an angular vibration following the axis of the rod
whose amplitude allows to get the rotation speed of the disk. If the disk is not rotating, there is a forward rotation,
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Figure 5.1: Operating principle of an accelerometer

but it is not angular. Piezoelectric gyros, very widely used for low-cost robotics, form a subclass of Coriolis vibratory
gyroscopes. These gyros exploit the variation of the amplitude of a piezoelectric oscillator induced by the Coriolis
force, due to the rotation applied to the sensor. Mechanical gyros make use of the fact that a rotating body tends to
preserve its rotational axis if no torque is subjected to it. A well-known example is the gimbal gyroscope invented by
Foucault, represented on the right side of Figure 5.2. A flywheel at the center rotates with high speed. If the base
of the gyroscope moves, the two gimbal angles ψ, θ will change, but the rotation axis of the flywheel will not. From
the values of ψ, θ, ψ̇, θ̇, we can find the rotation speed of the base (which is fixed on the robot). If the rotation axis
of the flywheel is initialized correctly, and in a perfect situation in which no torque is exerted on this flywheel, such a
system would theoretically give us the orientation of the robot. Unfortunately, there is always a small drift and only
the rotation speed can be given in a reliable and drift-free way.

Figure 5.2: Coriolis vibratory gyroscope and gimbal gyroscope

More recent, optical gyroscopes can be as precise as mechanical ones. They make use of the Sagnac effect (for
a circular optical path, the time taken by light to make a complete lap depends on the direction of the path) and
have a precision of around 0.001 deg/s. Their principle is illustrated in Figure 5.3. On figure (a), the laser leaves the
light source represented by the black disk. On figure (b), the beam splitter creates two other beams which travel in
opposite directions in the optical loop. After rebounding several times on the three mirrors represented in grey, the
two beams meet. Since the beams intersect on the left, the gyro rotates in the opposite trigonometric direction (c).
The beams are separated again on figure (d). The two beams that arrive at the receiver are not in phase. Their phase
offset allows to find the rotation speed of the gyro, which is fixed on the robot.

Inertial unit. An inertial measurement unit associates a gyro and an accelerometer in order to increase the
precision of the estimation. More recent ones merge other types of information such as the estimated speed or even
take into account Earth’s rotation. For instance, the Octans III unit of the IXBLUE company uses the Sagnac effect
together with Earth’s rotation in order to deduce the direction of the Earth’s North-South axis in the robot’s coordinate
system. Knowing this direction gives us two equations involving the Euler angles of the robot (see paragraph 1.2)
which are the bank φ, the elevation θ and the heading ψ of the robot, expressed in a local coordinate system. Due to
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the accelerometer included in the unit, it is possible to deduce the gravity vector from the above and thus to generate
an additional equation which will allow to calculate the three Euler angles. Let us note that the accelerometers also
give us the accelerations in all directions (the surge in the direction of the robot, the heave (in the vertical direction),
the sway for lateral accelerations). The knowledge of the gravity vector and the axis of rotation theoretically allows,
using a simple scalar product, to find the latitude of the robot. However, the obtained precision is too low to be taken
into account in localization.

Figure 5.3: Principle of the Sagnac effect for optical gyroscopes

Barometer. This measures pressure. In the case of underwater robots, it allows to deduce the depth of the robot
with a precision of 1 cm. For indoor flying robots, the barometer is used to measure the altitude with a precision of
around one meter.

GPS (Global Positioning System). The GNSS (Global Navigation Satellite System) is a satellite navigation
system that provides a geolocalization service covering the entire world. Nowadays, the American NAVSTAR system
(NAVigation System by Timing And Ranging) and the Russian GLONASS system (GLObalnaya NAvigazionnaya
Sputnikovaya Sistema) are operational. Two other systems are being developed: the Chinese Compass system and the
European Galileo system. In practice, our mobile robots will use the American system, operational since 1995, that
we will refer to as GPS. Originally designed for exclusive military use, the precision of civil applications was limited
to several hundreds of meters by a deliberate degradation of civil signals. The deactivation of this degradation in 2000
allowed the precision to increase to about ten meters. Given that electromagnetic waves (here around 1.2 MHz) do
not propagate under water or across walls, the GPS does not function within buildings or in water. Thus, during a
diving experiment, an underwater robot can only be localized by GPS when it begins its dive or when it resurfaces.
When a georeferenced station is near the robot and advises it about the errors in distance calculated for each satellite,
a localization with a precision of ±1 m is possible. This operating mode forms the so-called differential GPS or DGPS.
Finally, by using the phase, it us possible to achieve even a centimeter precision. This is the principle of the kinematic
GPS . A detailed and educational presentation of the GPS can be found in the thesis of Vincent Drevelle [DRE 11].
In practice, a GPS gives us a longitude `x and a latitude `y and it is often comfortable to convert it to Cartesian
coordinates in a local coordinate system (o, i, j,k) fixed within the area in which the robot is evolving. Let us denote
by `0x and `0y the longitude and the latitude expressed in radians at the origin o of this coordinate system. We will
assume that the vector i indicates the North, j indicates the East and k is oriented towards the center of the Earth.
Let p = (px, py, pz) be the coordinates of the robot expressed in the coordinate system (o, i, j,k). From the latitude
and longitude given by the GPS, we can deduce the first two coordinates of the robot, expressed in meters in the local
coordinate system, by using the following relation (see Equation (4.4) on page 105):(

px
py

)
= ρ

(
0 1

cos `y 0

)(
`x − `0x
`y − `0y

)
=

(
ρ
(
`y − `0y

)
ρ cos `y ·

(
`x − `0x

) )
where ρ corresponds to the distance between o and the center of the Earth (ρ ' 6 371 km, if o is not too far from sea
level). This formula is valid everywhere on Earth, if we assume that the Earth is spherical and if the robot is in the
neighborhood of the origin o (let us say a distance inferior to 100 km). In order to understand this formula, we must
note that ρ cos (`y) corresponds to the distance between o and the rotational axis of the Earth. Thus, if a robot is
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moving on a latitude parallel `y, by modifying its longitude by an angle α > 0, it will have traveled αρ cos `y meters.
Similarly, if this robot is moving on a meridian with an angle β in latitude, it will have traveled βρ meters.

Radar or sonar. The robot emits electromagnetic or ultrasound waves. It recovers their echoes and builds an
image that it interprets in order to map its surroundings. The radar is mainly used by surface or flying robots. The
sonar is used as a low-cost rangefinder by robots with wheels as well as in underwater robotics.

Cameras. Cameras are low-cost sensors used for the recognition of objects. They are also used as goniometers by
finding angles relative to landmarks that will then be used for localization.

5.2 Goniometric localization

5.2.1 Formulation of the problem

The problem consists of using angles measured between the robot and the landmarks, whose position as a function
of time is known, for localization. Let us consider the robot in Figure 5.4 moving on a plane. We call bearing the
angle αi between the axis of the robot and the vector pointing towards the landmark. These angles could have been
obtained, for instance, using a camera.

Figure 5.4: A robot moving on a plane, measures the angles in order to locate itself

Recall that two vectors u,v of R2 are collinear if their determinant is zero, i.e., if det (u,v) = 0. Thus, for each
landmark, we have the relation:

det

((
xi − x
yi − y

)
,

(
cos (θ + αi)

sin (θ + αi)

))
= 0 ,

i.e.,

(xi − x) sin (θ + αi)− (yi − y) cos (θ + αi) = 0, (5.1)

where (xi, yi) are the coordinates of the landmark ai and θ is the robot’s heading.

5.2.2 Inscribed angles

Inscribed Angle Theorem: Consider a triangle abm as represented on Figure 5.5. Let us denote by c the
center of the circle circumscribed to this triangle (i.e., c is at the intersection of the three perpendicular bisectors).
Let α = âmc, β = ĉmb, γ = âcb. We have the angular relation:

γ = 2 (α+ β) .
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Figure 5.5: Illustration of the Inscribed Angle Theorem

Proof. Since the two triangles amc and cmb are isosceles. We thus find the angles α and β as shown on the figure.
By going around the point c we obtain:

γ + (π − 2β) + (π − 2α) = 2π

Thus γ = 2α+ 2β. �

A consequence of this theorem is that if m moves on the circle, the angle α+ β will not move.

Inscribed arcs. Let us consider two points a1 and a2. The set of points m such that the angle â1ma2 is equal
to α is a circle arc, referred to as an inscribed arc. We can show this from Relations (5.1) or from the Inscribed Angle
Theorem. Goniometric localization often breaks down to intersecting arcs. Figure 5.6 illustrates the concept of an
inscribed arc.

Figure 5.6: The three cars perceive the landmarks with the same angle

5.2.3 Static triangulation of a plane robot

5.2.3.1 Two landmarks and a compass

In the case where we have two landmarks and a compass, we have, following (5.1), the two relations:{
(x1 − x) sin (θ + α1)− (y1 − y) cos (θ + α1) = 0

(x2 − x) sin (θ + α2)− (y2 − y) cos (θ + α2) = 0
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Or equivalently(
sin (θ + α1) − cos (θ + α1)

sin (θ + α2) − cos (θ + α2)

)
︸ ︷︷ ︸

A(θ,α1,α2)

(
x

y

)
=

(
x1 sin (θ + α1)− y1 cos (θ + α1)

x2 sin (θ + α2)− y2 cos (θ + α2)

)
︸ ︷︷ ︸

b(θ,α1,α2,x1,y1,x2,y2)

i.e., (
x

y

)
= A−1 (θ, α1, α2) · b (θ, α1, α2, x1, y1, x2, y2) .

The problem of localization is therefore a linear one, which can be solved analytically. We have an identifiability
problem if the matrix to invert has zero determinant, i.e.,

sin (θ + α1) cos (θ + α2) = cos (θ + α1) sin (θ + α2)

⇔ tan (θ + α2) = tan (θ + α1)

⇔ θ + α2 = θ + α1 + kπ, k ∈ N
⇔ α2 = α1 + kπ, k ∈ N

This corresponds to a situation in which the two landmarks and the robot are aligned.

5.2.3.2 Three landmarks

If we no longer have a compass, we need at least three landmarks. We then need to solve the system of three equations
and three unknowns:

(xi − x) sin (θ + αi)− (yi − y) cos (θ + αi) = 0, i ∈ {1, 2, 3}.

It can be shown that this system always has a unique solution, except when the robot is located on the circle that
passes through all three landmarks. Indeed, in such a case the inscribed angles are superimposed.

5.2.4 Dynamic triangulation

5.2.4.1 One landmark, a compass, several odometers

In the case of dynamic state observation, we are looking for the relation that connects the position of the robot to
the derivatives of the values measured. For localization, we will assume that a single landmark is available to us. We
will use the equations:{

ẋ = v cos θ

ẏ = v sin θ
(5.2)

where v represents the speed of the robot measured by the odometer and θ its heading measured by the compass.
These equations, which are kinematic in nature, are not supposed to describe the behavior of a particular robot with
the aim of controlling it. The inputs v and θ are not necessarily the real inputs of the system that we can act on.
These equations have to be understood as a simple differential relation between the variables of a plane robot. By
differentiating Relation (5.1), we obtain:

(ẋi − ẋ) sin (θ + αi) + (xi − x)
(
θ̇ + α̇i

)
cos (θ + αi)

− (ẏi − ẏ) cos (θ + αi) + (yi − y)
(
θ̇ + α̇i

)
sin (θ + αi) = 0

(5.3)
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Let us take the relations (5.1) and (5.3) for i = 1. By isolating x and y, we obtain:(
x

y

)
=

(
sin (θ + α1) cos (θ + α1)

− cos (θ + α1) sin (θ + α1)

)
·

(
−y1 x1

x1 − ẏ1−v sin θ

θ̇+α̇1

ẋ1−v cos θ

θ̇+α̇1
+ y1

)(
cos (θ + α1)

sin (θ + α1)

) (5.4)

This relation can allow us to be located using a single mobile or fixed landmark and other proprioceptive sensors.
For instance, in the case where we have a compass and several odometers (for a robot on wheels), we are able to
measure the heading θ using the compass, the speed v and θ̇ using the odometers. Relation (5.4) then allows us to
calculate the position x and y at the given moment in time.

5.2.4.2 One landmark, no compass

In the situation where the compass is not present, we are missing an equation. We either need to add a second
landmark, or differentiate again. Let us remain with a single landmark and differentiate Relation (5.3), we obtain:

(ẍ1 − ẍ) sin (θ + α1)− (ÿ1 − ÿ) cos (θ + α1)

+ (x1 − x)
(
θ̈ + α̈1

)
cos (θ + α1) + (y1 − y)

(
θ̈ + α̈1

)
sin (θ + α1)

+2 (ẋ1 − ẋ)
(
θ̇ + α̇1

)
cos (θ + α1) + 2 (ẏ1 − ẏ)

(
θ̇ + α̇1

)
sin (θ + α1)

− (x1 − x)
(
θ̇ + α̇1

)2

sin (θ + α1) + (y1 − y)
(
θ̇ + α̇1

)2

cos (θ + α1) = 0

Moreover:{
ẍ = v̇ cos θ − vθ̇ sin θ

ÿ = v̇ sin θ + vθ̇ cos θ

We thus obtain a system of three equations with three unknowns x, y, θ:

(x1 − x) sin (θ + α1)− (y1 − y) cos (θ + α1) = 0

(ẋ1 − v cos θ) sin (θ + α1) + (x1 − x)
(
θ̇ + α̇1

)
cos (θ + α1)

− (ẏ1 − v sin θ) cos (θ + α1) + (y1 − y)
(
θ̇ + α̇1

)
sin (θ + α1) = 0(

ẍ1 − v̇ cos θ + vθ̇ sin θ
)

sin (θ + α1)−
(
ÿ1 − v̇ sin θ − vθ̇ cos θ

)
cos (θ + α1)

+ (x1 − x)
(
θ̈ + α̈1

)
cos (θ + α1) + (y1 − y)

(
θ̈ + α̈1

)
sin (θ + α1)

+2 (ẋ1 − v cos θ)
(
θ̇ + α̇1

)
cos (θ + α1) + 2 (ẏ1 − v sin θ)

(
θ̇ + α̇1

)
sin (θ + α1)

− (x1 − x)
(
θ̇ + α̇1

)2

sin (θ + α1) + (y1 − y)
(
θ̇ + α̇1

)2

cos (θ + α1) = 0

The quantities x1, y1, ẋ1, ẏ1, ẍ1, ÿ1 are calculated from the path of landmark 1, for which we know an analytic expression.
The quantities α1, α̇1, α̈1 are assumed to be measured. The quantities θ̇, θ̈ can be obtained using a gyro. The speed
v can be measured using odometers. It is clear that this system is not easy to solve analytically and does not always
admit a unique solution. For instance, if the landmark is fixed, by rotational symmetry we can see that we will not
be able to find the angle θ. In such a case, we need at least two landmarks for localization.

5.3 Multilateration

Multilateration is a localization technique based on measuring the difference of the distances between the robot
and the landmarks. Indeed, in a number of situations (such as in GPS localization), the clocks between the landmarks
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and the robot are not synchronized and we can not therefore directly measure the absolute distance between the
landmarks and the robot (by the propagation time of air- or soundwaves), but we can measure the difference between
these distances. We will now give the principles of this technique.

Four landmarks emit a brief signal at the same time t0 which propagates with a speed c. Each emitted signal
contains the identifier of the landmark, its position and the emission time t0. The robot (which does not have an
accurate clock, only an accurate chronometer) receives the four signals at times ti. From this it easily deduces the
offsets between the reception times τ2 = t2 − t1, τ3 = t3 − t1, τ4 = t4 − t1 (see Figure 5.7). We thus obtain the four
equations:√

(x− x1)
2

+ (y − y1)
2

+ (z − z1)
2

= c(t1 − t0)√
(x− x2)

2
+ (y − y2)

2
+ (z − z2)

2
= c(τ2 + t1 − t0)√

(x− x3)
2

+ (y − y3)
2

+ (z − z3)
2

= c(τ3 + t1 − t0)√
(x− x4)

2
+ (y − y4)

2
+ (z − z4)

2
= c(τ4 + t1 − t0)

where the parameters, whose values are known with high precision, are c,t0,x1, y1, z1, . . . ,x4, y4, z4, τ2,τ3,τ4. The four
unknowns are x, y, z, t1. Solving this system allows it to be localized and also to readjust its clock (through t1). In
the case of the GPS, the landmarks are mobile. They use a similar principle to be localized and synchronized, from
fixed landmarks on the ground.

Figure 5.7: The emission time t0 and the offsets between the arrival times τ2, τ3, τ4 are known
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Exercises

Exercise 5.1.– Instantaneous state estimation

Localization consists of finding the position and the orientation of the robot. This problem can sometimes be
reduced to a state estimation problem, if the state model for our robot is available. In this exercise, we will give a
method that is sometimes used for the state estimation of nonlinear systems. Let us consider the tricycle given in
paragraph 2.5 on page 49, described by the state equations:

ẋ

ẏ

θ̇

v̇

δ̇

 =


v cos δ cos θ

v cos δ sin θ

v sin δ

u1

u2


We measure the positions x and y with such high precision that we may assume that ẋ, ẏ, ẍ, ÿ are known. Express the
other state variables θ, v, δ in function of x, y, ẋ, ẏ, ẍ, ÿ.

Exercise 5.2.– Localization by lidar

Here we are interested in developing a fast localization method for a robot using a rotating laser rangefinder, or
lidar (light radar) of type Hokuyo, in a rectangular room whose length and width are unknown.

1) Let a1, . . . ,anp be points of R2 located on the same line. Find this line using a least squares method. Represent
this line in normal form:

x cosα+ y sinα = d, with d ≥ 0

where α, d are the parameters of the line.
2) Consider one hundred measurements θi of the same angle θ of a robot by one hundred compasses placed on the

robots, of which thirty are defective. Estimate θ using the median method. For this, we define the disambiguation
function:

f :


R → R2

θ →
(

cos θ

sin θ

)
Such a function, which must be continuous, aims to associate a single image to two equivalent angles (i.e. congruent
to 2π), i.e.,

θ1 ∼ θ2 ⇔ f (θ1) = f (θ2) .

3) The robot’s lidar, which has an aperture angle of 180 degrees, gives us 512 points that belong to the rectangle
representing our room. These points can be found in the file lidar_data. We will take them in groups of ten (i.e.
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51 groups) and try to find the line that passes the best through each group (using the least squares method). We
will only keep the groups with a small residue. We thus obtain m lines, represented by n points of the form (αi, di) ,

i ∈ {1, . . . ,m} in the so-called Hough space. A pair (αi, di) is called an alignment. By using a median estimator, find
the four possible directions for our room (knowing that it is rectangular). Why is this median estimator considered
robust ?

4) How are the angles αi filtered from the alignments ?
5) How are the di filtered ?
6) Deduce from the above a method for localizing the robot.

Exercise 5.3.– Instantaneous goniometric localization

Consider a robot boat R described by the state equations:
ẋ = v cos θ

ẏ = v sin θ

θ̇ = u1

v̇ = u2

where v is the speed of the robot, θ its orientation and (x, y) the coordinates of its center. Its state vector is given by
x = (x, y, θ, v) . In the surroundings of the robot there is a point landmark (a lighthouse for instance) m = (xm, ym)

whose position is known (see Figure 5.8). The robot R is equipped with five sensors: an omnidirectional camera
(allowing it to measure the bearing angle α of the landmark’s direction), odometers for measuring its speed, a compass
that gives its heading θ, an accelerometer for u2 and a gyro for u1.

Figure 5.8: Goniometric localization

1) Simulate this system in a situation where the robot is moving around m in order to generate the signals
α, α̇, θ, v, u1, u2. For generating α, use the two-argument arctangent function atan2. As we have seen in Equation
(1.10) on page 17, the atan2(b, a) function returns the argument of the coordinate vector (a, b). For generating α̇ we
could use the fact that:

∂atan2 (b, a)

∂a
= − b

a2 + b2
and

∂atan2 (b, a)

∂b
=

a

a2 + b2

2) Design an instantaneous localization system for R. Verify this localization system using a simulation. Add a small
white Gaussian noise in your measurements to test its robustness.

3) The robot R is no longer equipped with odometers. How would you adjust the previous approach to allow
localization ?

4) Let us add a second robot Rb to the scene which is of the same type as the first (which we will now refer to
as Ra), with the exception that it has no odometers, contrarily to Ra. Robot Rb can see Ra (see Figure 5.9) which
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gives it an angle βb. Both robots can communicate via WIFI. Design a localization system for the robot Rb.

Figure 5.9: The robots Ra and Ra can see each other, which will aid them in the localization

5) Robot Ra can see Rb, which gives it a new angular measurement βa. Deduce a localization method from this
for Ra and Rb that is more reliable (i.e., one that presents less singularities) than that developed in the first question.

Exercise 5.4.– Localization by distance measuring

We consider a robot described by the state equations:
ẋ = v cos θ

ẏ = v sin θ

θ̇ = u1

v̇ = u2

where v is the speed of the robot, θ its orientation and (x, y) the coordinates of its center c. Its state vector is given
by x = (x, y, θ, v).

In the surroundings of the robot there is a fixed point landmark m whose position is known (see Figure 5.10).
Each instant, the robot measures the distance d between its center c and the landmark. If the landmark and the robot
both have synchronized clocks, such a system for measuring the distance can be done by measuring the propagation
time of a sound wave between the landmark and the robot. Moreover, by using the Doppler effect, the robot is also
capable of measuring ḋ with very high precision. In addition to the microphone that allows it to measure d and ḋ, the
robot is equipped with odometers to measure its speed v, a compass that gives its heading θ. In this exercise, we are
looking to build an instantaneous localization system in order to determine its position (x, y) from d, ḋ, θ, v.

1) For a given vector
(
d, ḋ, θ, v

)
, there may be several configurations possible for the robot. Draw, on the picture,

all the configurations for the robot that are compatible with the one that is represented.
2) Consider the coordinate system R1 centered at m as represented on the figure. Give the expression of the

coordinates (x1, y1) of the center c of the robot in function of x, y, θ, xm, ym. This is in fact a coordinate system
change equation.

3) Express x1 and y1 in function of d, ḋ, v.
4) From this, deduce the position(s) of the robot (x, y) in function of (d, ḋ, θ, v,xm, ym). What are the singularities

of this localization system ? In which case do we have a single solution ?
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Figure 5.10: The robot measures the distance to the landmark
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Chapter 6

Identi�cation

The aim of identification is to estimate unmeasured quantities from other measured values, with high precision. In
the particular case in which the quantity to estimate is the state vector of an invariant linear system, state observers
using pole placement (or Luenberger observers) can be considered efficient tools for identification. In this chapter, we
will present several basic concepts of estimation, with the aim of introducing Kalman filtering in the next chapter.
In summary, this filtering can be seen as state observation for dynamic linear systems with time-variable coefficients.
However, in contrast to more standard observers using a pole placement method, Kalman filtering uses the probabilistic
properties of signals. Here we will consider the static (as opposed to the dynamic) case. The unknowns to estimate
are all stored in a vector of parameters p while the measurements are stored in a vector of measurements y. In order
to perform this estimation, we will mainly look at the so-called least squares approach which seeks to find the vector
p that minimizes the sum of the squares of the errors.

6.1 Quadratic functions

In the case in which the dependency between the vectors p and y is linear, the least squares method is used to
minimize a quadratic function. This paragraph recalls several concepts attached to these functions, which are of a
particular nature.

6.1.1 De�nition

A quadratic function f : Rn → R is a function of the form:

f (x) = xT ·Q · x + Lx + c

where Q is a symmetric matrix. This definition is equivalent to stating that f(x) is a linear combination of a
constant c, of the xi, of their squares x2

i and of the cross products xixj where i 6= j. For instance, the function
f(x1, x2) = 2x2

1 − 6x1x2 + x2
2 − 2x1 + x2 + 1 is a quadratic function. We have:

f (x) = (x1 x2)

(
2 −3

−3 1

)(
x1

x2

)
+ (−2 1)

(
x1

x2

)
+ 1. (6.1)

We will show below that the derivative of f at point x is an affine function. In our example, the derivative of f at
point x is given by:

df
dx (x) =

(
∂f
∂x1

(x) ∂f
∂x2

(x)
)

= (4x1 − 6x2 − 2 − 6x1 + 2x2 + 1)
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This is an affine function in x. The function x 7→ xTQx which composes f(x) has terms only in xixj and in x2
i . Such

a function is called a quadratic form.

6.1.2 Derivative of a quadratic form

Let us consider the following quadratic form:

f(x) = xTQ x.

The first-order Taylor development of f at point x in the neighborhood of x yields:

f(x + δx) = f(x) +
df

dx
(x) · δx + o (||δx||)

where o (||δx||) means negligible compared to ||δx||, when δx is infinitely small. Of course, here df
dx (x) will be represented

by a 1× n matrix since, just like the function we are linearizing, it goes from Rn to R. However:

f (x + δx) = (x + δx)
T ·Q · (x + δx)

= xT ·Q · x + xT ·Q · δx + δxT ·Q · x + δxT ·Q · δx
= xT ·Q · x + 2xT ·Q · δx + o (||δx||)

since Q is symmetric and δxT ·Q · δx = o (||δx||). By uniqueness of the Taylor development and given the expressions
for f (x + δx), we have:

df

dx
(x) =

(
∂f

∂x1
(x), . . . ,

∂f

∂xn
(x)

)
= 2xTQ.

For instance, the derivative of the quadratic function (6.1) is:

2 (x1 x2)

(
2 −3

−3 1

)
+ (−2 1) =

(
4x1 − 6x2 − 2 −6x1 + 2x2 + 1

)
.

6.1.3 Eigenvalues of a quadratic function

These are the eigenvalues of Q. The eigenvalues are all real and the eigenvectors are all orthogonal two-by-two.
The contour lines of a quadratic function f (x) = α are of the form:

xTQx + Lx = α− c

and are called quadrics. These are ellipsoid if all the eigenvalues have the same sign or hyperboloid if they have
different signs. If all the eigenvalues of Q are positive, we say that the quadratic form xTQx is positive. If they are
all non-zero, we say that the quadratic form is definite. If they are all strictly positive, we say that the quadratic form
is positive definite. The quadratic function f has one and only one minimizer if and only if its associated quadratic
form is positive definite.

6.1.4 Minimizing a quadratic function

Theorem. If Q is positive definite, the function f (x) = xTQx + Lx + c has one and only one minimizer x∗ given
by

x∗ = −1

2
Q−1LT

and the minimum is f(x∗) = − 1
4LQ−1LT + c.
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Proof. The function f is convex and differentiable. At the minimizer x∗, we have

df

dx
(x∗) = 2x∗TQ + L = 0.

Thus x∗ = − 1
2Q−1LT. The corresponding minimum is given by:

f(x∗) =

(
−1

2
Q−1LT

)T

Q

(
−1

2
Q−1LT

)
+ L

(
−1

2
Q−1LT

)
+ c

=
1

4
LQ−1LT − 1

2
LQ−1LT + c

= −1

4
LQ−1LT + c.

Example. The quadratic function:

f (x) = (x1 x2)

(
2 −1

−1 1

)(
x1

x2

)
+
(

3 4
)( x1

x2

)
+ 5

has a minimum since the matrix of its quadratic form Q is positive definite (its eigenvalues 3
2±

1
2

√
5 are both positive).

The function has the following vector as minimizer:

x∗ = −1

2

(
2 −1

−1 1

)−1(
3

4

)
=

(
− 7

2

− 11
2

)
.

Its minimum is:

f(x∗) = −1

4

(
3 4

)( 2 −1

−1 1

)−1(
3

4

)
+ 5 = −45

4
.

Example. The function f (x) = 3x2 + 6x + 7 has a minimum since the matrix of its quadratic form (which here
corresponds to the scalar 3) is positive definite (since 3 > 0). Its minimizer is the scalar:

x∗ = −1

2
· 1

3
· 6 = −1

and its minimum is f (x∗) = 3− 6 + 7 = 4.

6.2 The least squares method

Estimating means obtaining an order of magnitude for certain quantities of a system from measurements of other
quantities of the same system. The estimation problem we will consider in this chapter is the following. Consider a
system for which we have made various measurements y = (y1, . . . , yp) and a modelM(p) depending on a vector of
parameters p. We need to estimate p such that the outputs f(p) generated byM(p) resemble y as much as possible.

6.2.1 Linear case

Let us assume that the vector of the outputs can be written in the form:

f(p) = Mp.
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The model is then referred to as linear with respect to the parameters. We would like to have:

f(p) = y

but this is generally not possible due to the presence of noise and the fact that the number of measurements is generally
higher than the number of parameters (i.e., dim(y) > dim(p)). We will therefore try to find the best p, i.e. the one
that minimizes the so-called least squares criterion:

j(p) = ||f (p)− y||2,

We have:

j(p) = ||f(p)− y||2 = ||Mp− y||2

= (Mp− y)
T

(Mp− y) =
(
pTMT − yT

)
(Mp− y)

= pTMTMp− pTMTy − yTMp + yTy

= pTMTMp− 2yTMp + yTy.

However, MTM is symmetric (since
(
MTM

)T
= MTM). We therefore have a quadratic function. Moreover, all the

eigenvalues of MTM are positive or zero. The minimizer p̂ is obtained as follows:

dj
dp (p̂) = 0 ⇔ 2p̂TMTM− 2yTM = 0 ⇔ p̂TMTM = yTM

⇔ MTMp̂ = MTy ⇔ p̂ =
(
MTM

)−1
MTy

The matrix:

K =
(
MTM

)−1
MT

is called the generalized inverse of the rectangular matrix M. The vector p̂ is called the least squares estimate. The
function:

y 7→ Ky

is called the estimator . Note that this estimator is linear since the model function f is also linear. The vector:

ŷ = Mp̂ = MKy

is the vector of the filtered measurements and the quantity:

r = ŷ − y = (MK− I) y

is called the vector of residuals. The norm of this vector represents the distance between y and the hyperplane f (Rn).
If this norm is large, it often means that there is an error in the model or inaccuracies in the data.

6.2.2 Nonlinear case

If y is the vector of measurements and if f (p) is the output generated by the model, where f : Rn → Rp is
nonlinear, then the least squares estimate is defined by:

p̂ = arg min
p∈Rn

||f(p)− y||2.
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When f(p) is linear with respect to p, i.e., f(p) = Mp then the vector of parameters p̂ estimated using the least
squares method is p̂ =

(
MTM

)−1
MTy and the vector of the filtered measurements is ŷ = M

(
MTM

)−1
MTy. In

general, and even when f(p) is nonlinear, we can have the following geometric interpretation (see Figure 6.1):

• The vector of the filtered measurements ŷ represents the projection of y on the set f (Rn) ;

• The vector estimated using the least squares method p̂ represents the inverse image of the vector of the filtered
measurements y by f (.).

f

Figure 6.1: Illustration of the least squares method in the nonlinear case

When f(p) is nonlinear, we can use a local optimization algorithm to try to obtain p̂. We propose now two different
approaches to perform a local minimization: the Newton method and the Monté-Carlo algorithm.

Newton Method. In order to minimize j(p) = ||f (p)−y||2, the Newton method assumes that an approximation
p0 of the minimizer is available. Around p0, we have:

f (p) ' f (p0) +
df

dp
(p0) · (p− p0).

Therefore

j(p) = ||f (p)− y||2
' ||f (p0) + df

dp (p0) · (p− p0)− y||2

= || df
dp

(p0)︸ ︷︷ ︸
=M

· p + f (p0)− df

dp
(p0) · p0 − y︸ ︷︷ ︸

=−z

||2

= ||M · p− z||2

The minimizer is

p1 =
(
MTM

)−1
MT︸ ︷︷ ︸

=K

· z

= K · (y − f (p0) + M · p0)

= p0 + K · (y − f(p0))

which is expected to be closer to the solution than p0. We get the Newton algorithm, which is illustrated by Figure
6.2:

Algorithm Newton (in : p0,y)
1 for k = 0 to kmax
2 M = df

dp (pk)

3 K =
(
MTM

)−1
MT

4 pk+1 = pk + K · (y − f(pk))
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Unfortunately, even if the solution of our minimization problem is unique, the Newton algorithm may diverge or
converge to a point which is not the solution of our problem.

Figure 6.2: Newton method to minimize ||f(p)− y||2

Monté-Carlo method. The algorithm below proposes a simple version of a Monté-Carlo algorithm:

AlgorithmMinimize(input: p)
1 take a random movement d
2 q = p + d
3 if j (q) < j(p) then p = q
4 go to 1

Again, this algorithm is expected to converge towards a local optimum of the criterion j(p) = ||f(p) − y||2. The
quantity d is the step that represents a small vector taken randomly from Rn. In the case of the simulated annealing
method, the amplitude of this step decreases with the iterations in function of a parameter called temperature which
decreases with time. If the initial temperature, is high enough and if the temperature decreases sufficiently slowly,
then we generally converge to the global minimum.
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Exercises

Exercise 6.1.– Representation of a quadratic function

Consider the quadratic function f(x, y) = x · y.
1) Find the gradient of f at point (x0, y0) .

2) Put f in the form (x y) ·Q · (x y)
T

+ L (x y)
T

+ c, where Q is a symmetric matrix. Verify that the gradient
found in question 1) is given by 2 (x y) Q. Draw the vector field associated with this gradient. Discuss.

3) Draw the contour lines of f then draw the graph of f . Does f have a minimum ?
4) Restart this exercise with the function g(x, y) = 2x2 + xy + 4y2 + y − x+ 3.

Exercise 6.2.– Identification of a parabola

We would like to find a parabola p1t
2 + p2t+ p3 that passes through n points given by:

t −3 −1 0 2 3 6

y 17 3 1 5 11 46

1) Give a least squares estimation of the parameters p1, p2, p3.
2) What are the corresponding filtered measurements ? Give the vector of residuals.

Exercise 6.3.– Identifying the parameters of a DC motor

The angular speed Ω of a DC motor in permanent regime depends linearly on the supply voltage U and the resistive
torque Tr:

Ω = p1U + p2Tr.

We perform a series of experiments on a particular motor. We measure:

U(V) 4 10 10 13 15

Tr(Nm) 0 1 5 5 3

Ω(rad/ sec) 5 10 8 14 17

1) Give a least squares estimation of the parameters p1, p2. Give the filtered measurements and the corresponding
vector of residuals.

2) Deduce from the above an estimation of the angular speed of the motor U = 20V and Tr = 10Nm.

Exercise 6.4.– Estimation of a transfer function
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Consider the system described by the recurrence equations:

y(k) + a1y(k − 1) + a0y(k − 2) = b1u(k − 1) + b0u(k − 2).

We perform noisy measurements on the input u(k) and output y(k) of this system for k varying from 0 to 7. We
obtain:

k 0 1 2 3 4 5 6 7

u(k) 1 −1 1 −1 1 −1 1 −1

y(k) 0 −1 −2 3 7 11 16 36

Estimate the vector of parameters p = (a1, a0, b1, b0) by the least squares method. Discuss.

Exercise 6.5.– Monté-Carlo method

Consider the discrete-time system given by its state representation: x(k + 1) =

(
1 0

a 0.3

)
x(k) +

(
b

1− b

)
u(k)

y(k) =
(

1 1
)

x(k)

where a, b are two parameters to be estimated. The initial state is given by x(0) = (0, 0) and u(k) = 1. We collect six
measurements:

(y(0), · · · , y(5)) =
(

0, 1, 2.5, 4.1, 5.8, 7.5
)
.

Let us note that these values were obtained for the values a∗ = 0.9 and b∗ = 0.75, but we are not supposed to know
them. We will only assume that a ∈ [0, 2] and b ∈ [0, 2] .

1) Write a program that estimates the parameters a and b using a Monte Carlo method. For this, generate a cloud
of vectors p = (a, b) using a uniform random law. Then, by simulating the state equations, calculate for all the p the
corresponding outputs ym(p,k). Draw on the screen the vectors p such that for each k ∈ {0, . . . , 5}, |ym(k)−y(k)| < ε,
where ε is a small positive number.

2) Calculate the transfer function of the system in function of a and b.
3) Let us assume that the real values a∗ = 0.9 and b∗ = 0.75 for a and b are known. Calculate the set of all pairs

(a, b) that generate the same transfer function as the pair (a∗, b∗). Deduce from this an interpretation of the results
obtained in question 1).

Exercise 6.6.– Localization by simulated annealing

The localization problem that we will now consider is inspired from [JAU 02]. The robot, represented on Figure
6.3, is equipped with eight laser telemeters capable of measuring its distance from the walls for angles equal to kπ

4 ,
k ∈ {0, . . . , 7}. We assume that the obstacles are composed of n segments [aibi] , i = 1, . . . , n, where the coordinates
of ai and bi are known. The eight distances are stored in the vector y and the localization problem amounts to
estimating the position and orientation of the robot from y.

1) Let m, a, b be three points of R2 and −→u a unit vector. Show that the ray E
(
m,−→u

)
intersects the segment [ab]

if and only if:{
det
(
a−m,−→u

)
· det

(
b−m,−→u

)
≤ 0

det(a−m,b− a) · det(−→u ,b− a) ≥ 0
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Figure 6.3: Robot equipped with eight telemeters trying to localize itself

If this condition is verified, show that the distance from m to [ab] following −→u is:

d =
det(a−m,b− a)

det(−→u ,b− a)
.

2) Design a simulator f (p) that calculates the directional distances between the pose p = (x, y, θ) and the walls.

3) Using a global simulated annealing-type optimization method, design a program that gives a least squares
estimation p̂ of the pose p from y. For the segments [ai,bi] of the room and for the vector of the measured
distances, take the following quantities:

A =

(
0 7 7 9 9 7 7 4 2 0 5 6 6 5

0 0 2 2 4 4 7 7 5 5 2 2 3 3

)
B =

(
7 7 9 9 7 7 4 2 0 0 6 6 5 5

0 2 2 4 4 7 7 5 5 0 2 3 3 2

)
y = (6.4, 3.6, 2.3, 2.1, 1.7, 1.6, 3.0, 3.1)

T
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Chapter 7

Kalman �lter

In chapters 2 and 3 we have looked at tools to control robots in a nonlinear manner. For this purpose, we have
assumed that the state vector was completely known. However, this is not the case in practice. This vector must be
estimated from sensor measurements. In the case where the only unknown variables are associated with the position
of the robot, Chapter 5 gives guidelines to find them. In the more general case, filtering or state observation seeks to
reconstruct this state vector as well as possible from all the data measured on the robot throughout time by taking
into account the state equations. The aim of this chapter is to show how such reconstruction is performed, within a
stochastic context in which the system to observe is assumed to be linear. This is the purpose of the Kalman filter
[KAL 60] which will be developed in this chapter. The Kalman filter is used in numerous mobile robotics applications,
even though the robots in question are strongly nonlinear. For such applications, the initial conditions are assumed
to be relatively well known in order to allow a reliable linearization.

7.1 Covariance matrices

The Kalman filter is mainly based on the concept of covariance matrix which is important to grasp in order to
understand the design and the utilization of the observer. This section recalls the fundamental concepts surrounding
covariance matrices.

7.1.1 De�nitions and interpretations

Let us consider two random vectors x ∈ Rn and y ∈ Rm. The mathematical expectations of x and y are denoted
by x̄ = E (x), ȳ = E (y). Let us define the variations of x and y by x̃ = x− x̄ and ỹ = y− ȳ. The covariance matrix
is given by:

Γxy = E
(
x̃ · ỹT

)
= E

(
(x− x̄) (y − ȳ)

T
)
.

The covariance matrix for x is defined by:

Γx = Γxx = E
(
x̃ · x̃T

)
= E

(
(x− x̄) (x− x̄)

T
)
.

The one for y is:

Γy = Γyy = E
(
ỹ · ỹT

)
= E

(
(y − ȳ) (y − ȳ)

T
)
.

Let us note that x, y, x̃, ỹ are random vectors whereas x̄, ȳ,Γx,Γy,Γxy are deterministic. A covariance matrix Γx

of a random vector x is always positive definite (we will write Γx � 0), except in the degenerate case. In a computer,
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a random vector can be represented by a cloud of points associated with realizations. Let us consider the following
program:

1 N := 1000; x := 2 · 1N×1 + randnN×1

2 y := 2 ·

 x2
1
...
x2
N

+ randnN×1

3 x̄ := 1
N

∑
i xi; ȳ = 1

N

∑
i yi

4 x̃ := x− x̄ · 1N×1; ỹ = y − ȳ · 1N×1

5
(

Γx Γxy
Γxy Γy

)
:= 1

N ·
( ∑

i x̃
2
i

∑
i x̃iỹi∑

i x̃iỹi
∑
i ỹ

2
i

)
This yields Figure 7.1, which gives us a representation of the random variables x, y (on the left) and of x̃, ỹ (on the

right). The program also gives us the estimations:

x̄ ' 1.99, ȳ ' 9.983,Γx ' 1.003,Γy ' 74.03,Γxy ' 8.082

where x̄, ȳ,Γx,Γy,Γxy correspond to xbar, ybar, Gx, Gy, Gxy.
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Figure 7.1: Cloud of points that represents a pair of two random variables

Two random vectors x and y are linearly independent (or non-correlated or orthogonal) if Γxy = 0. On Figure 7.2,
the two point clouds correspond to non-correlated variables. Only the figure on the right corresponds to independent
variables.
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Figure 7.2: Left : dependent but non-correlated variables (x, y) ; Right : independent variables

The figure on the left was generated by:
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1 N := 2000;
2 ρ := 10 · 1N×1 + randnN×1

3 θ := 2π · randnN×1

4 x :=

 ρ1 sin θ1

...
ρN sin θN

; y :=

 ρ1 cos θ1

...
ρN cos θN


;

And the figure on the right was generated by:

1 N := 2000;
2 x := atan(2 · randnN×1)
3 y := atan(2 · randnN×1)

Whiteness. A random vector x is called white if all of its components xi are independent from one another. In
such a case, the covariance vector Γx of x is diagonal.

7.1.2 Properties

Covariance matrices are symmetric and positive, i.e., all of their eigenvalues are real and positive. The set of all
covariance matrices of Rn×n will be denoted by S+ (Rn).

Decomposition. Every symmetric matrix Γ can be put into a diagonal form and has an orthonormal eigenvector
basis. We may therefore write:

Γ = R ·D ·R−1

where R is a rotation matrix (i.e. RTR = I and det R = 1). The matrix R corresponds to the eigenvectors and D is
a diagonal matrix whose elements are the eigenvalues. For the matrices of S+ (Rn), these eigenvalues are positive.

Square root. Every matrix Γ of S+ (Rn) has a square root in S+ (Rn). This square root will be denoted by Γ
1
2 .

Following the eigenvalue correspondence theorem, the eigenvalues of Γ
1
2 are the square roots of those of the eigenvalues

of Γ.
Example. Consider the following script:

1 A := rand3×3; S1 := A ·AT

2 [R,D] := eig(S1); S2 := R ∗D ∗RT

3 A2 := S
1
2
2 ; S3 := A2 ·AT

2

The matrix D is diagonal and the matrix R is a rotation matrix that contains the eigenvectors of S1. The three
matrices S1,S2,S3 are equal. This is not the case for matrices A and A2 since only A2 is symmetric. Note that A2

is a covariance matrix.
Order. If Γ1 and Γ2 belong to S+ (Rn), then Γ = α1Γ1 + α2Γ2 also belongs to S+ (Rn) if α1 ≥ 0 and α2 ≥ 0.

This is equivalent to saying that S+ (Rn) is a convex cone of Rn×n. Let us define the order relation:

Γ1 ≤ Γ2 ⇔ Γ2 − Γ1 ∈ S+ (Rn) .

It can be easily verified that it is reflexive, antisymmetric and transitive. If Γ1 ≤ Γ2 then the a-level confidence ellipse
(see following paragraph) of Γ1 is (in general) included in the one that corresponds to Γ2. The smaller the covariance
matrix (in the sense of this order relation), the more precise it is.
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7.1.3 Con�dence ellipse

A random vector x of Rn can be characterized by the pair (x̄,Γx), to which we can associate an ellipse of Rn which
encloses the consistent values for x. In practice, for purely graphical reasons, we often only look at two components
w = (xi, xj) of x (a computer screen is in fact two-dimensional). The average w̄ can be directly deduced from x̄ by
extracting the ith and jth components. The covariance matrix Γw ∈ S+

(
R2
)
can also be obtained from Γx ∈ S+ (Rn)

by extracting the ith and jth lines and columns. The confidence ellipse associated with w is described by the inequality:

Ew : (w − w̄)
T

Γ−1
w (w − w̄) ≤ a2

where a is an arbitrary positive real number. Therefore if w is a Gaussian random vector, this ellipse corresponds to a
contour line of the probability density for w. Since Γ−1

w � 0, it has a square root Γ
− 1

2
w which is also positive definite.

We may therefore write:

Ew =
{

w | (w − w̄)
T

Γ
− 1

2
w · Γ−

1
2

w (w − w̄) ≤ a2
}

=
{

w |
∥∥∥ 1
a · Γ

− 1
2

w (w − w̄)
∥∥∥ ≤ 1

}
=

{
w | 1

a · Γ
− 1

2
w (w − w̄) ∈ U

}
, where U is the unit disk

=
{

w | w ∈ w̄ + aΓ
1
2
wU
}

= w̄ + aΓ
1
2
wU .

The ellipse Ew can therefore be defined as the image of the unit disk by the affine function w(s) = w̄ + a · Γ
1
2
ws, as

illustrated by Figure 7.3.

Figure 7.3: A confidence ellipse is the image of the unit circle by an affine function

Recall that for a centered, unit Gaussian random vector s, the random variable z = sTs follows a χ2 law. In 2
dimensions, this probability density is given by:

πz(z) =

{
1
2 exp

(
− z2
)

if z ≥ 0

0 otherwise

Thus, for a given a > 0, we have:

η
def
= prob (||s|| ≤ a) =prob

(
sTs ≤ a2

)
= prob

(
z ≤ a2

)
=

∫ a2

0

1

2
exp

(
−z

2

)
dz = 1− e− 1

2a
2

.
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And therefore:

a =
√
−2 ln (1− η)

This relation allows us to calculate the threshold a that we need to choose in order to have a probability of being in
the ellipse of η. But careful, this probabilistic interpretation only makes sense in the Gaussian case. The following
function draws Ew for a given probability η.

Function DrawEllipse (w̄,Γw, η)

1 w =
(

w̄ w̄ · · · w̄
)

+
√
−2 ln (1− η) · Γ

1
2
w ·
(

cos 0 cos 0.1 · · · cos 2π
sin 0 sin 0.1 · · · sin 2π

)
2 plot(w)

7.1.4 Generating Gaussian random vectors

If we generate n centered Gaussian random numbers, we obtain the realization of a random vector whose center is
x̄ = 0 and whose covariance matrix Γx is the identity matrix. In this section we will show, given a centered Gaussian
random number generator allowing us to realize x, how we can obtain a Gaussian random vector y of dimension n with
an expectation and covariance matrix Γy. The main principle of this generation is based on the following theorem.

Theorem. If x,α and y are three random vectors connected by the relation y = Ax +α+ b (where A and b are
deterministic), and assuming that x,α are independent and that α is centered, we have:

ȳ = Ax̄ + b

Γy = A · Γx ·AT + Γα
(7.1)

Proof. We have:

ȳ = E (Ax +α+ b) = AE (x) + E (α) + b = Ax̄ + b

Moreover:

Γy = E
(

(y − ȳ) (y − ȳ)
T
)

= E
(

(Ax +α+ b−Ax̄− b) (Ax +α+ b−Ax̄− b)
T
)

= E
(

(Ax̃ +α) · (Ax̃ +α)
T
)

= A · E
(
x̃ · x̃T

)︸ ︷︷ ︸
=Γx

·AT + A · E
(
x̃ ·αT

)︸ ︷︷ ︸
=0

+ E
(
α · x̃T

)︸ ︷︷ ︸
=0

·AT + E
(
α ·αT

)︸ ︷︷ ︸
=Γα

= A · Γx ·AT + Γα

which concludes the proof. �
Thus, if x is a centered, unit Gaussian white random noise (i.e. x̄ = 0 and Γx = I), the random vector y = Γ

1
2
y x+ ȳ

will have an expectation of ȳ and a covariance matrix equal to Γy (see Figure 7.4). To generate a Gaussian random
vector with covariance matrix Γy and expectation ȳ, we will use this property. The right side of Figure 7.4 was thus
obtained by the script:

1 N := 1000; Γy :=

(
3 1
1 3

)
; ȳ =

(
2
3

)
; X := randn2×n

2 Y := (ȳ, ȳ, . . . , ȳ) +
√

Γy ·X
3 plot(Y)

;
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Figure 7.4: The Gaussian random vector y : (ȳ,Γy) is the image by an affine application of a unit Gaussian white
random vector x

7.2 Unbiased orthogonal estimator

Let us consider two random vectors x ∈ Rn and y ∈ Rm. The vector y corresponds to the measurement vector
which is a random vector. Later, when the measurements will have been made, it will become deterministic. The
random vector x is the vector we need to estimate. An estimator is a function φ (y) that gives us an estimation of x

given the knowledge of the measurement y. Figure 7.5 shows a nonlinear estimator corresponding to E (x|y).

Figure 7.5: Nonlinear estimator E(x|y)

However, obtaining an analytic expression for such an estimator is generally not a simple task and it is preferable
to limit ourselves to linear estimators. A linear estimator is a linear function of Rm → Rn of the form:

x̂ = Ky + b (7.2)

where K ∈ Rn×m and b ∈ Rn. In this section, we will propose a method capable of finding a good K and a good b

from the sole knowledge of the first-order moments x̄, ȳ and the second-order moments Γx,Γx,Γxy. The estimation
error is:

ε = x̂− x
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Figure 7.6: Biased linear estimator

The estimator is said to be unbiased if E (ε) = 0. It is orthogonal if E
(
εỹT

)
= 0. This naming comes from the fact

that the space of random variables of R can be equipped with a scalar product defined by 〈a, b〉 = E
(
(a− ā)

(
b− b̄

))
and that if this scalar product is zero, the two random variables a and b are called orthogonal. In the vector case
(which is that of our paragraph since ε and ỹ are vectors), we say that the two random vectors a and b are orthogonal
if their components are, i.e., E

(
(ai − āi)

(
bj − b̄j

))
= 0 for all (i, j), or equivalently E

(
(a− ā)

(
b− b̄

)T)
= 0. Figure

7.6 represents the contour lines of a probability law for the pair (x, y). The line illustrates a linear estimator. Let us
randomly pick a pair (x, y) while respecting its probability law. It is clear that the probability to be above the line
is high, i.e., the probability to have x̂ < x is high, or even that E (ε) < 0. The estimator is thus biased. Figure 7.7
represents four different linear estimators. For estimator (a), E(ε) < 0 and for estimator (c), E(ε) > 0. For estimators
(b) and (d), E(ε) = 0 and therefore the two estimators are unbiased. However, it is evident that estimator (b) is
better. What differentiates these two is orthogonality. For (d), we have E (εỹ) < 0 (if ỹ > 0, ε tends to be negative
whereas if ỹ < 0, ε tends to be positive).

Theorem. Consider two random vectors x and y. A unique unbiased orthogonal estimator exists. It is given by:

x̂ = x̄ + K · (y − ȳ) (7.3)

where:

K = ΓxyΓ−1
y (7.4)

is referred to as the Kalman gain.
Example. Let us consider once again the example in Section 7.1.1. We obtain:

x̂ = x̄+ ΓxyΓ
−1
y · (y − ȳ) = 2 + 0.1 · (y − 10) .

The corresponding estimator is illustrated on Figure 7.8.
Proof of the theorem. We have:

E (ε) = E (x̂− x)
(7.2)
= E (Ky + b− x) = KE (y) + b− E (x) = Kȳ + b− x̄.
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Figure 7.7: Among these four linear estimators, estimator (b), which is unbiased and orthogonal, seems to be the best

The estimator is unbiased if E (ε) = 0, i.e.:

b = x̄−Kȳ, (7.5)

which gives us (7.3). In this case:

ε = x̂− x
(7.3)
= x̄ + K · (y − ȳ)− x = Kỹ − x̃. (7.6)

The estimator is orthogonal if:

E
(
ε · ỹT

)
= 0

(7.6)⇔ E
(
(Kỹ − x̃) · ỹT

)
= 0

⇔ E
(
KỹỹT − x̃ỹT

)
= 0

⇔ KΓy − Γxy = 0

⇔ K = Γxy · Γ−1
y

which concludes the proof. �
Theorem. The covariance matrix of the error associated with the unbiased orthogonal linear estimator is:

Γε = Γx −K · Γyx. (7.7)

Proof. The covariance matrix of ε in the unbiased case is written as:

Γε = E
(
ε · εT

) (7.6)
= E

(
(Kỹ − x̃) · (Kỹ − x̃)

T
)

= E
(
(Kỹ − x̃) ·

(
ỹTKT − x̃T

))
= E

(
KỹỹTKT − x̃ỹTKT −Kỹx̃T + x̃x̃T

)
.

Using the linearity of the expectation operator, we get

Γε = (KΓy − Γxy︸ ︷︷ ︸)
(7.4)
= 0

KT −KΓyx + Γx. � (7.8)
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Figure 7.8: Unbiased orthogonal linear estimator

We will now present a theorem that shows that the unbiased orthogonal linear estimator is the best among all
unbiased estimators. In order to understand this concept of best, we need to recall the inequalities on the covariance
matrices (see paragraph 7.1), which tells us that Γ1 ≤ Γ2 if and only if ∆ = Γ2 − Γ1 is a covariance matrix.

Theorem. No unbiased linear estimator exists allowing to obtain a smaller covariance matrix on the error Γε
than the one given by the orthogonal estimator.
Proof. Every possible matrix K for our unbiased linear estimator is written in the form K = K0 + ∆ with K0 =

ΓxyΓ−1
y and ∆ being an arbitrary matrix. Following (7.8), the covariance matrix for the error is:

Γε = ((K0 + ∆) Γy − Γxy) (K0 + ∆)
T − (K0 + ∆) Γyx + Γx

= (K0 + ∆) (ΓyKT
0︸ ︷︷ ︸

=Γyx

+ Γy∆T)− (ΓxyKT
0︸ ︷︷ ︸

=K0Γyx

+ Γxy∆T)− (K0Γyx + ∆Γyx) + Γx

= K0Γyx + ∆Γyx + K0Γy︸ ︷︷ ︸
=Γxy

∆T + ∆Γy∆T −K0Γyx − Γxy∆T −K0Γyx −∆Γyx + Γx

= −K0Γyx + ∆Γy∆T + Γx.

Since ∆Γy∆T is always positive symmetric, the covariance matrix Γε is minimal for ∆ = 0, i.e. for K = ΓxyΓ−1
y ,

which corresponds to the orthogonal unbiased estimator. �

7.3 Application to linear estimation

Let us assume that x and y are related by the relation

y = Cx + β

where β is a centered random vector non-correlated with x. The covariance matrices of x and β are denoted by Γx

and Γβ. Let us use the results obtained in the previous section in order to find the best unbiased linear estimator for
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x (refer to [WAL 14] for more details on linear estimation). We have:

ȳ = Cx̄ + β̄ = Cx̄

Γy
(7.1)
= CΓxCT + Γβ

Γxy = E
(
x̃ · ỹT

)
= E

(
x̃ ·
(
Cx̃ + β̃

)T)
= E

(
x̃ · x̃TCT + x̃ · β̃

T
)

= E
(
x̃ · x̃T

)
CT + E

(
x̃ · β̃

T
)

︸ ︷︷ ︸
= 0

= ΓxCT.

(7.9)

Consequently, the best unbiased estimator for x and covariance matrix of the error can be obtained from Γx,Γβ,C, x̄

by using the following formulas:

(i) x̂
(7.3)
= x̄ + Kỹ (estimation)

(ii) Γε
(7.7)
= Γx −KCΓx (covariance of the error)

(iii) ỹ
(7.9)
= y −Cx̄ (innovation)

(iv) Γy
(7.9)
= CΓxCT + Γβ (covariance of the innovation)

(v) K
(7.4,7.9)

= ΓxCTΓ−1
y (Kalman gain)

(7.10)

Remark. Figure 7.5 illustrates a situation in which it could be advantageous not to use a linear estimator. Here,
the chosen estimator corresponds to x̂ = E (x|y). In the particular case where the pair (x,y) is Gaussian, the estimator
x̂ = E (x|y) corresponds to the unbiased orthogonal estimator. In this case, we have, following (7.10):

E (x|y) = x̄ + ΓxyΓ−1
y (y − ȳ)

E
(
ε · εT|y

)
= E

(
(x̂− x) (x̂− x)

T |y
)

= Γx − ΓxyΓ−1
y Γyx.

7.4 Kalman �lter

This paragraph presents the Kalman filter (refer to [DEL 93] for more information). Let us consider the system
described by the following state equations:{

xk+1 = Akxk + uk +αk
yk = Ckxk + βk

where αk and βk are random, independent Gaussian noises white in time. By white in time we mean that the vectors
αk1 and αk2 (or βk1 and βk2) are independent of one another if k1 6= k2. The Kalman filter alternates between two
phases: correction and prediction. To understand the mechanism of the filter, let us position ourselves at time k and
assume that we have already processed the measurements y0,y1, . . . ,yk−1. At this stage, the state vector is a random
vector that we will denote by xk|k−1 (since we are at time k and the measurements have been processed until k − 1).
This random vector is represented by an estimation denoted by x̂k|k−1 and a covariance matrix Γk|k−1.

Correction. Let us take the measurement yk. The random vector representing the state is now xk|k, which is
different than xk|k−1 since xk|k has knowledge of the measurement y. The expectation x̂k|k and the covariance matrix
Γk|k associated to xk|k are given by Equations (7.10). We therefore have:

(i) x̂k|k = x̂k|k−1 + Kk · ỹk (corrected estimation)
(ii) Γk|k = Γk|k−1 −Kk ·CkΓk|k−1 (corrected covariance)
(iii) ỹk = yk −Ckx̂k|k−1 (innovation)
(iv) Sk = CkΓk|k−1C

T
k + Γβk (covariance of the innovation)

(v) Kk = Γk|k−1C
T
k S−1

k (Kalman gain)

(7.11)
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Prediction. Given the measurements y0,y1, . . . ,yk, the random vector representing the state is now xk+1|k. Let
us calculate its expectation x̂k+1|k and its covariance matrix Γk+1|k. Since

xk+1 = Akxk + uk +αk,

we have, following (7.1):

x̂k+1|k = Akx̂k|k + uk (7.12)

and

Γk+1|k = Ak · Γk|k ·AT
k + Γαk . (7.13)

Kalman filter. The complete Kalman filter is given by the following equations :

x̂k+1|k
(7.12)

= Akx̂k|k + uk (predicted estimation)

Γk+1|k
(7.13)

= Ak · Γk|k ·AT
k + Γαk (predicted covariance)

x̂k|k
(7.10,i)

= x̂k|k−1+Kk · ỹk (corrected estimation)

Γk|k
(7.10,ii)

= (I−KkCk) Γk|k−1 (corrected covariance)

ỹk
(7.10,iii)

= yk −Ckx̂k|k−1 (innovation)

Sk
(7.10,iv)

= CkΓk|k−1C
T
k + Γβk (covariance of the innovation)

Kk
(7.10,v)

= Γk|k−1C
T
k S−1

k . (Kalman gain)

Figure 7.9 illustrates the fact that the Kalman filter stores the vector x̂k+1|k and the matrix Γk+1|k. Its inputs are
yk, uk, Ak, Ck, Γαk and Γβk . The quantities x̂k|k, Γk|k, ỹk, Sk, Kk are auxiliary variables. The delay is activated
by a clock and when activated, k is incremented by 1.

Figure 7.9: The Kalman filter is composed of a corrector followed by a predictor

The function Kalman below implements the Kalman filter and returns x̂k+1|k,Γk+1|k. In this program, we have
the following correspondences: x̂pred ↔ x̂k|k−1, Γpred ↔ Γk|k−1 , x̂up ↔ x̂k|k, Γup ↔ Γk|k (the term up refers to
update, i.e., correction).
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Function Kalman (x̂pred,Γpred,u,y,Γα,Γβ,A,C)

1 S := C · Γpred ·CT + Γβ
2 K := Γpred ·CT · S−1

3 ỹ := y −C · x̂pred

4 x̂up := x̂pred+K · ỹ
5 Γup := (I−K ·C) Γpred

6 x̂pred := A · x̂up + u

7 Γpred := A · Γup ·AT + Γα

8 Return
(
x̂pred,Γpred

)

Positivity lost. Due to numerical problems, the covariance of the innovation Sk can sometimes loose its positivity.
If such a problem arises, it is preferable to replace the corrected covariance equation by :

Γk|k :=
√

(I−KkCk) Γk|k−1Γ
T
k|k−1 (I−KkCk)

T

which will always be positive definite, even when the matrix Γk|k−1 is not. The Kalman filter equations will then be
more stable in the sense that a slight error on the positive character of the covariance matrices is removed at the next
iteration.

Predictor. When no measurement is available, the Kalman filter operates in predictor mode. In order to be
able to use the Kalman function, y, Γβ,C have to become empty quantities. However, they have to have correct
dimensions in order to perform matrix operations.

Initialization : Most of the time, we have no idea of the initial state x0. In this case, we generally set

x̂0 = (0, 0, . . . , 0) et Γx(0) =


1
ε2 0 0

0 1
ε2

0
. . . 0

0 1
ε2

 ,

where ε in a small positive number (for instance 0.001). More or less, this assumption amounts to say that x0 is inside
a sphere centered in zero and a radius 1

ε .
Stationary case. For time independent systems Γk+1|k converges to a matrix Γ. For large k , Γ = Γk+1|k =

Γk|k−1. Thus:

Γk+1|k = A · Γk|k ·AT + Γα
= A · (I−KkC) Γk|k−1 ·AT + Γα
= A ·

(
I−

(
Γk|k−1C

TS−1
)
C
)
Γk|k−1 ·AT + Γα

= A ·
(
I−

(
Γk|k−1C

T
(
CΓk|k−1C

T + Γβ
)−1
)

C
)

Γk|k−1 ·AT + Γα

Therefore, for large k,

Γ = A ·
(
Γ− Γ ·CT ·

(
C · Γ ·CT + Γβ

)−1 ·C · Γ
)
·AT + Γα

which is an equation of Ricatti in Γ. It can be solved by the sequence

Γ(k + 1)=A ·
(
Γ(k)− Γ(k) ·CT ·

(
C · Γ(k) ·CT + Γβ

)−1 ·C · Γ(k)
)
·AT + Γα

up to the equilibrium and starting with Γ(0) large (e.g. 1010 · I). This computation can be done before the
implementation of the filter, which allows us to avoid unnecessary real time computation of Γk+1|k. The corresponding
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stationary Kalman filter is thus :

x̂k+1|k = Ax̂k|k−1+AK ·
(
yk −Cx̂k|k−1

)
+ uk

with K = ΓCT
(
CΓCT + Γ

)−1.

7.5 Kalman-Bucy

We now consider the linear continuous time system described by{
ẋt = Atxt + ut +αt
yt = Ctxt + βt

where ut and yt are known for all t. The noise αt and βt are assumed to be white and Gaussian. For a better
understanding, the order of the quantities that will be used with respect to dt (assumed to be infinitely small) are
recalled below

Size Order Random Deterministic
Infinitely small O (dt) αk Kt,uk

Medium O (1) xt,xk Γα,Γβ,Kb,ut,At,Ct

Infinitely Large O
(

1
dt

)
αt,βt,βk, ẋt,yt Γαt ,Γβt

The covariance matrices Γαt ,Γβt for αt et βt and are infinite (O
(

1
dt

)
) and we write Γαt = 1

dt ·Γα and Γβt = 1
dt ·Γβ.

Remark. The fact that ẋt,yt are considered as infinite, due to the fact the noises αt,βt are also infinite. If
all would have been finite, the state could have been found in a infinitely small time. To be able to deal properly
with these infinitely large quantities, distribution theory is needed. Here, we will not use these difficult notions and
consider classical notions from signal processing. Note that this type of simplification is usually made in physics, as
for instance when we assimilate the Dirac distribution to the Dirac function δ0 (t) .

Since we have

xt+dt = xt +
∫ t+dt
t

ẋτdτ

= xt +
∫ t+dt
t

(Aτxτ + uτ +ατ ) dτ

xt + dt · (Atxt + ut) +
∫ t+dt
t

ατdτ

a discretization with a sampling time dt is
xt+dt︸ ︷︷ ︸
xk+1

= (I + dt ·At)︸ ︷︷ ︸
Ak

xt︸︷︷︸
xk

+dt · ut︸ ︷︷ ︸
uk

+

∫ t+dt

t

ατdτ︸ ︷︷ ︸
αk

yt︸︷︷︸
yk

= Ct xt︸︷︷︸
xk

+ βt︸︷︷︸
βk

.

Note that, as explained in Exercise 7.6, the covariance for the state noise αk increases linearly with dt. More precisely,

Γαk = dt · Γα.

This means that when dt is infinitely small, αk is infinitely small whereas αt is infinitely large. The measurement yk
represents a fusion of all measurement yt with t ∈ [t, t+ dt]. As for βt, its covariance matrix is

Γβk =
1

dt
· Γβ.

We now have a linear discrete-time system, and we can apply the classical Kalman filter given at Section 7.4. We have
the following correspondences.
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Ak → (I + dtAt) uk → dt · ut αk →
∫ t+dt
t

ατdτ

x̂k+1|k → x̂t+dt x̂k|k−1 → x̂t x̂k|k → x̊t
Γk+1|k → Γt+dt Γk|k−1 → Γt Γk|k → Γ̊t
Γαk → dt · Γα Γβk → 1

dt · Γβ

The Kalman filter becomes



x̂t+dt = (I + dtAt)̊xt + dt · ut
Γt+dt = (I + dtAt) · Γ̊t · (I + dtAt)

T + dtΓα
x̊t = x̂t+Kt · ỹt
Γ̊t = (I−KtCt) · Γt
ỹt = yt −Ctx̂t
St = CtΓtC

T
t + 1

dt · Γβ
Kt = ΓtC

T
t S−1

t

Taking into account the fact that CtΓtC
T
t is small (line (vi)) compared to 1

dt · Γβ (which is infinitely large) and we
can simplify it, i.e., St = 1

dt ·Γβ (t), We conclude that St is huge (= O(1/dt)) and thus that S−1
t at line (viii) is small

(= O(dt)). The Kalman filter becomes
x̂t+dt = (I + dtAt) (x̂t+Kt · (yt −Ctx̂t)) + dt · ut
Γt+dt = (I + dtAt) · (I−KtCt) Γt · (I + dtAt)

T
+ dtΓα

Kt = dtΓtC
T
t Γ−1

β .

Since Kt is small (= O(dt)), it is more convenient to introduce the Kalman-Bucy gain given by Kb = ΓtC
T
t Γ−1

β which
is O(1), i.e., neither infinitely small nor infinitely large. We have

x̂t+dt = (I + dtAt) (x̂t + dtKb · (yt −Ctx̂t))︸ ︷︷ ︸
=(I+dtAt)x̂t+dtKb·(yt−Ctx̂t)+O(dt)2

+ dt · ut

Γt+dt = (I + dtAt) · (I− dtKbCt) Γt · (I + dtAt)
T︸ ︷︷ ︸

=Γt+dt(AtΓt−KbCtΓt+ΓtAT
t )+O(dt)2

+ dtΓα

Kb = ΓtC
T
t Γ−1

β

Or equivalently
x̂t+dt−x̂t

dt = Atx̂t + Kb · (yt −Ctx̂t) + ut
Γt+dt−Γt

dt =
(
AtΓt −KbCtΓt + ΓtA

T
t

)
+ Γα

Kb = ΓtC
T
t Γ−1

β .

Now, CtΓt =
(
ΓtC

T
t

)T
= (KbΓβ)

T
= ΓβKT

b . Therefore, we get the Kalman-Bucy filter:
d
dt x̂t = Atx̂t + Kb (yt −Ctx̂t) + ut
d
dtΓt = AtΓt + Γt ·AT

t −KbΓβKT
b + Γα

Kb = ΓtC
T
t Γ−1

β .

The advantage of the latter formulation compared to the previous one is that the product KbΓβKT
b is more stable

than KbCtΓt, since it preserves the symmetry of the resulting matrix. This Kalman-Bucy filter corresponds to a
continuous version of the Kalman filter. In its formulation all quantities that are O (1) and thus no more infinitely
small (O(dt)) or infinitely large (O

(
1
dt

)
) quantities appear.
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Remark. The Kalman-Bucy allows us to understand some effects that occur when the discrete-time Kalman filter
is used for continuous time systems, such as a robot described by{

ẋ = fc(x,u)

y = g(x)

To perform a simulation, we discretize it, for instance using an Euler integration. We get{
xk+1 = f(xk,uk) +αk
yk = g(xk) + βk

where f(xk,uk) = xk + dt · fc(xk,uk) and where αk,βk is the noise. When a good tuning for the covariances matrices
Γα,Γβ at a given sampling time dt, becomes wrong if we change dt. The Kalman-Bucy filter tells us that the covariance
matrices should depend on dt as follows:

Γα = dt · Γ0
α

Γβ = 1
dt · Γ

0
β

In such a case, the behavior of the simulated system will not be affected by a change of dt. As consequence, if we
change dt→ 2 · dt (for instance to make the simulation goes twice faster), we need to multiply the noises noise αk,βk,
by
√

2, 1√
2
, respectively.

7.6 Extended Kalman Filter

As we have seen in previous chapters, a robot is described by continuous state equations of the form

{
ẋ = fc(x,u)

y = g(x)

which are nonlinear. A Kalman filter can still be used to estimate the state vector x, but we need to discretize the
system and to linearize it. A possible discretization can be performed with an Euler method. We get{

xk+1 = xk + dt · fc(xk,uk) = f(xk,uk)

yk = g(xk).

To linearize the system, we assume that we have an estimation x̂k of the state vector. Therefore,{
xk+1 ' f(x̂k,uk) + ∂f(x̂k,uk)

∂x · (xk − x̂k)

yk ' g(x̂k) + dg(x̂k)
dx · (xk − x̂k) .

If we set

Ak =
∂f(x̂k,uk)

∂x
and Ck =

dg(x̂k)

dx

we get,
xk+1 ' Ak · xk + (f(x̂k,uk)−Ak · x̂k)︸ ︷︷ ︸

vk

(yk − g(x̂k) + Ck · x̂k)︸ ︷︷ ︸
zk

' Ck · xk.
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This approximation can be written as{
xk+1 = Akxk + vk +αk
zk = Ckxk + βk.

The noises αk and βk are non Gaussian and are not white, since they include some linearization errors. A classical
Kalman filter can be used (with vk and zk, which are known, take the role of uk and yk) but its behavior is not
reliable anymore. If we are lucky, the results will not be so bad even if they are too optimistic in general. But very
often, we are not lucky and the filter provides wrong results. Moreover, it is difficult to quantify the linearization
errors in order to deduce covariance matrices for the noises.

In our context, x̂k corresponds to x̂k|k−1, the estimation we have for the state xk, taking into account all the past
measurements. But it can also correspond to x̂k|k, when available. Therefore, the linearized Kalman filter, called the
extended Kalman filter, is

Ak =
∂f(x̂k|k,uk)

∂x (evolution matrix)
Ck =

dg(x̂k|k−1)

dx (observation matrix)
x̂k+1|k = Akx̂k|k +

(
f(x̂k|k,uk)−Ak · x̂k|k

)︸ ︷︷ ︸
vk

= f(x̂k|k,uk) (predicted estimation)

Γk+1|k = Ak · Γk|k ·AT
k + Γαk (predicted covariance)

x̂k|k = x̂k|k−1+Kk · z̃k (corrected estimation)
Γk|k = (I−KkCk) Γk|k−1 (corrected covariance)
z̃k =

(
yk − g(x̂k|k−1) + Ck · x̂k|k−1

)︸ ︷︷ ︸
zk

−Ckx̂k|k−1 = yk − g(x̂k|k−1) (innovation)

Sk = CkΓk|k−1C
T
k + Γβk (covariance of the innovation)

Kk = Γk|k−1C
T
k S−1

k (Kalman gain)

The extended Kalman filter takes as inputs x̂k|k−1 , Γk|k−1, yk, uk and returns x̂k+1|k and Γk+1|k.
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Exercises

Exercise 7.1.– Gaussian distribution

The probability distribution of a random Gaussian vector x is fully characterized by its expectation x̄ and its
covariance matrix Γx. More precisely, it is given by:

πx(x) =
1√

(2π)
n

det(Γx)
· exp

(
−1

2
(x− x̄)

T · Γ−1
x · (x− x̄)

)
.

1) Draw the graph and the contour lines of πx with:

x̄ =

(
1

2

)
and Γx =

(
1 0

0 1

)
.

2) We define the random vector:

y =

(
cos π6 − sin π

6

sin π
6 cos π6

)(
1 0

0 3

)
x +

(
2

−5

)
.

Draw the graph and the contour lines of πy. Discuss.

Exercise 7.2.– Confidence ellipses

Let us generate six covariance matrices as follows:

A1 =

(
1 0

0 3

)
A2 =

(
cos π4 − sin π

4

sin π
4 cos π4

)
Γ1 = I2×2 Γ2 = 3Γ1 Γ3 = A1 · Γ2 ·AT

1 + Γ1

Γ4 = A2 · Γ3 ·AT
2 Γ5 = Γ4 + Γ3 Γ6 = A2 · Γ5 ·AT

2

Here, A2 corresponds to a rotation matrix of angle π
4 . Then, we draw the six confidence ellipses at 90 % associated

with these matrices by centering them around 0. We thus obtain Figure 7.10.
1) Associate each covariance matrix with its confidence ellipse on the figure.
2) Verify the result by regenerating these ellipses.

Exercise 7.3.– Confidence ellipse: prediction

1) Generate a cloud of N = 1 000 points representing a random Gaussian vector centered at R2 whose covariance
matrix is the identity matrix. Deduce from the latter a cloud of points for the random vector x such that:

x̄ =

(
1

2

)
and Γx =

(
4 3

3 3

)
159
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Figure 7.10: Confidence ellipses associated with the six covariance matrices

Use a two-line, n-column matrix X to store the cloud.
2) Assuming we know x̄ and Γx draw the confidence ellipses for the probabilities η ∈ {0.9, 0.99, 0.999}. Show

graphically the consistency with the cloud X.
3) Find an estimation of x̄ and Γx from the cloud X.
4) This distribution represents the knowledge we have of the initial conditions of a system (a robot, for instance)

described by state equations of the form:

ẋ =

(
0 1

−1 0

)
x +

(
2

3

)
u

where the input u (t) = sin t is known. Write a program that illustrates the evolution of this particle cloud with time.
Use a sampling period of dt = 0.01. For the discretization, we take an Euler integration:

x(k + 1) = x(k) + dt

((
0 1

−1 0

)
x +

(
2

3

)
u(k)

)
+α(k)

where α(k) : N (0, dt · I2) is a white Gaussian noise. Draw the cloud for t ∈ {0, 1, 2, 3, 4, 5}.
5) Represent this evolution using only a Kalman prediction. Compare the resulting confidence ellipses with the

cloud computed at Question 4.

Exercise 7.4.– Confidence ellipse: correction

1) As in the previous exercise, generate a Gaussian point cloud of n = 1 000 points associated with the random
vector x with:

x̄ =

(
1

2

)
and Γx =

(
3 1

1 3

)
.

Use a two-line, n-column matrix to store the clouds.
2) Find an unbiased and orthogonal linear estimator which allows to find x1 from x2. Draw this estimator.
3) Same question as above, but one that allows to find x2 from x1. Draw the estimator and discuss the difference

with the previous question.
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Exercise 7.5.– Covariance matrix propagation

Consider three centered random vectors a,b, c with covariance matrices equal to the identity matrix. These three
vectors are independent of each other. Let x,y be two random vectors defined as follows:

x = A · a− b

y = C · x + c

where A,C are matrices that are known.
1) Give the expression of the mathematical expectations x̄, ȳ and of the covariance matrices Γx,Γy of these two

vectors, in function of A and C.
2) We form the vector v = (x , y). Calculate the mathematical expectation v̄ and the covariance matrix Γv for v.
3) Deduce from the previous question the covariance matrix of the random vector z = y−x. We assume of course

that x and y are of same dimension.
4) We measure y, which means that now the random vector y becomes deterministic and is well-known. Give an

estimation x̂ for x using an unbiased and orthogonal linear estimator.

Exercise 7.6.– Brownian noise

We consider a random stationary, discretized, white and centered random signal. This signal is denoted by x (tk)

with k ∈ N. More precisely, for every tk = kδ the random variables x (tk) with variance σ2
x are independent of one

other. A Brownian noise is defined as the integral of a white noise. In our case, we form the Brownian noise as follows:

y (tk) = δ ·
k∑
i=0

x (tk) .

1) Calculate, in function of time, the variance σ2
y (tk) of the signal y (tk). How does the standard deviation σy (tk)

evolve in function of δ and in function of tk ? Discuss. Validate the result with a simulation.
2) We now tend δ towards 0. What standard deviation σx do we have to choose in function of δ in order for

the variances σ2
y (tk) to remain unchanged ? Illustrate this program that generates Brownian noises y (t) that are

insensitive to sampling period changes.

Exercise 7.7.– Solving three equations using a linear estimator

The linear estimator can be used to solve problems that can be translated as linear equations. Let us consider as
an illustration the system:

2x1 + 3x2 = 8

3x1 + 2x2 = 7

x1 − x2 = 0

Since we have more equations than unknowns, the linear estimator must find some sort of compromise between all
of these equations. Let us assume that the errors εi over the ith equation are centered and with variances : σ2

1 = 1,

σ2
2 = 4 and σ2

3 = 4. Solve the system by using a linear estimator and find the associated covariance matrix.

Exercise 7.8.– Estimating the parameters of an electric motor using a linear estimator

Let us consider a DC motor whose parameters have been estimated with a least squares method (see Exercise 6.3).
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Recall that in that example, the angular speed Ω of a DC motor verifies the relation:

Ω = x1U + x2Tr

where U is the input voltage, Tr is the resistive torque and x = (x1, x2) is the vector of parameters that we need to
estimate. The following table recalls the measurements made on the motor for various experimental conditions:

U(V) 4 10 10 13 15

Tr(Nm) 0 1 5 5 3

Ω(rad/ sec) 5 10 8 14 17

We assume that the variance of the measurement error is equal to 9 and does not depend on the experimental
conditions. Moreover, we assume that we know a priori that x1 ' 1 and x2 ' −1 with a variance of 4. Estimate the
parameters of the motor and find the associated covariance matrix.

Exercise 7.9.– Trochoid

1) A point mass (placed on a wheel) is moving following a trochoid of the form:{
x (t) = p1t− p2 sin t

y (t) = p1 − p2 cos t

where x corresponds to the abscissa and y to the altitude of the mass. We measure y for various instants t:

t(sec) 1 2 3 7

y(m) 0.38 3.25 4.97 −0.26

The measurement errors have a standard deviation of 10 cm. By using an unbiased orthogonal filter, calculate an
estimation for p1 and p2.

2) Draw the estimated path of the mass.

Exercise 7.10.– Solving three equations using a Kalman filter

Let us consider once again the linear equations of Exercise 7.7:
2x1 + 3x2 = 8 + β1

3x1 + 2x2 = 7 + β2

x1 − x2 = 0 + β3

where β1, β2, β3 are three independent, centered random variables with respective variances 1, 4, 4.
1) Solve this system by calling the Kalman filter three times. Give an estimation of the solution and find the

covariance matrix of the error.
2) Draw the confidence ellipses associated with each call.
3) Compare these with the results obtained for Exercise 7.7.

Exercise 7.11.– Three-step Kalman filter

Let us consider the discrete-time system:{
xk+1 = Akxk + uk +αk
yk = Ckxk + βk
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with k ∈ {0, 1, 2}. The values for the quantities Ak,Ck,uk, yk are given by:

k Ak uk Ck yk

0

(
0.5 0

0 1

) (
8

16

) (
1 1

)
7

1

(
1 −1

1 1

) (
−6

−18

) (
1 1

)
30

2

(
1 −1

1 1

) (
32

−8

) (
1 1

)
−6

Let us assume that the signals αk and βk are white Gaussian signals with a unitary covariance matrix. We have

Γα =

(
1 0

0 1

)
and Γβ = 1.

The initial state vector is unknown and is represented by an estimation x̂0|−1 and a covariance matrix Γ0|−1. We will
take:

x̂0|−1 =

(
0

0

)
, Γ0|−1 =

(
100 0

0 100

)
.

Draw the confidence ellipses with center x̂k|k and covariance matrix Γk|k obtained by the Kalman filter.

Exercise 7.12.– Estimating the parameters of an electric motor

Let us consider once more the DC motor with angular speed Ω (see Exercises 6.3 to 7.8). We have:

Ω = x1U + x2Tr

where U is the input voltage, Tr is the resistive torque and x = (x1, x2) is the vector of parameters to estimate. The
following table presents the measurements obtained for various experimental conditions:

k 0 1 2 3 4

U(V) 4 10 10 13 15

Tr(Nm) 0 1 5 5 3

Ω(rad/ sec) 5 10 11 14 17

We still assume that the variance of the measurement error is equal to 9 and that x1 ' 1 and x2 ' −1 with
a variance of 4. Using the Kalman filter, calculate an estimation of the parameters x1, x2 and give the associated
covariance matrix.

Exercise 7.13.– Localization from wall distance measurements

Consider a punctual robot positioned at x = (x1, x2). This robot measures its distance to the three walls, as shown
in Figure 7.11. The ith wall corresponds to a line defined by two points a (i) and b (i). The distance to the ith wall is:

d (i) = det (u (i) ,x− a (i)) + βi

with u (i) = b(i)−a(i)
‖b(i)−a(i)‖ . Each distance is measured with a centered error βi with variance 1 and all the errors are

independent of one other. Before taking any measurements, the robot assumes it is in position x̄ = (1, 2) with the
associated covariance matrix given by 100 · I where I is the identity matrix.
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Figure 7.11: The robot must locate itself by measuring its distance to the three walls

1) Give, in function of the a (i) ,b (i) , d (i), an estimation of the robot’s position as well as the covariance matrix
for the error. For this you can use the expression of the unbiased orthogonal linear estimator or equivalently the
expression of the Kalman filter in correction mode.

2) The coordinates of the points as well as the distances are given by:

i 1 2 3

a (i)

(
2

1

) (
15

5

) (
3

12

)
b (i)

(
15

5

) (
3

12

) (
2

1

)
d(i) 2 5 4

Write a program that gives us the required estimation.

Exercise 7.14.– Temperature estimation

The temperature in a room has to verify (after temporal discretization) the state equation:{
xk+1 = xk + αk
yk = xk + βk

We assume that the state noise αk and the measurement noise βk are independent and Gaussian with covariance
Γα = 4 and Γβ = 3.

1) Give the expression of the Kalman filter that allows to estimate the temperature xk from the measurement yk.
From this deduce an expression of x̂k+1|k and Γk+1|k in function of x̂k|k−1,Γk|k−1,yk.

2) For large enough k, we may assume that Γk+1|k = Γk|k−1 = Γ∞. We then obtain the so-called asymptotic
Kalman filter. Give the expression of the asymptotic Kalman filter. How would you characterize the precision of this
filter ?

3) Going back to the non-asymptotic case, but now assuming that Γαk = 0, what is the value of Γ∞ ? Discuss.

Exercise 7.15.– Blind walker
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We consider a blind walker moving on a horizontal line. Its movement is described by the discretized state equation:{
x1 (k + 1) = x1 (k) + x2 (k) · u (k)

x2 (k + 1) = x2 (k) + α2 (k)

where x1 (k) is the position of the walker, x2 (k) is the length of a step (referred to as scale factor) and u (k) is the
number of steps per time unit. We measure the quantity u (k). Thus, at each unit of time, the walker moves a distance
of x2 (k)u (k). At the initial moment, we know that x1 is zero and that x2 is close to 1. x2 (0) will be represented by
a Gaussian distribution whose mean is equal to 1 and whose standard deviation is 0.02. The scale factor x2 evolves
slowly by means of α2 (k) that we will assume to be centered, white and of standard deviation 0.01.

1) We apply an input u (k) = 1 for k = 0, . . . , 9 and u (k) = −1 for k = 10, . . . , 19. Write a program that implements
a predictive Kalman filter capable of estimating the position x1 (k).

2) Draw the confidence ellipses associated with the probability η = 0.99. How does the uncertainty evolve for x1

in function of k ?
3) In function of k, draw the determinant of the covariance matrix Γx. Discuss.

Exercise 7.16.– State estimation of the inverted rod pendulum

We consider an inverted rod pendulum whose state equations are given by:


ẋ1

ẋ2

ẋ3

ẋ4

 =


x3

x4

m sinx2(g cosx2 − `x2
4) + u

M +m sin2 x2
sinx2((M +m)g −m`x2

4 cosx2) + cosx2u
`(M +m sin2 x2)

 and y =

(
x1

x2

)

Here, we have taken as state vector x =
(
x, θ, ẋ, θ̇

)
, where the input u is the force exerted on the cart of mass M , x

is the position of the cart and θ is the angle between the pendulum and the vertical direction. We will assume here
that only the position of the cart x and the angle θ of the pendulum are measured.

1) Linearize this system around the state x = 0.
2) Suggest a state feedback controller of the form u = −K · x + h w that stabilizes the system. Use a pole

placement method to achieve this. All the poles will be equal to −2. For the precompensator h, take a setpoint w
that corresponds to the desired position for the cart. Following [JAU 13], we must take:

h = −
(
E · (A−B ·K)−1 ·B

)−1

where E is the setpoint matrix given by:

E = ( 1 0 0 0 )

Simulate the system controlled by this state feedback.
3) In order to perform an output-based feedback, we need an estimation x̂ of the state vector x. For this, we will

use a Kalman filter (see Figure 7.12):
Discretize the system using steps of dt = 0.1 sec, then propose a Kalman filter for observing the state.
4) Implement this filter and study the robustness of the Kalman observer when the measurement noise is increased.
5) An extended Kalman filter can be obtained by replacing, in the prediction step of the Kalman filter, the

statement:

x̂k+1|k = Akx̂k|k + Bkuk
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Figure 7.12: Kalman filter used to estimate the state of the inverted rod pendulum

by:

x̂k+1|k = x̂k|k + f
(
x̂k|k,uk

)
· dt.

Here we have replaced the prediction performed on the linearized model by a prediction performed on the initial
nonlinear model that is closer to reality. Propose an implementation of this extended Kalman filter on the inverted
rod pendulum.

Exercise 7.17.– Dead reckoning

Dead reckoning corresponds to the problem of localization in which only proprioceptive sensors are available. This
type of navigation was used by early navigators who were trying to locate themselves during long journeys. They were
able to do this in a very approximate way by measuring the heading of the boat, the speed at various instants and
integrating all the corresponding variations in position over the entire journey. In a more general context, we may
consider that using a state observer in prediction mode and without correction (in the particular case in which the
state is the position of the robot) corresponds to dead reckoning. Let us consider the robot represented on Figure 7.13
and whose state equations are:

ẋ

ẏ

θ̇

v̇

δ̇

 =


v cos δ cos θ

v cos δ sin θ
v sin δ

3 + αθ
u1 + αv
u2 + αδ


where αθ, αv, αδ are independent continuous-time Gaussian white noises. In a more rigorous way, these are random
distributions with infinite power, but once they are discretized, the mathematical difficulties disappear.

The robot is equipped with a compass that returns θ with high precision and an angle sensor that returns the angle
δ of the front wheel.

1) Discretize this system with an Euler method. Simulate this system for an arbitrary input u (t) and initial vector.
For the variance of the discretized noises αθ, αv, αδ we will take 0.01 · dt, where dt is the discretization step.

2) Express this localization problem in a linear and discretized form.
3) Using a Kalman filter, predict the position of the robot as well as the associated covariance matrix.
4) How does the localization program change if we assume that, using odometers, the robot is capable of measuring

its speed v with a variance of 0.01 ?

Page 166 of 191



Luc Jaulin Mobile robotics

Figure 7.13: Dead reckoning for a tricycle robot

Exercise 7.18.– Goniometric localization

Let us consider once again a robot vehicle described by the state equations:
ẋ1

ẋ2

ẋ3

ẋ4

ẋ5

 =


x4 cosx5 cosx3

x4 cosx5 sinx3

x4 sinx5
3

u1

u2


The vector (x1, x2) represents the coordinates of the center of the robot, x3 is the heading of the robot, x4 its speed
and x5 the angle of its front wheels. The robot is surrounded by point landmarks m(1),m(2), . . . whose positions are
known. The robot can only detect these landmarks m(i) if the distance to them is sufficiently small (smaller than
15 m). In such a case, the robot measures the bearing angle δi with high precision. We will also assume that the robot
knows the angles x3 and x5 at all times, without any error. Finally, it measures its speed x4 with an error of variance
1. Figure 7.14 illustrates a situation in which two landmarks m(1) and m(2) are detected by the robot.

Figure 7.14: Goniometric localization

In order for the robot to locate itself, we would like to use a Kalman filter. For this, we need linear equations,
which we do not have here. Since x3 and x5 are known, the nonlinearity can be based on a temporal dependency. Let
us take for this z = (x1, x2, x4).

1) Show that z satisfies a linear state evolution equation. Find the associated observation equation.
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2) Find a discretization for the evolution of z in order to feed a Kalman filter.
3) Implement a simulator with the robot surrounded by the following four landmarks:

a (1) =

(
0

25

)
, a (2) =

(
15

30

)
, a (3) =

(
30

15

)
, a (4) =

(
15

20

)
As stated above, the robot can only goniometrically detect landmarks once they are close.

4) Implement a Kalman filter for the localization. The initial state will be assumed unknown.
5) We now have two robots Ra and Rb capable of communicating wirelessly while measuring the landmark angles

(see Figure 7.15). When the distances are small (i.e. smaller than 20 m), the robots can measure the angles ϕa and
ϕb with high precision using cameras (see figure). Suggest a centralized Kalman filter for the localization of the two
robots.

Figure 7.15: Goniometric localization for two communicating robots

Exercise 7.19.– Following a boat with two radars

The movement of a boat that we are seeking to follow is described by the state equations:
px (k + 1) = px (k) + dt · vx (k)

vx (k + 1) = vx (k)− dt · vx (k) + αx (k)

py (k + 1) = py (k) + dt · vy (k)

vy (k + 1) = vy (k)− dt · vy (k) + αy (k)

where dt = 0.01 and αx and αy are Gaussian white noises with variance matrix dt. The state vector is therefore
x = (px, vx, py, vy).

1) Write a program that simulates the boat.
2) Two radars placed at a : (ax, ay) = (0, 0) and b : (bx, by) = (1, 0) measure the square of the distance to the boat.

The observation equation is:

yk =

(
(px (k)− ax)

2
+ (py (k)− ay)

2

(px (k)− bx)
2

+ (py (k)− by)
2

)
︸ ︷︷ ︸

g(xk)

+ βk

where β1 (k) and β2 (k) are independent Gaussian white noises with a variance equal to 1
dt ·10−2. Adjust the simulation

in order to visualize the radars and generate the measurement vector y (k).

Page 168 of 191



Luc Jaulin Mobile robotics

3) Linearize this observation equation around the current estimation x̂k of the state vector xk. Deduce from this
an equation of the form zk = Ckxk where zk = h (yk, x̂k) takes the role of the measurement taken at time k.

4) Implement a Kalman filter that allows the localization of the boat.

Exercise 7.20.– Robot localization in a pool

Consider an underwater robot moving within a rectangular pool of length 2Ry and width 2Ry. A sonar placed just
above the robot rotates with a constant angular speed. The depth z is easily obtained using a pressure sensor and
we will therefore assume this quantity to be known. The robot is weighted in such a way that the bank and elevation
angles may be assumed zero. In our context, localizing the robot means estimating the coordinates (x, y) of the robot.
The origin of the coordinate system will be middle of the pool. For this localization, we will assume that the angle
α of the sonar is measured relative to the body of the robot, the heading angle θ is measured with a compass and
the tangential aT and normal aN accelerations with accelerometers. Every 0.1s, the sonar returns the length ` of the
sonar beam. Figure 7.16 represents the length `(t) of the sonar beam, obtained by simulation when the sonar performs
seven rotations around itself while the robot is moving.

Figure 7.16: Telemetric measurements collected by the robot

1) Given the signal collected by the sonar, suggest a robust method for detecting local minima that correspond to
the situation where the sonar is perpendicularly pointing towards one of the four walls of the pool.

2) Let vx = ẋ, vy = ẏ. Show that we can write the following state equations to connect the measurements:
ẋ = vx
ẏ = vy
v̇x = aT cos θ − aN sin θ

v̇y = aT sin θ + aN cos θ

3) Let us now assume that we have collected (either by simulation or real experience) for each t ∈ [0, tmax], data
relative to the accelerations (aT, aN), to the heading angle θ and to the angle of the sonar α. Propose a recursive
method based on the Kalman filter in order to localize the robot.
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Chapter 8

Bayes �lter

8.1 Introduction

This chapter proposes to generalize the Kalman filter to the case where the functions are nonlinear and the noise
is non Gaussian. The resulting observer will be called the Bayes filter. Instead of computing for each time k the
covariance and the estimate of the state, the Bayes filter directly computes the probability density function of the
state vector. As for the Kalman filter, it consists of two parts: the prediction and the correction. In the linear and
Gaussian case, the Bayes filter is equivalent to the Kalman filter.

By increasing the level of abstraction, the Bayes filter will allow us to have a better understanding of the Kalman
filter, and some proofs become easier and more intuitive. As an illustration we will consider the smoothing problem
where the estimation is made more accurate by taking all future measurements, when available. Of course, the
smoothing is mainly used for offline applications.

8.2 Basic notions on probabilities

Marginal density. If x ∈ Rn and y ∈ Rm are two random vectors with a joint probability density function π(x,y).
Note that π(x,y) is a function which associates to (x̃, ỹ) ∈ Rn × Rm an element of R+ denoted by π(x = x̃,y = ỹ).
The marginal density for x is

π(x) =

∫
π(x,y) · dy. (8.1)

Note that, to be rigorous, we should have written

π(x = x̃) =

∫
ỹ∈Rm

π(x = x̃,y = ỹ) · dỹ,

but this notation would become too heavy for our applications. In the same manner, the marginal density for y is

π(y) =

∫
π(x,y) · dx.

The two random vectors x and y are independent if

π(x,y) = π(x) · π(y).
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Conditional density. The conditional density for x given y is

π(x|y) =
π(x,y)

π(y)
. (8.2)

Again, the quantity π(x|y) is a function which associates to the pair (x̃, ỹ) ∈ Rn × Rm a positive real number. But,
y a not the same role: it is a parameter of the density for x. We also have

π(y|x) =
π(x,y)

π(x)
. (8.3)

Bayes rule. Combining the two equations (8.2) and (8.3), we get

π(x,y) = π(y|x) · π(x) = π(x|y) · π(y).

The Bayes rule obtained from the previous equation:

π(x|y) =
π(y|x) · π(x)

π(y)
= η · π(y|x) · π(x). (8.4)

The quantity η = 1
π(y) called the normalizer allows to have an integral for x equal to one. Sometimes, we use the

following notation

π(x|y) ∝ π(y|x) · π(x)

to indicate that the two functions π(x|y) and π(y|x) · π(x) are proportional for a given y.

Total probability law. The marginal density for x is

π(x)
(8.1,8.2)

=

∫
π(x|y) · π(y) · dy. (8.5)

This corresponds to the law of total probability.

Parametric case. If z is a parameter (which can be random vector and any other deterministic quantity), the
parametric total probability law is given by

π(x|z)
(8.5)
=

∫
π(x|y,z) · π(y|z) · dy (8.6)

and the parametric Bayes rule is

π(x|y, z)
(8.4)
=

π(y|x,z) · π(x|z)

π(y|z)
. (8.7)

Bayes network. A Bayes network is a probabilistic graphical model that represents a set of random vectors and
their conditional dependencies. Formally, Bayes networks are directed acyclic graph whose nodes represent random
vectors. Arcs represent dependencies. More precisely the two vectors x,y are connected by an arc there exists a
relation linking them. Nodes that are not connected (there is no path from one of the variables to the other in
the Bayes network) represent variables that are independent. To have a better understanding, consider 5 vectors
a,b, c,d, e that are linked by the relations

b = a +α1

e = a + 2b +α2

c = e +α3

d = 3c +α4
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where the αi are all independent vectors with a known density, for instance N (0, 1), which mean Gaussian centred
with a unit variance. It is clear that if we know a density π(a) for a, we can compute the probabilities for all other
vectors. Equivalently, we can easily write a program which generates the generates some realizations for all the vectors.
For instance in the scalar case, if π(a) = N (1, 9), the program could be:

1 a := 1+randn(9)
2 b := a+ randn(1)
3 e := a+ 2 · b+ randn(1)
4 c := e+ randn(1);
5 d := 3 · c+ randn(1)

From this program, we easily see that π(c|a, e,b) = π(c|e), which means that given e, the vector c is independent
of a and b. The corresponding network is depicted on Figure 8.1 (left). The network will help us to simplify conditional
densities. For instance, from the network we can conclude that π(c|a, e,b) = π(c|e), since all paths from a to c and
all paths from b to c have to go through e. Equivalently, this means that if we know e the knowledge of a and b does
not bring any new information on c.

Consider 3 vectors x,y, z that are linked by the relations

y = 2x +α1

z = 3y +α2

x = 4z +α3

where the αi are all independent vectors. The graph (see Figure 8.1 (right) has a cycle and is not considered a a Bayes
network anymore. It is now much more difficult (or even impossible) to compute the marginal densities or to build a
program that generates a cloud of points consistent with the probabilistic assumptions.

Figure 8.1: Left: a Bayes network; Right, the graph has a cycle and thus is not a Bayes network

8.3 Bayes �lter

Consider a system described by the following state equations{
xk+1 = fk(xk) +αk
yk = gk(xk) + βk

(8.8)

where αk and βk are random vectors white and mutually independent. The dependency with respect to some known
inputs uk is taken into account via the functions fk and gk. We have here a random process which satisfies the Markov
assumptions which tells us that the future of the system only depends of the past through the state at the current
time t. This can be written as:

π(yk|xk,y0:k−1) = π(yk|xk)

π(xk+1|xk,y0:k) = π(xk+1|xk).
(8.9)
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The notation y0:k has to be understood as follows

y0:k = (y0,y1, . . . ,yk) .

This is illustrated by the Bayes network of Figure 8.2. An arc of this graph corresponds to a dependency. For
instance, the arc between xk and xk+1 corresponds to the knowledge that xk+1−fk(xk) has a density which corresponds
to that of αk.

Figure 8.2: Bayes network associated with the state equation

Theorem. The two densities

pred (xk)
def
= π (xk|y0:k−1)

bel (xk)
def
= π (xk|y0:k) .

(8.10)

satisfy

(i) pred (xk+1) =
∫
π (xk+1|xk) · bel (xk) · dxk (prediction)

(ii) bel (xk) = π(yk|xk)·pred(xk)
π(yk|y0:k−1) . (correction)

(8.11)

Remark. These relations correspond to a Bayes observer or Bayesian filter. The prediction equation is known as
the equation of Chapman-Kolmogorov.

Proof : Let us prove relation (ii). We have

bel (xk)
(8.10)

= π (xk|y0:k)

= π (xk|yk,y0:k−1)
(8.7)
= 1

π(yk|y0:k−1) · π(yk|xk,y0:k−1)︸ ︷︷ ︸
(8.9)
= π(yk|xk)

· π(xk|y0:k−1)︸ ︷︷ ︸
(8.10)

= pred(xk)

{
π(x|y, z) = π(y|x,z)·π(x|z)

π(y|z)

}

Let us now prove (i). From the total probability rule (8.6), we get

pred (xk+1)
(8.10)

= π (xk+1|y0:k)

(8.6)
=

∫
π(xk+1|xk,y0:k)︸ ︷︷ ︸
(8.9)
= π(xk+1|xk)

· π(xk|y0:k)︸ ︷︷ ︸
(8.10)

= bel (xk)

dxk
{ π(x|z) =∫

π(x|y, z) · π(y|z) · dy }

This corresponds to relation (i). �

Remark. From (8.11, ii), we have∫
bel (xk) · dxk︸ ︷︷ ︸

=1

=

∫
π(yk|xk) · pred (xk)

π (yk|y0:k−1)
· dxk.
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Thus

π (yk|y0:k−1) =

∫
π(yk|xk) · pred (xk) · dxk

is a normalizer coefficient which can be computed directly from π(yk|xk) and pred(xk) .

The relations (8.11) can be interpreted as an algorithm where the variables pred(xk) and bel(xk) are densities,
i.e., functions from Rn → R. Such an algorithm cannot be implemented in a computer in the general case, and can
only be poorly approximated. In practice different approaches can be used to implement a Bayesian filter.

• If the random vector x is discrete, the process can be represented by a Markov chain and the densities pred(xk)

and bel(xk) can be represented by a vector of Rn. The Bayesian filter can be implemented exactly.

• If the densities pred(xk) and bel(xk) are Gaussian, they can be represented exactly by their expectation and
their covariance matrices. We get the Kalman filter [KAL 60].

• We can approximate pred(xk) and bel(xk) by cloud of points (called particles) with different weight. The
corresponding observer is called Particle filter .

• We can represent the densities pred(xk) and bel(xk) by a subset of Rn which contain the support a the density.
We obtain an observer called set-membership filter .

8.4 Bayes smoother

A filter is causal. This means that the estimation x̂k|k−1 only takes into account the past. The smoothing process
consists of a state estimation when all the measurements (future, present and past) are available. Let us denote by
N the maximum time k. This time can correspond, for instance, to the end date of a mission performed by the robot
and for which we are trying to estimate its path. In order to perform smoothing, we simply need to run once more a
Kalman filter in the backward direction and merge, for each k, the information from the future with that of the past.

Theorem. The three densities

pred (xk)
def
= π (xk|y0:k−1)

bel (xk)
def
= π (xk|y0:k) .

back (xk)
def
= π (xk|y0:N )

(8.12)

can be defined recursively as follows

(i) pred (xk) =
∫
π (xk|xk−1) · bel (xk−1) · dxk−1 (prediction)

(ii) bel (xk) = π(yk|xk)·pred(xk)
π(yk|y0:k−1) (correction)

(iii) back (xk) = bel (xk)
∫ π(xk+1|xk)·back(xk+1)

pred(xk+1) · dxk+1 (smoother)
(8.13)

Proof. The prediction equation (i) and the correction equation (ii) have already been proven. It remains to prove
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(iii). We have

back (xk)

= π (xk|y0:N )
(8.6)
=

∫
π (xk|xk+1,y0:N )︸ ︷︷ ︸

||

·π (xk+1|y0:N ) · dxk+1

{
π(a|c) =

∫
π(a|b, c) · π(b|c) · db

}
(Markov)

=
∫ ︷ ︸︸ ︷
π (xk|xk+1,y0:k)︸ ︷︷ ︸

||

·back (xk+1) · dxk+1

(Bayes)
=

∫ ︷ ︸︸ ︷
π (xk+1|xk,y0:k) · π (xk|y0:k)

π (xk+1|y0:k)
·back (xk+1) · dxk+1

{
π(a|b, c) = π(b|a, c) · π(a|c)

π(b|c)

}
(Markov)

=
∫ π(xk+1|xk)·π(xk|y0:k)

pred(xk+1) · back (xk+1) · dxk+1

= π (xk|y0:k)︸ ︷︷ ︸
bel(xk)

∫ π(xk+1|xk)
pred(xk+1) · back (xk+1) · dxk+1

8.5 Kalman smoother

8.5.1 Equations of the Kalman smoother

Consider a linear discrete time system described by the state equation.{
xk+1 = Akxk + uk +αk
yk = Ckxk + βk

where αk and βk are Gaussian, white and independent.
An optimized version of the Bayes smoother, in the case where all densities are Gaussian and all functions are

linear is referred to as Kalman smoother (or Rauch-Tung-Striebel Smoother). It can then be applied by adding the
smoothing equation of the following theorem to those of the Kalman filter.

Theorem. The smoothing density is

back (xk) = π (xk|y0:N ) = N
(
xk
∥∥x̂k|N ,Γk|N ) .

where

Jk = Γk|k ·AT
k · Γ

−1
k+1|k

x̂k|N = x̂k|k + Jk ·
(
x̂k+1|N − x̂k+1|k

)
Γk|N = Γk|k − Jk ·

(
Γk+1|k − Γk+1|N

)
· JT

k .

(8.14)

Proof. See exercise 8.6 on page 182.

8.5.2 Implementation

In order to perform the smoothing process, we first need to run the Kalman filter for k ranging from 0 to N , then
run Equations (8.14) backwards for k ranging form N to 0. Note that all the quantities x̂k+1|k, x̂k|k,Γk+1|k,Γk|k, x̂k|N
are stored in the lists x̂pred

k ,x̂up

k ,x̂back
k ,Γpred

k ,Γup

k ,Γback
k , where pred, up, back respectively mean prediction, update,

backward. The quantities u(k),y(k),Γαk ,Γβk ,Ak are also stored in lists. The direct, or forward part of the smoother
is given by the algorithm Filter below. It uses the Kalman function given page 153.
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Function Filter (x̂pred
0 ,Γpred

0 ,u(k),y(k),Γαk ,Γβk ,Ak,Ck, k = 0, . . . , N)
1 For k = 0 to N
2

(
x̂pred
k+1 ,Γ

pred
k+1 , x̂

up
k ,Γ

up
k

)
=

3 Kalman
(
x̂pred
k ,Γpred

k ,u(k),y(k),Γαk ,Γβk ,Ak,Ck

)
4 Return

(
x̂pred
k+1 ,Γ

pred
k+1 , x̂

up
k ,Γ

up
k , k = 0, . . . , N

)
The backward part of the smoother, this is given by the following Algorithm Smoother .

Function Smoother (x̂pred
k+1 ,Γ

pred
k+1 , x̂

up
k ,Γ

up
k ,Ak, k = 0, . . . , N)

1 x̂back
N = x̂up

N

2 Γback
N = Γup

N

3 For k = N − 1 downto 0

4 J = Γup
k ·AT

k ·
(
Γpred
k+1

)−1

5 x̂back
k = x̂up

k + J ·
(
x̂back
k+1 − x̂pred

k+1

)
6 Γback

k = Γup
k − J ·

(
Γpred
k+1 − Γback

k+1

)
· JT

7 Return
(
x̂back
k ,Γback

k , k = 0, . . . , N
)
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Exercises

Exercise 8.1.– Conditional and marginal densities

Consider two random variables x, y which belong to the set {1, 2, 3} . The table below gives π(x, y).

π(x, y) x = 1 x = 2 x = 3

y = 1 0.1 0.2 0

y = 2 0.1 0.3 0.1

y = 3 0 0.1 0.1

1) Compute the marginal densities π(x) and π(y) for x and y.

2) Compute the conditional densities π(x|y) and π(y|x).

Exercise 8.2.– Weather forecast

Markov chain. A Markov chain is a sequence of discrete random variables x0, x1, . . . , xk, . . . , called the state
variables, where k is time such that the future of the system only depends on the present state. More precisely, if
the current state is known precisely, a full knownledge of the past will not bring only new information to predict the
future. We can write the Markov property as

π (xk+1 = j| xk = ik, xk−1 = ik−1, . . . ) = π (xk+1 = j| xk = ik) .

The set of all feasible values for xk is the state space . This probabilistic definition is totally consistent with all the
notions of state space used in this book. Markov chains can be described by an oriented graph the label of which
corresponds to the probability to go from one state to another. To each k we associate the vector pk the ith component
of which is defined by

pk,i = π(xk = i).

Note that all components of pk are positive and that their sum is equal to 1.

Weather forecast. In the town of Brest, two type of weathers are possible: sunny coded by 1 and rainy coded
by 2. And the weather does not change during the day. Denote by xk the weather at the day k. We assume that the
state xk corresponds to a Markov chain the conditional density π(xk+1|xk) of which is given by

π(xk+1|xk) xk = 1 xk = 2

xk+1 = 1 0.9 0.5

xk+1 = 2 0.1 0.5

This can be represented by the following picture.
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Figure 8.3: Markov chain describing the evolution of the weather in Brest

1) We represent π(xk) by a vector pk of dimension 2. Using a Bayes filter, show that the evolution of pk can be
represented by a state equation of the form pk+1 = A · pk.

2) At day k, the weather is sunny. What is the probability to be sunny the day k + `.

3) What about this probability when ` tends to infinity?

Exercise 8.3.– Door robot

In this exercise, we illustrate the Bayes filter in a system with a state x ∈ {0, 1}. It corresponds [THR 05] to a
door which can be closed (x = 0) or open (x = 1) and an actuator to open and close. The system has also a sensor to
measure the state. The input u, can be u = −1, 0 or 1 which mean ’close’, ’do nothing’ or ’open’. The require input
may fail (for instance, if someone stops the door). We can represent the influence an u on the state evolution by the
following table

π(xk+1|xk, uk) uk = −1, uk = 0 uk = 1

xk = 0 δ0 δ0 0.2 δ0 + 0.8 δ1
xk = 1 0.8 δ0 + 0.2 δ1 δ1 δ1

For simplicity, the dependencies of the δi with respect to xk+1 is omitted. When we read in the table

π(xk+1|xk = 0, uk = 1) = 0.2 δ0 + 0.8 δ1,

it means that if xk = 0, there is a probability of 0.8 to be at state 1 at time k + 1, if we apply the input uk = 1. The
sensor which gives us the state of the door is also uncertain. This is represented by the following conditional density

π(yk|xk) xk = 0 xk = 1

yk = 0 0.8 0.4

yk = 1 0.2 0.6

The system can be represented by the graph of Figure 8.4.
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Figure 8.4: Graph representing the evolution and the observation of the door robot

1) Assume that the belief at time k = 0 is given by bel(x0) = 0.5 · δ0 + 0.5 · δ1 and that u0 = 1, compute pred(x1).

2) At time 1 we measure y1 = 1. Compute bel(x1) .

3) If ppred
k and pbel

k are the stochastic vectors associated to pred(xk) et bel(xk). Give the state equation for the
Bayesian filter.

Exercise 8.4.– Robot in the forest

The objective of this exercise if to give a graphical interpretation of the Bayesian filter. We recall that the Bayes
filter is given by the following equations

pred (xk+1) =
∫
π (xk+1|xk,uk) · bel (xk) · dxk

bel (xk) = π(yk|xk)·pred(xk)∫
π(yk|xk)·pred(xk)·dxk

.

Figure 8.5 represents a robot with a scalar state x which corresponds to its position on a horizontal line.
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Figure 8.5: Illustration of the Bayesian filter

Step k. We assume that at time k, we know from the past the prediction pred(xk), which is uniform on a large
interval. The robot knows that in its environment, there exists three trees that are identical. Now, at time k, the
robot sees a tree in front of it. This corresponds the measurement yk. It deduces the likelyhood π (yk|xk) of x. The
belief bel(xk) can thus be obtained simple multiplication of the density pred(xk) and the likelyhood π (yk|xk), followed
by a normalization.

Step k+1. The robot moves forward of few meters and the counter k is increase by 1. From the belief at time k
and the knowledge of the motion, we can predict, via pred(xk+1) the state at time k+1. To get bel(xk+1) as previously
at time k.

Step k+2. Assume now that the robot moves forward again of few meters but does not see any tree. Draw
pred(xk+2), π (yk+2|xk+2) and bel(xk+2) .

Exercise 8.5.– Bayes rule with Kalman

Consider two Gaussian random variables x ∼ N (1, 1) and b ∼ N (0, 1), i.e., the expectation of x,b are x̄ = 1, b̄ = 0

and the variances (i.e, the covariance matrix in the scalar case) of x, b are σ2
x = 1, σ2

b = 1.
1) Define y = x+ b. Give the expression of probabilility density function of y.
2) We collect the following measurement y = 3. Using the correction equations of the Kalman filter, compute the

posterior density for x.
3) Provide the link with the Bayes rule.

Exercise 8.6.– Derivation of the Kalman smoother

1) Consider two normal vectors a and b. Show that

π(a) = N (a ‖â,Γa )

π(b|a) = N (b ‖Ja + u,R )

}
=⇒ π(b) = N

(
b
∥∥Jâ + u,R + J · Γa · JT

)
. (8.15)
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2) Consider a linear discrete time system described by the state equation.{
xk+1 = Akxk + uk +αk
yk = Ckxk + βk

where αk and βk are Gaussian, white and independent. Using the equations of the Kalman filter, show that

π (xk|xk+1,y0:N ) = N
(
xk
∥∥x̂k|k + Jk

(
xk+1 − x̂k+1|k

)
,Γk|k − Jk · Γk+1|k · JTk

)
(8.16)

where

Jk = Γk|k ·AT
k · Γ

−1
k+1|k.

3) From the two previous questions, show that the smoothing density is

back (xk) = π (xk|y0:N ) = N
(
xk
∥∥x̂k|N ,Γk|N )

where

x̂k|N = x̂k|k + Jk ·
(
x̂k+1|N − x̂k+1|k

)
Γk|N = Γk|k − Jk ·

(
Γk+1|k − Γk+1|N

)
· JT

k .

Exercise 8.7.– SLAM

The Redermor (underwater robot built by GESMA, Brest) performed a two-hour mission in the Douarnenez bay
(see Figure 8.6). During its mission, it collected data from its inertial unit (which gives us the Euler angles φ, θ, ψ),
its Doppler log (which gives us the robot’s speed vr in the robot’s coordinate system), its pressure sensor (which
gives us the robot’s depth pz) and its altitude sensor (sonar that gives us the altitude a), with a sampling period of
dt = 0.1 sec. This data can be found in the file slam_data.txt. The file is composed of 59 996 lines (one line per
sampling period) and 9 columns which are respectively:

(t, ϕ, θ, ψ, vx, vy, vz, pz, a)

where pz is the depth of the robot and a is its altitude (i.e., its distance to the seabed).
1) Given that the robot started from a position p = (0, 0, 0), at time t = 0, and using an Euler method, deduce an

estimation for the path. Use for this the state equation:

ṗ(t) = R(ϕ (t) , θ (t) , ψ (t)) · vr(t)

with R(ϕ, θ, ψ) the Euler matrix (see (1.9) on page 16):

R(ϕ, θ, ψ) =

 cosψ − sinψ 0

sinψ cosψ 0

0 0 1

 cos θ 0 sin θ

0 1 0

− sin θ 0 cos θ

 1 0 0

0 cosϕ − sinϕ

0 sinϕ cosϕ


2) The angles ϕ, θ, ψ are measured with a standard deviation of

(
2× 10−4, 2× 10−4, 5× 10−3

)
. The components of

vr are measured every dt seconds with a standard deviation of σv =1 ms−1. We may assume that the robot satisfies
the equation:

pk+1 = pk + (dt ·R(k)) · v̄r(k) +αk

where αk is a white noise and v̄r(k) is a measurement of the average speed over the corresponding sampling period.
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Figure 8.6: The Redermor, built by GESMA (Groupe d’Etude Sous-Marine de l’Atlantique), right before diving into
the water

Show that a realistic covariance matrix for αk is:

Γα = dt2σ2
v ·

 1 0 0

0 1 0

0 0 1

 .

Remark. We are not in the situation described in Section 7.5 or in Exercise 7.6 where the covariance for the state
noise should have the same order as 1

dt . Here, our system in not a discretisation of a continuous random process, the
behavior of which should be independent of dt. On the contrary, dt is a sampling time of the velocity sensor. Smaller
is dt, more accurate will be the integration.

3) Using the Kalman filter as predictor, calculate the precision with which the robot knows its position at each
moment t = k · dt. Give, in function of t, the standard deviation of the error over the position. What will this become
after an hour ? After two hours ? Verify your calculations experimentally by implementing a Kalman predictor.

4) During its mission, the robot may detect several landmarks with its lateral sonar (here these will be mines).
When the robot detects a landmark, it will be on its right side and in a plane perpendicular to the robot. The seabed
is assumed to be flat and horizontal. The following table shows the detection times, the numbers i of the landmarks
and the distance ri between the robot and the landmark:

t 1054 1092 1374 1748 3038 3688 4024 4817 5172 5232 5279 5688

i 1 2 1 0 1 5 4 3 3 4 5 1

ri(t) 52.4 12.47 54.4 52.7 27.73 27.0 37.9 36.7 37.37 31.03 33.5 15.05

SLAM (Simultaneous Localization And Mapping) seeks to use these repeated detections to improve the precision of the
estimation of its path. For this, we form a large state vector x, of dimension 3+2 ·6 = 15 that contains the position of
the robot p as well as the vector q of dimension 12 containing the coordinates (as x and y) of the six landmarks. Let
us note that since the landmarks are immobile, we have q̇ = 0. Give the function (y,Ck,Γβ) = g (k) that corresponds
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to the observation. This function returns the measurement vector y, the matrix C(k) and the covariance matrix of
the measurement noise. As for the standard deviation of the measurement noise βk, we will take 0.1 for that of the
depth and 1 for that of the robot-landmark distance.

5) Using a Kalman filter, find the position of the landmarks together with the associated uncertainty. Show how
the robot was able to readjust its position.

6) Use the Kalman smoother to improve the precision over the landmark positions by taking into account the past
as well as the future.

Exercise 8.8.– a priori SLAM

An underwater robot carries a navigation system (inertial unit and Doppler log) that gives its position as x, y with
a drift of 100 meters per hour. This means that if the robot knows its position with a precision of r meters at time t,
then an hour before and an hour later it knows its position with an error smaller than r + 100 m.

In the beginning, our robot locates itself by GPS with a precision of 10 m and proceeds to dive in a zone of flat
seabed. It swims around for eight hours at constant depth (that it can measure with a pressure sensor). When it
resurfaces, it locates itself again using the GPS, again with a precision of 10 m. Each hour, the robot passes above a
remarkable landmark (small rock with a particular form, for instance) that can be detected by a camera places under
the robot. The following table indicates the number of the detected landmark in function of time, expressed in hours:

t(hour) 1 2 3 4 5 6 7
landmark 1 2 1 3 2 1 4

We may deduce from this table that the robot encounters four remarkable landmarks in total and that it encounters
landmark 1 three times, at times t = 1H, t = 3H and t = 6H. With what precision is it able to localize landmarks 1,
2, 3 and 4 ?
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yaw, 16

zero dynamics, 61
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